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Model-checking is a method used for verifying the temporal behaviour of a
system and whether a model achieves its desired properties. This approach is
often fully automated and is applied, among other areas, within the context
of timed automata. Timed automata are a formalism that captures properties
related to quantitative time, facilitating the modelling of real-time systems
where time is a significant aspect. Probabilistic timed automata are an exten-
sion of classical timed automata, with the capacity to model the uncertainty
of events along with timing constraints. The digital clock method in prob-
abilistic timed automata abstracts real-valued clock variables into integer
representations, resulting in a finite-state model that preserves the timing
properties required in formal verification. This abstraction is typically sound
for diagonal-free clocks, where the constraints of a clock can be only in
relation to a constant, not to another clock. We analyse the behaviour of a
digital clock abstraction algorithm developed in the Modest Toolset when
presented with diagonal constraints and modify it to accommodate them.
We used extended semantics to explore more states around the diagonal
and changed the reset function to stay within the bounds, studying the
correctness of the algorithm and how it behaves when presented with more
clock variables.

Additional Key Words and Phrases: Probabilistic timed automata, Digital
clock, Markov decision process, Diagonal digital clock, Probabilistic model
checking, Timed automata

1 INTRODUCTION
Model checking [15] is an approach originally developed to verify
the qualitative properties of systems that was subsequently extended
to also handle quantitative features, such as real-time constraints [3].
This extension of model-checking is often applied to timed automata.

A timed automaton is a labelled transition system extended with a
finite set of real-valued clocks, each of which evolves constantly at a
unit rate [28]. Although this formalism introduced by Alur and Dill
[2], provides a robust solution to capture time constraints within
system models, it assumes idealised behaviour, which is unfeasible
in real-time systems.

An extension of this formalismwith integrated discrete probabilis-
tic transitions leads to the notion of probabilistic timed automata.
Probabilistic timed automata are widely used models for cyberphys-
ical systems that capture the timing constraints and uncertainty
of real-time behaviour [23, 42]. This concept is explained in de-
tail in the work of Kwiatkowska et al. [37]. The authors propose
the model and prove that it is practical and expressive through a
series of worked examples and applications, while altering algo-
rithms designed for timed automata [5] to incorporate probabilistic
transitions. In this context, a timed automaton has a finite set of
real-valued clocks that are independent of each other and can be
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reset during execution. Probabilistic timed automata are used to
model systems based on timing and uncertainty, examples include
communication protocols [17, 20, 32, 39], systems in industries such
as aviation [21], networked systems [22, 42], automated human
activity recognition [43], or self-adaptive multi-agent systems [41].
Previous work shows that for timed properties, the validity of

the integral model follows from the validity in the dense-time
model [31]. Integral semantics refers to the clock variables that have
positive integer values and is often known as the digital clock trans-
formation. We thus adopt the digital clock method, namely clocks
with integer values that only change in unit steps. Kwiatkowska
et al. [36] proved, in 2006, that digital clocks are sufficient for the
analysis of probabilistic and expected reachability against closed
diagonal-free probabilistic timed automata. Digital clock abstraction
is a method used to ensure that the Markov decision process ob-
tained from the transformation of a probabilistic timed automaton
has a finite state space.
Formal verification [15] is a technique used to assess whether

a model satisfies its specification often by exhaustively explor-
ing its state space, and has been widely applied to embedded sys-
tems [14, 18, 45] and industrial settings [16, 19, 40, 48]. The form of
model-checking addressed by this study involves the use of the Mod-
est Toolset. Modest is a behavioural modelling language introduced
by Hartmanns [25] for stochastic timed systems. This research ex-
plores a possible implementation of the digital clock abstraction
algorithm in the Modest Toolset, that transforms a probabilistic
timed automaton with diagonal constraints into a Markov decision
process (MDP). The resulting MDPmodel will be subjected to formal
verification using the Modest Toolset mcsta [13] model checker.

Although there are numerous model-checking algorithms such
as region graph construction [2], backward reachability [38], for-
ward reachability [49], each are optimised for specific cases. Due
to its increased performance compared to these methods [34], the
digital clock method followed by a model-checking algorithm on
the resulting Markov decision process is an emerging solution in
model-checking. Currently, the digital clock algorithm does not
allow diagonal constraints in the input automaton. To support trans-
formation into an MDP, solutions include the removal of diagonal
constraints in probabilistic timed automata or the rejection of these
input automata. Modest features the moconv tool, which converts
a probabilistic timed automaton into its digital clock Markov deci-
sion process [11]. The current implementation of digital clocks does
not allow as input a probabilistic timed automaton with diagonal
constraints, and the algorithm does not treat this case.
The relational comparison among clock variables represents a

paramount improvement in the compactness of a probabilistic timed
automaton. Diagonal constraints facilitate modelling and represen-
tation of timing dependencies of a system, enabling synchronisation
between its tasks. Although there is no improvement in expres-
siveness with the use of diagonal constraints in timed automata [9],
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diagonalisation helps improvemodel conciseness [8], and alongwith
the performance of the digital clock method, it can be a powerful
addition to existing model checking algorithms.

2 RESEARCH OBJECTIVE AND REQUIREMENTS
To address the problem of diagonal constraints not being supported
by the digital clock abstraction algorithm, the main objective of this
research is to analyse the behaviour and limitations under these
conditions of the existing Modest-based implementation and modify
it to support diagonalisation.
Specifically, we first focus on documenting and applying modi-

fications to the Modest-based implementation of the digital clock
conversion to support diagonal constraints, a requirement referred
to in this work as RQM1. Similarly, another objective is studying
the behaviour of an algorithm extending the digital clocks method
based on a small example (RQM2). Finally, this study should address
how the extended algorithm scales as the number of clocks increases
by observing its behaviour and limitations (RQM3).

3 RELATED WORK
Various researchers analyse probabilistic timed automata, develop-
ing model-checking algorithms and tools. Bouyer et al. [9] proposes
an approach to model-checking classical timed automata that takes
into account the presence of diagonal constraints. The authors ex-
plored and proved the correctness of an algorithm that identifies
and selectively removes only diagonal constraints that cause errors.
Its primary limitations are the focus on timed automata without
addressing probabilistic behaviour and its adoption of an approach
based on diagonal constraint removal, rather thanmaintaining those
constraints and adapting the checking procedure to support them.
Their approach does not use digital clock abstraction, which is a
focus point in our research, and thus it is not applicable in our scope.
Extensive research has been conducted on model checking in

timed automata. Norman et al. [42] provides an overview of the
algorithms for probabilistic timed automata, such as region graph
construction, boundary region graph, digital clock method, and
backward reachability. The region graph method is based on the
construction of timed automata [2], therefore, it is not addressed in
this study, due to our focus on the digital clock method. Norman
et al. [42] defines also the boundary region graph as a finite Markov
decision process equipped with a reward structure; however, this is
not applicable in the context of this study, as considerations regard-
ing cost and reward lie beyond its scope. Both are used primarily to
establish the decidability and complexity of model checking, rather
than for practical implementations. The digital clocks method is
defined by the authors as a restriction of continuous-time seman-
tics; however, in their study they assume no diagonal constraints;
as a result, it cannot be applied to our study. Norman et al. [42]
explain then the backward reachability algorithm as an analysis
used for automata with both an infinite and a finite number of states.
The limitation of this approach is that it is less performant than
the digital clock method and is beyond our scope. Lastly, they ex-
plain abstraction refinement using stochastic games as building an

abstraction of an infinite-state Markov decision process by compo-
nents of two-player stochastic games. This is not applicable in this
research, as it falls outside the scope of digital clocks.

In their research, Hartmanns and Hermanns [26], propose Modest
as a modelling and description language for stochastic time systems.
The approach introduces the first version of the tool mcsta that
translates Modest-based specifications into a format compatible
with the PRISM model checker, delivering significant improvements
in terms of dynamic parallelism and exception handling. Although
this applies to probabilistic timed automata in general, it shows an
older version of the mcsta tool. We must use a newer version, as we
check the Markov decision process resulting after applying digital
clocks to the probabilistic timed automaton.

In 2000, Kwiatkowska et al. [38] proposed the backward reachabil-
ity algorithm, designed for dense semantics. Their approach consists
in each state being represented by a location and clock zone, thus
replacing the need to track the value of each clock with monitoring
the zones determined by the clock constraints. Zones are computed
and represented using difference-bound matrices with an entry for
each pair 𝑥,𝑦 recording the tightest bound on 𝑥 −𝑦. Although this is
related to the problem by covering dense semantics and supporting
diagonal constraints, this approach is significantly slower than the
digital clock method [29], and therefore it is not applicable in our
scope.

4 BACKGROUND
In this section, we lay the formal foundations necessary to define
digital clocks in probabilistic timed automata. In this paper, we use
R≥0 to denote the set of non-negative real numbers, and N the set
of positive integers.

Markov decision processes are an extension of stochastic sequen-
tial decision processes in which the cost and transition functions
depend only on the current state of the system and the action [44].
This is the base model for the model-checking algorithms.

Definition 4.1 (Markov decision process). [33] A Markov decision
process 𝑀 is a tuple

𝑀 = (𝑆, 𝑠, Steps, 𝐿)

where:
• 𝑆 is a finite set of states,
• 𝑠 ∈ 𝑆 is the initial state,
• Steps is a function that assigns to each state 𝑠 ∈ 𝑆 a finite,
non-empty set Steps(𝑠) of probability distributions on 𝑆 , and

• 𝐿 is the labelling function

Probabilistic timed automata [4] are an extension of timed au-
tomata [1], associating with each location a set of actions, where
each action defines a probability distribution over the possible
successor locations. Such automata are conventionally interpreted
within a temporal-semantics framework, whereby the evolution of
clock values is governed by a time domain. The dense-time seman-
tics consists of clock values within R≥0, whereas the integral-time
semantics imply clock values within N. Digital clocks [36] are the
practical implementation of integral semantics.

In this research, we assume for the probabilistic timed automaton
a finite set of clocks X . A function 𝑣 : X → R≥0 is known as clock
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valuation and the set of all clock valuations is denoted RX
≥0. For any

𝑣 ∈ RX
≥0, 𝑡 ∈ R≥0 and 𝑋 ⊆ X the clock valuation which increments

all clock values in 𝑣 by 𝑡 is denoted (𝑣 + 𝑡) (𝑥) = 𝑣 (𝑥) + 𝑡 [46].
Similarly, 𝑣 [𝑋 := 0] represents the clock valuation [42] that resets
all clocks in 𝑋 to 0. The set of clock constraints on X, often referred
to as 𝐶𝐶 (X) is defined by the syntax 𝜒 := 𝑡𝑟𝑢𝑒 |𝑓 𝑎𝑙𝑠𝑒 |𝑥 ≥ 𝑐 |𝑥 ≤
𝑑 |𝑥 + 𝑐 ≤ 𝑦 + 𝑑 |𝜒 ∧ 𝜒 where 𝑥,𝑦 ∈ X and 𝑐, 𝑑 ∈ N [30]. Previous
work [36, 42] includes ¬𝜒 in the syntax; however, this paper is based
on the assumption of closed constraints, that is, comparisons must
use ≥,=, 𝑜𝑟 ≤. A clock value 𝑣 satisfies a clock constraint 𝜒 , 𝑣 |= 𝜒 ,
if 𝜒 is true when substituting all occurrences of 𝑥 with 𝑣 (𝑥) satisfy
the constraint.

Definition 4.2 (Probabilistic Timed Automata). [37] A probabilistic
timed automaton (PTA) is a tuple

(𝐿, ℓ̄, X, Σ, inv, prob)
where:

• 𝐿: finite set of locations, with ℓ̄ ∈ 𝐿 as the initial location;
• X: finite set of clocks;
• Σ: finite set of events, including a subset Σ𝑢 ⊆ Σ of urgent
ones;

• inv : 𝐿 → 𝐶𝐶 (X): assigns a clock constraint (invariant) to
each location;

• prob ⊆ 𝐿 ×𝐶𝐶 (X) × Σ × Dist(2X × 𝐿): the probabilistic edge
relation.

Each state of a PTA is a pair (𝑙, 𝑣) ∈ 𝐿×RX
≥0 such that 𝑣 |= 𝑖𝑛𝑣 (𝑙 ′).

In any state (𝑙, 𝑣), a certain amount of time 𝑡 ∈ R≥0 elapses or an
action 𝑎 ∈ Σ is performed. For time to elapse, t must be chosen in
such a way that 𝑖𝑛𝑣 (𝑙) remains satisfied after the time has passed.
The resulting state is (𝑙, 𝑣+𝑡). Similarly, an action 𝑎 can be performed
if it is enabled, namely 𝑒𝑛𝑎𝑏 (𝑙, 𝑎) is satisfied by 𝑣 . Upon selecting
an enabled action 𝑎, a successor location and a set of variables to
be reset are sampled according to the distribution 𝑝𝑟𝑜𝑏 (𝑙, 𝑎). In
this research, we denote the elements of the form (𝑋, 𝑙 ′) ∈ 2𝜒 × 𝐿

supporting 𝑝𝑟𝑜𝑏 (𝑙, 𝑎) as edges, and their set 𝑒𝑑𝑔𝑒 (𝑙, 𝑎) [42].

Definition 4.3 (Path). A path is an infinite sequence𝜋 = (𝑙0, 𝑣0)
𝑎0−−→

(𝑙1, 𝑣1)
𝑎1−−→ · · ·, where each (𝑙𝑖 , 𝑣𝑖 ) ∈ 𝐿 × TX is a valid state, and

each transition (𝑙𝑖 , 𝑣𝑖 )
𝑎𝑖−−→ (𝑙𝑖+1, 𝑣𝑖+1) is valid under the automaton’s

semantics.

Furthermore, we use the integral semantics of probabilistic timed
automata with diagonal constraints, that is, the time domain is N
rather than R≥0. Thus, for any 𝑥 ∈ X there exists 𝑐𝑥 a maximal
constant such that there exists 𝜒 ∈ 𝐶𝐶 (X) of the form 𝑥 ∼ 𝑐𝑥 , where
∼∈ {≤,=, ≥}. In this paper, the digital clock method is applied to
verify the temporal properties of the form P⊲⊳𝑝 [·]. We focus mainly
on extremal reachability properties, specifically Pmax =?[^L] and
Pmin =?[^L]. Pmax denotes the maximum (best case) probability of
reaching a given location, while Pmin represents its worst case value
[35]. The actual reachability value lies in the interval defined by
these two bounds. The digital clock valuation 𝑣 ∈ NX is the mapping
of the clocks with their values. We denote the time progression as
the valuation increment function, namely 𝑣 ⊕ 1 [42].

(𝑣 ⊕ 1) (𝑥) = min(𝑣 (𝑥) + 1, 𝑐𝑥 + 1) (1)

This paper uses the standard definition of digital clock semantics
found in the work of Norman et al. [42].

Definition 4.4 (Digital Clock Semantics). Let X be a set of clocks.
The semantics of the digital clock abstraction are given by:

(𝑆, Steps)
where:

• 𝑆 ⊆ 𝐿 × NX is the set of symbolic states such that:

𝑆 =

{
(𝑙, 𝑣) ∈ 𝐿 × NX

��� 𝑣 |= inv(𝑙) ∧ ∃𝑥 ∈ X, 𝑣 (𝑥) ≤ 𝑐𝑥 + 1
}

• Steps : (𝐿 × NX) × (Act ∪ {1}) → Dist(𝑆) is the transition
function defined as follows:
– Time step: if 𝑎 = 1, and 𝑣 ⊕ 1 |= inv(𝑙), then

Steps((𝑙, 𝑣), 1) = 𝜇 (𝑙, 𝑣 ⊕ 1);
– Action step: if 𝑎 ∈ Act and 𝑣 |= enab(𝑙, 𝑎), then for all

(𝑙 ′, 𝑣 ′) ∈ 𝑆 ,

Steps((𝑙, 𝑣), 𝑎) (𝑙 ′, 𝑣 ′) =
∑︁
𝑋 ⊆X

𝑣′=𝑣 [𝑋 :=0]

prob(𝑙, 𝑎) (𝑋, 𝑙 ′) .

5 METHOD

5.1 Overview
In this research, we propose an extension of the digital clock ab-
straction algorithm that allows diagonal constraints. The main goal
is to handle these types of constraints in a way that the resulting
Markov decision process after transforming the probabilistic timed
automaton has a finite state space while preserving the original
properties of the automaton. In our context, by properties we refer
to the reachability probabilities Pmax and Pmin.

The digital clock abstraction algorithm begins by reducing the real
clocks into integer variables. The algorithm builds a new discrete-
time automaton by systematically applying all enabled actions at
each location as transitions. Moreover, it unrolls the time steps, re-
placing the clock variables with their values in the resulting Markov
decision process. The standard digital clocks will explore the state
space until each clock variable reaches a value that exceeds the
maximum constant appearing in any constraint involving compar-
isons with the given clock variable. The resulting Markov decision
process after applying the standard digital clock abstraction is the
region of Figure 2 highlighted in light pink.

We propose an extended algorithm that also begins by discretising
the real-valued clocks. Instead of capping each clock variable 𝑥 at
𝑐𝑥 where 𝑐𝑥 is the maximum constant compared to 𝑥 in the list of
constraints, as formalised in Definition 1, we suggest continuing
to increment clocks until all have reached their maximum value.
This means that a clock can exceed its maximum value if any other
clocks have not reached theirs. A key aspect is that we are not
interested in exploring invalid states; therefore, we need to ensure
that we are close to the accepted region of the diagonal constraint.
We achieve this by checking whether the states are in a wider region
bounded by lines parallel to the original diagonal constraints and
shifted according to the maximum value of each clock as presented
in Figure 3. Figure 2 highlights the additional states we explore with
our proposed algorithm in darker pink.
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Once a diagonal constraint is not satisfied, the difference between
clocks along with the progression of time will be the same, thus
the algorithm can terminate. In each location, the extended digital
clock algorithm performs a tick action according to the increment
function or an action according to the probability distribution. A
tick action can only be performed if the value after applying the
increment function satisfies the invariant of the target location. Such
invariants are called strong; however, Modest uses weak invariants
[24]. This means that Modest allows us to enter a location in which
its invariant is immediately false, but time cannot progress there.

5.2 Changes in semantics
The increment of the digital clock method in the valuation function
𝑣 ⊕𝑑 1 of 𝑥 is no longer capped at 𝑐𝑥 + 1 where 𝑐𝑥 is the maximum
constant compared to 𝑥 , but it is extended to increment as long as
there exists at least one other clock that did not reach its maximum
and the values are kept in the zone that satisfies the diagonal bounds
we set as in Definition 2.

(𝑣 ⊕𝑑 1) (𝑥) =

𝑣 (𝑥) + 1, if ∃ 𝑥 ∈ X such that 𝑣 (𝑥) < 𝑐𝑥 + 1 and

∀𝑎, 𝑏 ∈ X, 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1
𝑣 (𝑥), otherwise

(2)
Similarly to the standard algorithm, 𝑣 [𝑋 := 0]𝑑 represents the clock
valuation that resets all clocks from 𝑋 to 0. For each clock 𝑦 ∉ 𝑋 , its
value is updated to the minimum of its current value or its associated
maximum constant incremented by 1, so that the resulting pair (𝑥,𝑦)
is between our defined bounds after reset.

𝑣 [𝑋 := 0]𝑑 (𝑎) =
{

0 if 𝑎 ∈ 𝑋,

min(𝑣 (𝑎), 𝑐𝑎 + 1) otherwise.
(3)

The maximum value of the clock incremented by 1 typically corre-
sponds to the last value of 𝑥 where the point is positioned in the
diagonal bound condition where the first member is 𝑥 . This change
is necessary to ensure that when clock variables values are reset,
they do not fall outside of the accepted region.
The semantics of digital clocks with diagonal constraints are

defined similarly to the standard semantics for the digital clock
method.

Definition 5.3 (Digital Clock Semantics). Let X be a set of clocks.
The semantics of the digital clock abstraction are given by:

(𝑆, Steps)

where:

• 𝑆 ⊆ 𝐿 × NX is the set of symbolic states such that:
𝑆 = {(𝑙, 𝑣) | 𝑣 |= inv(𝑙) ∧ (∃𝑥 ∈ X, 𝑣 (𝑥) ≤ 𝑐𝑥 + 1 ∧ ∀𝑎, 𝑏 ∈
X, 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎)};

• Steps : (𝐿 × NX) × (Act ∪ {1}) → Dist(𝑆) is the transition
function defined as follows:
– Time step: if 𝑎 = 1, and 𝑣 ⊕𝑑 1 |= inv(𝑙), then

Steps((𝑙, 𝑣), 1) = 𝜇 (𝑙, 𝑣 ⊕𝑑 1);

L0
𝑡𝑟𝑢𝑒

start

L1
𝑡𝑟𝑢𝑒

L2
𝑦 ≤ 1

L3
𝑡𝑟𝑢𝑒

𝑦 = 1, 𝑎 0.4, 𝑦 := 0
0.2

0.4
𝑥 ≥ 1 𝑏, 𝑥 := 0

𝑥 − 𝑦 ≤ 1, 𝑐

Fig. 1. Example Probabilistic Timed Automaton

– Action step: if 𝑎 ∈ Act and 𝑣 |= enab(𝑙, 𝑎), then for all
(𝑙 ′, 𝑣 ′) ∈ 𝑆 ,

Steps((𝑙, 𝑣), 𝑎) (𝑙 ′, 𝑣 ′) =
∑︁
𝑋 ⊆X

𝑣′=𝑣 [𝑋 :=0]𝑑

prob(𝑙, 𝑎) (𝑋, 𝑙 ′) .

5.4 Case Study
To evaluate the accuracy of the extended digital clock abstraction,
we constructed a representative probabilistic timed automaton that
includes a diagonal constraint.
We consider the PTA from Figure 1. A = (𝐿, ℓ̄,X, Σ, inv, prob)

where: 𝐿 = {𝐿0, 𝐿1, 𝐿2, 𝐿3} is the set of locations with initial location
ℓ̄ = 𝐿0; X = {𝑥,𝑦} is the set of clocks; Σ = {𝑎, 𝑏, 𝑐} is the set of
actions; inv(𝐿2) = 𝑦 ≤ 1, and inv(ℓ) = true for all ℓ ∈ 𝐿\{𝐿2}. From
𝐿0, if 𝑦 = 1, the action 𝑎 resets 𝑦 and loops to 𝐿0 with probability
0.4; with probability 0.4, the system makes a probabilistic transition
to an intermediate node that leads to 𝐿1 with probability 0.2 and to
𝐿2 with probability 0.4. From 𝐿2, the action 𝑏 is enabled if 𝑥 ≥ 1,
resets 𝑥 and moves to 𝐿1; action 𝑐 is enabled if 𝑥 − 𝑦 ≤ 1 and leads
to 𝐿3 without resetting any clocks. This automaton is relevant in
testing our extended digital clocks method, as it has valid states that
the standard semantics would not explore.

After applying the algorithm, the resulting Markov decision pro-
cess is represented in Figure 2. The algorithm starts by discretising
all clocks and computes the maximum constant of each of them. For
each location, it attempts to apply both after actions whose guards
are satisfied and tick actions. To perform a tick action, it checks the
conditions stated in Definition 2. In this definition, we apply our
values to the increment function.

(𝑣 ⊕𝑑 1) (𝑥) =


𝑥 + 1, if (𝑥 < 2 ∨ 𝑦 < 2

∧ 𝑥 − 𝑦 ≤ 2
∧ 𝑦 − 𝑥 ≤ 2

𝑥, otherwise

(4)

To better illustrate the difference between the standard digital
clock algorithm and the extension proposed by this research, we
refer to Figure 3 which depicts all the possible states that can be
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Fig. 2. MDP after digital clock abstraction on our example PTA
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Fig. 3. A graph of the explored states with the extended semantics compared
to standard digital clock algorithm

explored in our example automaton. Although the graph does not de-
pict the exact states explored during the construction of the Markov
decision process in Figure 2, it shows the full set of states that could
potentially be reached. Consider that the automaton also contains
a diagonal constraint 𝑥 − 𝑦 ≤ 1. Figure 3 shows the main diagonal
constraint 𝑥 −𝑦 ≤ 1, and the diagonal limits of the state exploration
𝑦 −𝑥 ≤ 2 and 𝑥 −𝑦 ≤ 2. In the state exploration, we want to explore
the states between two diagonals parallel to the diagonal constraint.
This graph illustrates the complete set of states reachable under the
standard digital clock abstraction highlighted in light pink along
with the additional states that we can explore using our extended
algorithm in darker pink. If we keep the standard semantics, valid
states like (3, 2) would not be explored, thus affecting the computa-
tion of the automaton’s properties. To ensure complete exploration
of valid states during model checking, we extend the state space
by drawing diagonal constraints between clock pairs relative to

the maximum of the first clock. This captures a larger finite region
while preserving the properties of the original probabilistic timed
automaton. Furthermore, an important aspect that we changed in
the initial semantics is the reset clock function. Let us take the same
point (3, 2), if we attempt to reset 𝑦 to 0 using standard semantics,
we end up in an invalid state (3, 0). Therefore, we changed the reset
to change the other clocks to their maximum value incremented
by 1 if they are larger, so that after applying it, we are still within
the limits in state (2, 0) and we can continue exploring states in the
accepted region.

5.5 Implementation
In this work, we extended the digital clock method and implemented
it in theModest Toolset. Since portability was a concern, we used the
C# programming language to modify and integrate the algorithm
extension into the Modest Toolset. The digital clock transformation
is a syntax level conversion; thus, the moconv tool can transform
the models specified in the Modest modelling language [6] or JANI
format [12], into a Markov decision process (MDP). The resulting
MDP is in JANI format and can be checked using the mcsta tool
[27].

The representation of diagonal constraints is fully dependent on
the modelling of clock constraints within the Modest Toolset and
ultimately on the definition of Alur and Dill [2]. As a result, our
implementation allows diagonal constraints of the form 𝑥 −𝑦 ≤ 𝑐 or
𝑥−𝑦 ≥ 𝑐 where 𝑐 is an arbitrary constant and 𝑥,𝑦 are clock variables
and other equivalent relations. These constraints can be found as
both location invariants and guards within the specified probabilistic
timed automaton. We implemented the extended algorithm along
three axes, namely in terms of modelling semantics, modifying the
digital clock algorithm, and changes in other components of Modest
Toolset to allow models with diagonal constraints to be checked.

5.5.1 Quantifier expressions. First, we formalised the extended se-
mantics by implementing existential and universal quantifier ex-
pressions, therefore applying the modified semantics introduced in
Definition 2. To understand the quantifier implementation, we must
first examine how the Modest Toolset handles expressions. In Mod-
est, the control flow is based on dynamically updating attributes
on a shared abstract syntax tree to track active sub-expressions,
enabling the structured execution and progression of processes [7].
Therefore, an expression in the Modest Toolset is an abstract syn-
tax tree (AST) node where each inner expression is a subtree, each
representing a mathematical, logical, or symbolic computation.
Quantifier expressions generalise Boolean conditions over a do-

main of variables. We implemented a quantifier expression that
extends the expression as a base class. It contains methods for seri-
alisation, deserialisation, AST traversing, variable collection, and
string representation.

Building on the base quantifier expression, we implemented the
universal quantifier that represents expressions of the form ∀𝑎 ∈ 𝐷 :
𝜙 (𝑎). Each universal quantification binds a variable to a specified
domain, where the domain defines the set of values to be substituted
for the quantified variable. It also includes a mapping from the
variable to an expression. Therefore, we modelled the universal
quantifier to allow for nested expressions, each expression of the
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𝑐𝑎 1

Fig. 4. Abstract Syntax Tree for expression ∀ 𝑎,𝑏 ∈ X, 𝑣 (𝑎) − 𝑣 (𝑏 ) ≤ 𝑐𝑎 +1

form ∀𝑎, 𝑏 ∈ 𝐷 : 𝜙 (𝑎, 𝑏) . becomes a nested expression ∀𝑎 ∈ 𝐷,∀𝑏 ∈
𝐷 : 𝜙 (𝑎, 𝑏) where the second expression will be the predicate of the
first. The abstract syntax tree of the expression introduced in our
extended semantics ∀𝑎, 𝑏 ∈ 𝑋 : 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1. is illustrated
in Figure 4.

When evaluating the expression, the solver traverses the univer-
sal quantifier expression AST and first substitutes the outermost
variable, working its way to the innermost variable. While travers-
ing, it transforms it into its most simple form, solving it if possi-
ble. In case of ∀𝑎, 𝑏 ∈ 𝑋 : 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1., it will consider
∀𝑎 ∈ 𝑋,∀𝑏 ∈ 𝑋 : 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1., it will first substitute 𝑎 with
all values in its domain, and then recurse into the inner expression
∀𝑏 ∈ (𝑋 \ {𝑎}) : 𝑎 − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1. and substitute 𝑏 and perform
Boolean conjunction on all sub-expressions. Similarly, it will recur-
sively evaluate the inequality, then the difference 𝑣 (𝑎)−𝑣 (𝑏) and the
addition 𝑐𝑎 + 1, and ultimately the constant values 𝑣 (𝑎), 𝑣 (𝑏), 𝑐𝑎, 1.
After evaluating the constant values, the algorithm will traverse
back to the original expression, computing and substituting the val-
ues of the inner expressions. The universal expression is evaluated
by applying the Boolean and operation to all its inner expressions.
The logic and implementation of the existential quantifier are almost
identical to the universal quantifier, with the primary distinction
that its evaluation applies a Boolean disjunction to its inner expres-
sions rather than a conjunction.

5.5.2 Digital Clocks Algorithm. The Modest Toolset’s digital clock
transformation is the underlying algorithm used by themoconv tool
to transform a probabilistic timed automaton into its MDP repre-
sentation in JANI format when given the –digital-clocks flag. The
moconv tool does not apply valuations to the clock variables, it pro-
duces a symbolic expression-based representation of the resulting
MDP in JANI format. The model checker applies concrete values to
the clocks, in our case the mcsta tool as part of the state generation
and analysis phase. In this section, we discuss the implementation
and changes within digital clock abstraction.

We integrated the modelled expressions and the modified seman-
tics into the existing implementation of the digital clock algorithm,
we modified the current implementation of the reset function, and
we made the parser of the clock constraints allow for open diagonal
constraints. The extended digital clock abstraction relies, similarly
to the standard algorithm, on the assumption of closed constraints;
therefore, expressions of the form 𝑥 − 𝑦 < 𝑐, 𝑥 − 𝑦 > 𝑐, 𝑥 < 𝑐, 𝑥 > 𝑐

for clock variables 𝑥,𝑦 and an arbitrary constant 𝑐 are not supported.

Implementing the new semantics implied changes in the incre-
ment function, that is, instead of the expression min(𝑣 (𝑥) + 1, 𝑐𝑥 + 1,
we injected the expression ∃𝑥 ∈ 𝑋 : 𝑣 (𝑥) < 𝑐𝑎 + 1 ∧ ∀𝑎, 𝑏 ∈ 𝑋 :
𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1. For each clock, relevant information is encap-
sulated in a dedicated class storing its integer abstraction of the
original real-valued clock, associated metadata such as the com-
puted upper bound, and the increment assignment used to simulate
time progression within the digital clock semantics. The increment
function is already applied to all clocks; thus we only changed the
function inside the constructor of the clock information class. We
first create the existential quantifier ∃𝑥 ∈ 𝑋 : 𝑣 (𝑥) < 𝑐𝑥 + 1, then
the universal one ∀𝑎, 𝑏 ∈ 𝑋 : 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1, then we apply a
Boolean conjunction to them, and lastly we form a choice expres-
sion, which if the conjunction holds, it will increment the clock
value; otherwise, it will keep the same one.

Another aspect we needed to modify to make the digital clock
algorithm accommodate diagonal constraints is the reset function
of the clocks. In its standard implementation, the function resets
the current clock to 0; however, in our extended algorithm, we need
all points (𝑥,𝑦) where 𝑥,𝑦 are clock variables to still be within the
bounds of our diagonals to ensure that the expression ∀𝑎, 𝑏 ∈ 𝑋 :
𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1 holds. We addressed this by checking for each
reset whether the clock value pairs satisfy the diagonals defined
by ∀𝑎, 𝑏 ∈ 𝑋 : 𝑣 (𝑎) − 𝑣 (𝑏) ≤ 𝑐𝑎 + 1. For each reset of the clock,
we retrieve the defined bound diagonals that contain the given
clock, we choose the for the other variables within the constraints
the minimum value between the current one and the maximum
incremented by 1. This ensures that the additional states that we
explore are valid and reachable.

5.5.3 Modest Toolset Integration. The last step to integrate the
algorithm is to allow diagonal constraints in the probabilistic timed
automaton given as input to the moconv tool and to ensure that
when checking the model mcsta allows the clock valuations to go
beyond their 𝑐𝑥 +1 maximum. We achieved this by removing checks
that have been performed throughout the process for each tool
separately, checks for diagonal-free automata, and for the maximum
bound of values taken by the clock variables.

6 RESULTS
To evaluate the feasibility of our approach, as well as its scalability
when introducing more clock variables, we performed two case
studies. In this section, we demonstrate the extended digital clock
transformation by presenting the results of selected case studies
and comparing them against manually computed ones. We measure
the difference between expected and actual probability and assess
our algorithm. The benchmarks we analyse aim to measure the
accuracy and closeness to the actual model of the model-checking
in the Markov decision process generated by our algorithm.
We first analyse the results of the same automaton that we ex-

plained in the previous section illustrated in Figure 1 and its asso-
ciated Markov decision process in Figure 2 resulted after applying
digital clocks. When checking this model, we consider properties
such as the reachability probabilities of the final locations 𝐿1 and 𝐿3.
We computed the values in Table 1 by running the model-checking
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Table 1. Model-Checking Results using mcsta

Property Prob. Bounds Time (s) Error Iter. VI Time (s)

P3Min 0 [0, 0] 0.0 0 1 0.0
P3Max 0.56 [0.56, 0.56] 0.0 0 2 0.0
P1Max 0.9360002 [0.9360002, 0.9360002] 0.0 0 2 0.0
P1Min 0 [0, 0] 0.0 0 2 0.0

Table 2. Comparison of Manually Computed and Tool-Based Reachability
Probabilities

Property Manually Computed Probability Bounds computed with mcsta

𝑃3𝑀𝑎𝑥 0.56 [0.56, 0.56]
𝑃3𝑀𝑖𝑛 0 [0, 0]
𝑃1𝑀𝑎𝑥 0.99 [0.936, 0.936]
𝑃1𝑀𝑖𝑛 0 [0, 0]

mcsta tool on the JANI file resulted after performing the digital
clock conversion using moconv.

The manual calculations supporting our results are presented in
Table 2, and now we detail the methodology used to derive these
values. In Table 2 we report reachability probabilities for specific
target locations. The notation 𝑃𝑛𝑀𝑎𝑥 represents the maximum
probability of reaching a location 𝐿𝑛, while 𝑃𝑛𝑀𝑖𝑛 denotes the
corresponding minimum probability. For example, 𝑃3𝑀𝑎𝑥 = 0.56
means that the best-case probability of reaching 𝐿3 is 0.56. The
values computed by mcsta correspond to the same probabilities,
providing lower and upper bounds for the reachability probabilities
inferred by checking the model.

We begin by analysing the reachability probability of location 𝐿1.
The worst-case scenario for reaching 𝐿1 is when this location is
never reached. Examples of such a path are 𝜋1 = (𝑙0, 𝑙2, 𝑙3) or
𝜋1 = (𝑙0, 𝑙0, 𝑙2, 𝑙3). By showing examples of such paths exist, we
can compute Pmin = 0. To calculate Pmax of reaching 𝐿1, we sum
the probability of going from 𝐿0 to 𝐿1 which we denote 𝑃1𝐿1, with
the probability of reaching 𝐿1 from 𝐿0 through 𝐿2 (𝑃2𝐿1). We now
compute the probability of going directly from 𝐿0 to 𝐿1, a path given
by 𝜋𝑛 = (𝑙0, . . . , 𝑙0︸   ︷︷   ︸

𝑛 times

, 𝑙1). Because it is unknown how many times we

will return to 𝐿0, this probability can be approximated using the
formula for infinite geometric series [47].

∞∑︁
𝑘=0

𝑟𝑘 =
1

1 − 𝑟
, if |𝑟 | < 1 (5)

Thus, our 𝑃1𝐿1 can be calculated as follows.

𝑃1𝐿1 = 0.2 ·
∞∑︁
𝑘=0

0.4𝑘 = 0.2 ·
(

1
1 − 0.4

)
= 0.2 ·

(
1

0.6

)
=

0.2
0.6

=
1
3
≈ 0.33

(6)
Nowwe calculate 𝑃2𝐿1. The paths are of the form𝜋𝑛 = (𝑙0, . . . , 𝑙0︸   ︷︷   ︸

𝑛 times

, 𝑙2, 𝑙1).

Similarly to 𝑃1𝐿1, we can use the infinite geometric series formula
to calculate 𝑃2𝐿1 as in Definition 7. We computed 1 the probability
of being in 𝐿2 and transitioning to a location 𝐿1, dividing the num-
ber of cases in which there exists a path from 𝐿2 to 𝐿1 in Figure 2

by the number of times that location 𝐿2 is reached through that
path. Now we calculate the probability of reaching 𝐿1 through 𝐿2 by
multiplying the probability of reaching 𝐿2 from 𝐿0 the probability
of reaching 𝐿1 once 𝐿2 is reached.

𝑃2𝐿1 = 1·0.4
∞∑︁
𝑘=0

0.4𝑘 = 0.4·
(

1
1 − 0.4

)
= 0.4·

(
1

0.6

)
=

0.4
0.6

=
4
6
≈ 0.66

(7)
We computed the overall probability of reaching 𝐿1 to be approx-
imately Pmax = 𝑃𝐿1 = 𝑃1𝐿1 + 𝑃2𝐿1 ≈ 0.99. Ultimately, we cal-
culate the probabilities of the reachability of 𝐿3. Similarly to 𝐿1,
there are paths that do not reach 𝐿3 at all. Such examples include
𝜋1 = (𝑙0, 𝑙2, 𝑙1) or 𝜋1 = (𝑙0, 𝑙1), and taking this into account the
worst-case probability Pmin = 0. Finally, we compute the best-case
probability of reaching 𝐿3. To calculate Pmax, we need to take into
account when the diagonal constraint is satisfied in 𝐿2. From 𝐿0,
with the probability of 0.4, there will be a reset of 𝑦 and a return
to 𝐿0. This increases the difference between 𝑥,𝑦. To ensure that
the diagonal constraint 𝑥 − 𝑦 ≤ 1 is met, only two resets can be
performed before reaching location 𝐿2 with valuations (1, 1), (2, 1).
Performing a third reset would result in the valuation (3, 1) for
which the constraint does not hold.

𝑃3𝑀𝑎𝑥 = 0.4 + 0.4 · 0.4 = 0.56 (8)

We observe that the results we obtain by performingmodel checking
on the Markov decision process resulting after the digital clock
abstraction algorithm are similar to the results we expected. This
suggests that in this particular case, the extension of the digital clock
algorithm preserved the probability properties of reachability of
the original probabilistic timed automaton; however, the difference
between reachability of 𝐿1 is higher than expected. In the case of
location 𝐿3 reachability, our findings are more significant because
the bounds are tighter than of 𝐿1, we have the exact result we
expected. We see a difference between the manually calculated
probability of reaching 𝐿1, and the output result of the mcsta tool.
This can perhaps be explained by the approximation we did in the
infinite geometric series, we do not know how many times 𝑦 will
be reset, and our algorithm continues as long as there exists at least
one clock which has not reached its maximum value, which in our
context would be 𝑦. Thus, an approximation must be made in order
to calculate the probability of reaching 𝐿1 directly from 𝐿3. However,
we expected a reachability probability of 𝐿1 closer to 1 than we got
as a result, because all paths through the automaton can reach 𝐿1
in the best-case scenario. This discrepancy of 0.06 may be caused
by our extension algorithm or the way it integrates with the mcsta
tool.

6.1 Probabilistic timed automaton with more than two
clocks

This case study shows a limitation of our algorithm in terms of
scalability. For simplicity, consider an example automaton with
three clock variables 𝑥,𝑦, 𝑧 where the maximum values of the clocks
are 𝑐𝑥 = 3, 𝑐𝑦 = 3, 𝑐𝑧 = 2, thus we will have the increment function
illustrated in Definition 10. Let the current location have invariants
𝑥 − 𝑦 ≤ 1∧ ≤ 𝑦 − 𝑧 ≤ 1. Consider that we reach the point (2, 2, 2)
that satisfies the invariant and increment condition, which makes it
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Valid (2, 2, 2)

Invalid (3, 2, 0)
𝑥

𝑦

𝑧

Fig. 5. Constrain Violation After Reset in PTA with Three Clocks

a valid state in the automaton. If we attempt to reset z and go back to
this location, it yields (3, 2, 0) where 𝑥 is chosen to satisfy 𝑧 − 𝑥 ≤ 3;
however, the location invariant 𝑦 − 𝑧 ≤ 1 is no longer satisfied.
Therefore, our reset operation disrupted a diagonal involving two
non-reset clocks; thus the diagonal constraints are still not supported
for more than two clocks. The path is defined as follows.

(0, 0, 0) ⊕1−−→ (1, 1, 1) ⊕1−−→ (2, 2, 2)
reset 𝑦
−−−−−→ (3, 2, 0) (9)

(𝑣 ⊕ 1) (𝑥) =



𝑣 (𝑥) + 1, if 𝑥 < 4 ∧ 𝑦 < 4 ∧ 𝑧 < 3
𝑥 − 𝑦 ≤ 4 ∧ 𝑥 − 𝑧 ≤ 4∧
𝑦 − 𝑥 ≤ 4 ∧ 𝑦 − 𝑧 ≤ 4∧
𝑧 − 𝑥 ≤ 3 ∧ 𝑧 − 𝑦 ≤ 3

𝑣 (𝑥), otherwise

(10)

This limitation of the extended digital clock abstraction algorithm
can be visualised in Figure 5. The point (2, 2, 2) is at the intersection
of the accepted regions of the planes determined by the invariants
𝑥 − 𝑦 ≤ 1∧ ≤ 𝑦 − 𝑧 ≤ 1. When resetting the clock 𝑧, the value of 𝑥
also changed to maintain the values within the bounds; however,
the invariant is no longer satisfied. This breaks the formal semantics
of the model and leads to inconsistent analysis results.

7 CONCLUSION
We presented an algorithm to extend the digital clock abstraction
to allow and support diagonal constraints while preserving the
properties of the original probabilistic timed automaton. We imple-
mented it in the Modest Toolset as an underlying component of
the moconv tool, which transforms a probabilistic timed automaton
with diagonal constraints into a JANI file specification of a Markov
decision process. This research aimed to provide a comprehensive
explanation of the behaviour and changes necessary to extend the
standard digital clock algorithm to support diagonal constraints,
while preserving the initial properties of the probabilistic timed
automaton and documenting the modifications applied RQM1.
To assess whether RQM1 we documented the modifications ap-

plied to the initial implementation of the digital clock abstraction
in the Modest Toolset and provided a case study to prove its cor-
rectness on some types of input probabilistic timed automata. We

implemented and modelled the universal and existential quantifier
expression to allow Modest to evaluate our extended semantics.
Then we modelled the extended semantics using the universal and
existential quantifier over the domain of clock variables, which will
be substituted with values during model checking. Finally, we en-
sured that diagonal constraints of the form 𝑥 − 𝑦 ≤ 𝑐 and 𝑦 − 𝑥 ≤ 𝑐

are allowed by the tool moconv and can be modelled in the digital
clock algorithm. The last significant change necessary was to modify
themcsta tool to allow the clock variables to exceed their maximum
value. We applied these changes to the Modest Toolset source code
and analysed its correctness in terms of properties. There appears
to be no significant difference in the reachability probabilities given
as a result of mcsta tool, and the expected manual results, which
satisfies the RQM1.

We analyse the behaviour of our extended semantics in the case
study and show the possibilities in terms of state-space exploration
as formulated in RQM2. We proved that by not capping our clock
variables at their own maximum value and allowing them to exceed
them, we explore additional states that are still valid under the
diagonal constraints. Therefore, we preserved the properties of
the probabilistic timed automaton with a diagonal constraint, as
suggested by the similarity of expected and observed results. We
applied the extension of the digital clock algorithm to a dual sensor
alarm system modelled as a probabilistic timed automaton with one
diagonal constraint, thus achieving RQM2.

Lastly, a focus of our research was also the way our extended algo-
rithm scales with a higher number of clock variables, a requirement
specified in RQM3. Although the number of clocks does not seem
to interfere with state exploration, not enough testing was done
to ensure this. We discovered a limitation of the algorithm when
provided with more than two variables; namely, when resetting
the clocks based on our semantics there will be cases in which the
changes in clocks will determine a violation in the location invari-
ant. We illustrated this issue and hence, our extended algorithm
currently does not support more than two clocks.

7.1 Future Work
A possible area of future research would be developing a formal
mathematical proof to demonstrate the correctness of the extended
digital clock abstraction. This research suggests the effectiveness
of the extended algorithm on the probabilistic timed automaton
analysed; however, it does not guarantee the correctness of the se-
mantics. This can be achieved in future work with a formal proof.
For future work, another field of improvement is the way the cur-
rent algorithm deals with more than two clocks. As the number of
clocks increases, the algorithm proposed in this research exhibits
failure, mainly due to our approach of clock resets. This should be
researched and analysed further and a solution should be found to
ensure the scalability of our extended digital clock abstraction.
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A PRELIMINARIES
Definition A.1 (Discrete probability). [10] A probability on (Ω, F )

where Ω is a set of events, is a mapping P : F → [0, 1] such that
for an event A:

• 0 ≤ 𝑃 (𝐴) ≤ 1,
• 𝑃 (Ω) = 1, and
• 𝑃

(∑∞
𝑘=1 𝐴𝑘

)
=
∑∞
𝑘=1 𝑃 (𝐴𝑘 )

B DIGITAL CLOCK SEMANTICS IMPLEMENTATION

Listing 1. Building the universal difference-bound condition in the digital-
clock conversion

1 public Expression CreateForallCondition(ILocation loc,
↩→ Dictionary<VariableSymbol,Expression> maxValues,
↩→ Dictionary<VariableSymbol,VariableSymbol> integerVars)

2 {
3 // (1) Map each integer clock to its "bound = max+1"
4 var boundMap = integerVars.ToDictionary(
5 kv => kv.Value,
6 kv => new Addition(
7 maxValues[kv.Key],
8 new NumericValue(1, loc),
9 loc).Optimize());
10
11 // (2) Collect the integer clocks, e.g. [x, y]
12 var ints = boundMap.Keys.ToList();
13
14 // (3) For every distinct pair (a,b):
15 // (a \neq b) \Rightarrow ((a - b) \leq bound(a))
16 var conjuncts = new List<Expression>();
17 foreach (var aSym in ints) {
18 var aRef = new VariableReference(aSym, loc);
19 foreach (var bSym in ints) {
20 if (aSym == bSym) continue;
21
22 var bRef = new VariableReference(bSym, loc);
23 var neq = new BooleanNot(new Equal(aRef, bRef, loc),

↩→ loc);
24 var diffLe = new LessThanOrEqual(
25 new Subtraction(aRef, bRef, loc),
26 boundMap[aSym], loc);
27
28 conjuncts.Add(Implication.Create(neq, diffLe, loc));
29 }
30 }
31
32 // (4) Combine all implications with \land
33 if (conjuncts.Count == 0)
34 return new BooleanValue(true, loc);
35
36 var result = conjuncts[0];
37 for (int i = 1; i < conjuncts.Count; i++)
38 result = BooleanAnd.Combine(result, conjuncts[i]);
39
40 return result.Optimize();
41 }

Listing 2. Building the existential condition in the digital-clock conversion

1 public Expression CreateExistsCondition(ILocation loc,
↩→ Dictionary<VariableSymbol, Expression> maxValues,
↩→ Dictionary<VariableSymbol, VariableSymbol> integerVars)

2 {
3 // One quantified symbolic variable that will range over the

↩→ clocks
4 var quantified = new VariableSymbol("v",

↩→ IntegerType.Instance, false, false, loc);
5
6 var maxInt = integerVars.ToDictionary(
7 kv => kv.Value,
8 kv => new Addition(maxValues[kv.Key], new NumericValue(1,

↩→ loc), loc).Optimize()
9 );
10
11 // The domain is just the list of variable references from

↩→ the dictionary keys
12 var domain = maxInt.Keys
13 .Select(clock => (Expression)new VariableReference(clock,

↩→ loc))
14 .ToList();
15
16 // Build the predicate: v < ClockMaxLookup(v)
17 Expression body = new LessThan(
18 new VariableReference(quantified, loc),
19 new ClockLookup(quantified, maxInt, loc),
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20 loc
21 );
22
23 return new ExistsExpression(
24 new List<VariableSymbol> { quantified },
25 domain,
26 _ => body, // all use the same predicate
27 loc
28 ).Optimize();
29 }
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