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Management Summary 

The requirements of software systems can change over time, due to new business opportunities, new threats, 

new technologies and other factors. In this case a study was done into how web technology can be 

incorporated into (military) mission- and safety-critical systems, like naval Combat Management Systems 

(CMS). These systems can differ from regular enterprise systems as failures of the system can result in the loss 

of life, which leads to different considerations during their development. To explore the demands on a 

(military) mission- and safety-critical system a case study was done at Thales Netherlands B.V. regarding their 

TACTICOS Combat Management System and how web technology could be integrated into it.  

This research started with an analysis of what the strengths and weaknesses of the current architecture of the 

TACTICOS system were, and what opportunities and threats (modern) web technology could introduce. The 

current architecture of the TACTICOS system was also modelled in architectural diagrams scoped to a few 

representative use cases. A literature search was done into the architectural possibilities of web technology, 

and guidelines on how to integrate web technology were given. Those guidelines were applied to the current 

architecture of the case study, to create a new architecture for the specified use cases. This was then evaluated 

by company experts. Another part of the evaluation was making several (smaller) prototypes for familiarization 

with web technology and testing the feasibility of certain concepts surrounding web technology.  

There were found to be limitations in the current architecture of the TACTICOS Combat Management System 

that could be solved with the integration of web technology into the system’s future architecture. Next to this, 

several new opportunities could be unlocked in the system by web technology. Web technology was found to 

be beneficial for (military) mission- and safety-critical systems, due to the uptime maximizing focus in web 

technology based projects, and also its modular nature.  

Due to this research being a master thesis the scope had to stay relatively small and it cannot be guaranteed 

that the results from this research can be extrapolated to a complete system. Also, there is little information to 

be found about competitor’s products, and thus the validity of this research’s results as a generic solution could 

not be ascertained. While there is plenty of literature on the performance and reliability of web technology 

facing a large amount of short-lived low-workload connections, the same cannot be said for situations with a 

small amount of long-lived and high-workload connections, as is the case with these kinds of military mission- 

and safety-critical systems, which could be a rewarding area for future scientific efforts to be directed to. 

THIS PARAGRAPH HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE.  
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Chapter 1 -  Introduction 

1.1 Motivation 

Maintenance accounts for more than half of the costs for a software system’s total costs during its lifetime, and 

it has been rising over the years (Østerlie & Wang, 2006). The systems being maintained have become more 

complex, and because of this, more developers are needed to maintain the systems, performing upgrades and 

fixing bugs. Maintainability is the measure of how easy it is to correct, improve or adapt a system. The 

maintainability of software systems is one of the most important concerns for developers (Coleman, Ash, 

Lowther, & Oman, 1994). The complexity of a system causes the interactions between the components to 

become one of the major factors for the reliability of a system, and thus these interactions should be taken into 

account when looking at its maintainability (Thomas, 1986). A model that describes different interactions of the 

system can provide information about its maintainability, and thus guide the maintenance efforts (Coleman, 

Ash, Lowther, & Oman, 1994). Measuring maintainability can be helpful to assess current systems and support 

decisions in the design of a new system (Østerlie & Wang, 2006).  

Businesses have an increasing need for flexibility and agility to adapt to changes, which can be provided by an 

architectural design supporting that flexibility and agility (Aerts, Goossenaerts, Hammer, & Wortmann, 2004). 

When the flexibility of a system is not adequate this can lead to high costs, service disruptions, lost 

opportunities and value loss (Engel & Browning, 2008). Flexibility of a system can be increased by preparing the 

architecture for later modifications that will adapt the system to unpredicted circumstances, so that due to this 

flexibility the architecture becomes more maintainable (Mari & Eila, 2003).  

Typical reasons to upgrade components of a system are either corrective, wherein bugs are fixed; perfective, to 

improve the performance and functionality of a system; and adaptive, to adjust the system to a changed 

environment (Paspallis & Papadopoulos, 2007). When technology changes with a fast pace modular 

upgradeability is preferred. A modular architecture can structure components in such a way that upgrades can 

be done in incremental small steps by upgrading a single (relatively decoupled) module each time instead of 

upgrading a whole monolithic system. This way costs can be minimized by only doing work on the components 

that need upgrading instead of working on an integral system (Kamrad, Schmidt, & Ulku, 2013). Another 

advantage of a modular architecture is that new modules and interfaces can be added easily (Engel & 

Browning, 2008). After modifying a system one has to validate whether the modifications on the system are in 

working order: the ease with which this can be done is referred to as the testability of a system (Mari & Eila, 

2003). Replacing components should preferably be done with minimal downtime of the system (Paspallis & 

Papadopoulos, 2007). Upgrades that can be done without needing to shut down the (whole) system, using an 

architecture that supports dynamic upgrades, can thus become more cost-effective and open up more time-

windows in which upgrades can be done to a high-availability system.         

Desktop computers and workstations lack mobility, and because of that there are opportunities for mobile 

devices to enrich the user experience previously provided by those stationary computers (Abolfazli, Sanaei, 

Gani, Xia, & Yang, 2014). The mobility that devices provide can be beneficial for productivity, as it increases 

agility in where you handle business processes, lowers costs, improves business processes and services and can 

support decision-making at more places. With a mobile device, information can be accessed any place, anytime 

(Pérez, Cabrerizo, & Herrera-Viedma, 2010), and these devices have the advantage of portability, location 

awareness and accessibility (Nayebi, Desharnais, & Abran, 2012). Ubiquitous computing is considered a 

revolution in IT, since it is about providing (information) services adapted to the user and to the user’s context. 

Some ubiquitous computing approaches only reproduce the functionality of traditional systems, whereas more 

innovative approaches protect the user from poorly relevant data by being personalized and context-
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dependent (Spaccapietra, Al-Jadir, & Yu, 2005). Rich Mobile Applications (RMAs) provide “high functionality, 

seamless ubiquity, context-awareness, and immersive interaction” on location (Abolfazli, Sanaei, Gani, Xia, & 

Yang, 2014, p. 23), since they have their Rich Internet Application (RIA) functionality that is then enriched by 

several benefits gained from the use of mobile devices to interact with these applications. RMAs can enhance 

the quality of work done on mobile devices (Abolfazli, Sanaei, Gani, Xia, & Yang, 2014). Smartphones and 

tablets give additional interactivity options, like multi-touch & voice commands, enhancing the user experience 

over traditional human machine interaction (Wang & Canedo, 2014).  Web technology can lower the threshold 

for using mobile devices, and can thus provide better productivity. 

As there are more and more innovative solutions in modern technologies, and the duration of a product’s 

lifecycle is becoming more and more volatile, the same speed of innovation is starting to become needed in 

military mission- & safety-critical systems. This is further compounder by the need to be more agile in dealing 

with threats to the security of the system.   

1.2 Background 

The architectural demands for computer systems in naval ships and specifically command & control systems 

(C2 systems) differ from those in ordinary architectures due to the irregular demands placed on such systems, 

such as differences due to speed of action, mobility and security considerations confounded by, for example, 

external conditions that pose a threat of life (Pilarski, 2014) as well as “fast-moving forces, rapidly-changing 

situations and an abundance of data” (Bennett, 2014, p. 341). The trend is towards more decentralized 

Command & control systems, without a single person having the complete tactical overview of the situation. 

Instead, tasks are spread out among operators, each responsible for a small subset of tasks, creating a ‘shared 

situational awareness’ (Gorman, Cooke, & Winner, 2006). Military systems have human factors as performance 

degradation and cognitive complexity of issues and command style involved, due to the distributed nature of 

military teams and the stress imposed on decision makers (Tolk, 2012). The addition of mobile devices to 

access such C2 systems can heighten team situational awareness by sharing adaptive and timely information 

(Gorman, Cooke, & Winner, 2006) in situations and locations where access to the stationary operator consoles 

is not available.  

A system can be tagged as a safety- or mission-critical system based on the consequences of a mishap: a 

system is regarded as a mission-critical system if the consequences of a severe mishap result in the failure to 

complete an organizations operation, be it a business operation or a military mission. In a safety-critical system, 

a serious mishap results in physical harm or even the loss of life. Systems can also be considered as a 

combination of these definitions to varying degrees. Mission- and safety-critical systems need to be developed 

thoughtfully and carefully (Fowler, 2004). The development of safety-critical systems is different from regular 

enterprise systems, as avoiding injuries or loss of life takes precedence over other factors when designing such 

a system (Bowen J. P., 2000). The dependability of a system can be increased by a combination of several 

approaches to handle failures. ( (Laprie, 1989) as cited by (Bowen & Stavridou, 1993))   

When talking about architectures in software systems one can make a distinction between three levels:  

 The tangible physical systems in a real deployment. 

 The abstract arrangement of relations between systems in a real or proposed solution 

 The models that represent these arrangements of relations between systems 

In this thesis, when talking about architectures, the abstract arrangement of relations between the systems is 

meant. The third level will be referred to as architectural models. Architectural models are a representation of 

the way in which a system is composed of its components. With an architecture one can show how different 

components connect to and use each other, as well as why the choices behind the architecture were made. 
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The modelling ‘language’ in which an architecture is represented is called an Architecture Description Language 

(ADL). Different ADL’s provide different (visual) notations to represent process, data, and connecting elements. 

Archimate is an example of an ADL for broad use. While an architecture is a concrete arrangement of elements 

for a specific system, an architectural style is the abstraction of the characteristics that a group of architectures 

(with a specific purpose) have in common. An architectural style is the blueprint with which to design new 

architectures. An architecture can also be used as an architectural style (as a blueprint) for another 

architecture. Enterprise Architecture Frameworks (EAF’s) are a methodical way to organize information about 

an architecture. Because of the structured nature of EAF’s one can use them to compare different architectures 

or styles. Two architectures can be compared with a gap analysis. Based on that a migration plan (or transition 

plan) can be made, describing the strategy to move from one architecture to another. (Britton & Bye, 2004) 

(Perry & Wolf, 1992) (ISO/IEC/IEEE, 2011) (Alghamdi, 2009) (Rouhani, Mahrin, Nikpay, & Rouhani, 2014) 

(Armour & Kaisler, 2001) 

Next to functional requirements that specify the actions of software systems, non-functional requirements 

specify constraints and quality attributes for these systems (EAGLES Evaluation Working Group, 1996). The 

quality attributes can be defined in a product quality model, like with the ISO/IEC 25010 standard (as cited by 

(Wagner, 2013))
 1

. Risks are uncertain events or conditions that can affect quality characteristics (Project 

Management Institute, 2004). As it is uncertain whether a risk will occur, it is also uncertain whether its 

consequences will happen. Because of this uncertainty, the severity of a risk can be defined as a product of its 

probability and its impact (Zur Muehlen & Ho, 2005). A specific kind of risk, where the consequences of the risk 

depend on whether there is a specific vulnerability in the system that can be impacted, is called a ‘threat’. 

Threats can be either deliberate or accidental (Im & Baskerville, 2005).   

1.3 Research Proposal 

The motivation in section 1.1 leads to the following research goal: 

“Design a new architecture and an architectural migration strategy for a combat management system, to 

exploit the benefits of web technology.” 

To achieve this goal several questions were asked, which were designed to cover the steps of the Design 

Science Research Methodology (Peffers, Tuunanen, Rothenberger, & Chatterjee, 2007), to systematically 

achieve the research goal. Each question relates to one or more steps of the DSRM. 

As concrete representation of the kind of combat management systems discussed in this thesis a specific case 

study was used: The TACTICOS combat management system as designed and developed by Thales Netherlands. 

Thales has a need to look into the use of (LAN-based) web applications and services to better prepare their 

military mission- and safety-critical systems for future needs relating to upgrade- and maintainability, 

expansion to mobile devices, and easier addition of new data-sources & applications. In their existing systems 

with a large codebase of legacy functionality it is not feasible to make a single all-encompassing transition to a 

new architecture involving web applications due to the amount of ‘legacy’ systems, but a (partial) transition 

involving several increments should be structured. Their combat management system is used to model a 

baseline architecture, what future possibilities provided by web technology are expected, and the proposed 

guidelines for a new architecture are applied to the TACTICOS architecture. 

 

                                                                 
1
 ISO/IEC 25010 standard - product quality model: functional suitability; reliability; performance efficiency; 

usability; maintainability; security; compatibility; portability (as cited by (Wagner, 2013)). 
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 Research Questions 

RQ1 What limitations are encountered in the current architecture? 

RQ2 What are the requirements/constraints for a new architecture in a CMS by Thales? 

RQ3 What kind of architectural styles are suitable when using web applications and services in a CMS? 

RQ4 What risks to the product quality could a new architecture encounter? 

RQ5 What should a new CMS architecture look like to support web applications and services? 

RQ6 How should the (long-term) migration path towards the new architecture be structured? 

RQ7 Is the proposed architecture suitable for a CMS? 

Table 1: Research questions 

In RQ1 the goal was to find out how the current architecture is structured and what its limitations are. In this 

case, not only the limitations were considered, but also possible unrelated problems that should be considered 

when designing a new architecture. RQ2 was used to find out what requirements/constraints would be placed 

on a new architecture by Thales employees, for example, regarding rules & regulations, internal best practices, 

available hardware, etc. RQ3 is a detailed inquiry into the different architectural styles to structure the 

architecture, which needed to be done before a new architecture could be designed. In RQ4 the risks that 

could possibly be encountered by the architecture, as well as possible weak spots in its quality aspects, were 

identified. These are different from standard enterprise architectures due to the specific nature of military 

combat management systems. RQ5 was used to propose a newly designed architecture for the TACTICOS 

system, taking into account the answers from question 1 through 4. Parallel to the previous question, in RQ6 a 

migration path towards the desired architectural changes was considered, for Thales to be able to selectively 

choose in the future when parts of the new architecture are to be implemented. In RQ7, the suitability of the 

proposed architecture and its migration path was determined against the measures of maintainability, 

flexibility, upgrade- and expandability, and mobile capabilities.   

As time and resources for a thesis are limited, the scope has been carefully defined. To achieve this scope, this 

research looks only at architectural styles involving web applications and services that are relevant for the new 

architecture to achieve more flexibility. In addition, when looking at the risks against product quality, risks 

involved at ordinary enterprise architectures are relatively well known, and can be ignored to focus on risks 

and threats that are involved within a military and/or mission- and safety-critical context. Furthermore, for the 

risks against product quality, of the 8 categories in the ISO/IEC 25010 standard
2
, this research mainly focuses 

on maintainability, reliability, and portability. The 5 remaining categories, performance efficiency, security, 

compatibility, functional suitability and usability were considered in a lesser capacity. In the design phase, the 

architectural changes will be made for a limited number of ‘use cases’ that can then be used as showcases of 

how to model the new architecture for the rest of the system.  

The scientific relevance of this work regards the architectural styles for LAN-based web applications and 

services that can be used in mission- and safety-critical systems, a compilation of product quality risks in a 

military and/or mission- and safety-critical context, and how migration plans can be used to make decisions 

about partial implementations of a system. The relevance for practice is for the industry to have guidelines into 

how their own mission- and safety/critical systems can be adjusted to include LAN-based web applications and 

services. The relevance for Thales specifically is to have a formal architectural description of its current 

TACTICOS system and the context surrounding it; a blueprint for a new architecture for TACTICOS that 

incorporates web applications & services.  

                                                                 
2
 ISO/IEC 25010 standard - product quality model: functional suitability; reliability; performance efficiency; 

usability; maintainability; security; compatibility; portability (as cited by (Wagner, 2013)). 
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1.4 Research Methodology 

The theoretical framework for this research is based on architectural styles and product quality risk and how 

these subjects are influenced by a military and/or mission- and safety-critical context. For the design part of the 

research, the focus is on architectures and migration planning.  

The research questions are based on the steps of the Design Science Research Methodology. This methodology 

was designed to be consistent with earlier knowledge about design science in information systems literature, 

and provides a process for design science research  (Peffers, Tuunanen, Rothenberger, & Chatterjee, 2007). The 

relations between the research questions of this thesis and the steps of the DSRM process are shown in Figure 

1. The first step, ‘problem identification and motivation’, is covered by RQ1. Research questions 2 through 4 

cover the second step of the methodology: ‘define the objectives for the solution’. The third step ‘design and 

development’ is done through RQ 5 and 6. The steps of ‘demonstration’ and ‘evaluation’ are covered by 

research question 7. 

To answer research questions 1 and 2 a literature search was done to find theories/frameworks to structure 

respectively the cataloguing of problems in the current architecture and the gathering of 

requirements/constraints for the architecture to be designed. In both cases, this was followed by a search 

through internal documentation from the company that initiated this project and interviews with company 

experts on the subjects. For both questions 3 and 4 a covering overview of their respective subjects was 

needed to be done, thus this was done by a systematic literature review. To answer question 3, the pros and 

cons of the architectural styles were also identified and analysed to be able to choose architectural styles to be 

used in the design phase.  

To answer question 5, we began with applying the chosen architectural styles to the case-studies’ context it will 

operate in, after which the architecture itself was developed, and this was done for some use cases. We 

answered question 6 by performing a literature search into best practices of architectural migrations, after 

which the migration path for the architectural changes was designed. To answer question 7 an evaluation of 

the design and several prototypes was done. 
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1.5 Thesis Structure 

The thesis is further structured as follows: 

Chapter 2 - contains an analysis of the problem and its context: it contains the answers to research questions 1 

& 2. First the downsides of the current architecture are given. In addition, an analysis of the requirements and 

constraints Thales places on a new architecture is shown here, to represent a viewpoint typical for these kinds 

of combat management systems, as these requirements and constraints influence architectural choices and 

designs. 

Chapter 3 - discusses the current architecture of the combat management system in the Thales case study that 

was modelled in Archimate diagrams as an example of a system that can be upgraded with web technology.  

Chapter 4 - reports on the results of a literature search regarding research question 3 that looked at the 

different architectural styles that can be employed in a new architecture for mission- and safety-critical 

systems. 

Chapter 5 - Discusses the design of the target architecture, as well as the migration strategy between the ‘as-is’ 

and the ‘to-be’ architectures, where different parts of the architectural migration are combined in ‘transitions’ 

which can be used in the decision process leading up to an actual implementation of the designed architecture. 

This chapter answers research questions 5 & 6. 

Figure 1: The relations between the research questions and the steps in the DSRM process 

Problem identification and motivation 

Define the objectives for a solution 

Design and development 

Demonstration 

Evaluation 

Communication 

RQ1: “What limitations are encountered in the current architecture?” 

RQ2: “What are the requirements/constraints for a new architecture in 

a CMS by Thales?” 

RQ3: “What kind of architectural styles are suitable when using web 

applications and services in a CMS?” 

RQ4: “What risks to the product quality could a new architecture 

encounter?” 

RQ5: “What should a new CMS architecture look like to support web 

applications and services?” 

RQ7: “Is the proposed architecture suitable for a CMS?” 

“Design a new architecture and an architectural migration strategy for a combat management 

system, to exploit the benefits of web technology.” 

 DSRM Research Questions 

RQ6: “How should the (long-term) migration path towards the new 

architecture be structured?” 
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Chapter 6 - gives an evaluation of the designed architecture and migration path to assess their validity against 

the measures of maintainability, flexibility, upgrade- and expandability, and mobile capabilities.  

Chapter 7 - gives the conclusions that can be drawn from this thesis, how the research questions were 

answered, and the recommendations given for the company and future work in the scientific field surrounding 

this research. 

Thesis Chapters Research Questions DSRM 

Chapter 1 - Introduction   

Chapter 2 - Problem Analysis 

RQ1: What limitations are encountered in the current 
architecture? 

Problem Identification 
and motivation 

RQ2: What are the requirements/constraints for a new 
architecture in a CMS by Thales? 

Define the objectives 
for a solution 

Chapter 3 - Modelling The “As-
Is” Architecture 

 

 Chapter 4 - Architectural Styles 
RQ3: What kind of architectural styles are suitable 
when using web applications and services in a CMS? 

Chapter 5 - Design 

RQ4: What risks to the product quality could a new 
architecture encounter? 

RQ5: What should a new CMS architecture look like to 
support web applications and services? Design and 

development RQ6: How should the (long-term) migration path 
towards the new architecture be structured? 

Chapter 6 - Evaluation RQ7: Is the proposed architecture suitable for a CMS? 
Demonstration 

Evaluation 

Chapter 7 - Conclusions & 
Recommendations 

  

Table 2: Relations between thesis chapters, research questions, and the DSRM 
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Chapter 2 -  Problem Analysis 

2.1 Case study context 

To look at an implementation of how web technology can be used in a military and safety critical system a case 

study is done with the Combat Management System TACTICOS by Thales Netherlands. This case study is 

deemed a viable representation of the characteristics of mission- and safety-critical system, and specifically of 

combat management systems. This case study is helpful in identifying challenges and opportunities when 

introducing web technology in such systems. 

Thales is a multinational focused on providing security solutions, in the following markets: Aerospace, Space, 

Ground transportation, Defence, and Security. Their revenues over 2014 were € 13 billion, and they have 

61,000 employees spread over 56 countries (Thales Group, 2015). TACTICOS is a Combat Management System 

(CMS) made by the Naval Application Engineering department of the Dutch Thales subsidiary: ‘Thales 

Netherlands’. A combat management system integrates the weapons and sensors of a naval vessel (Deelstra, 

Sinnema, & Bosch, 2005). In the operations room several operator consoles (along with electronic conference 

tables and collaboration screens) offer a unified human machine interface that adapts to the operational tasks 

of each operator, anticipating the operator’s workflow to give relevant information and control options at the 

right time from across the different systems of the vessel (Thales Nederland, 2013). TACTICOS has three 

functional segments: Command support, providing decision support for the medium to long term planning of 

missions; Command & Control, providing real-time situational awareness and controlling operational assets; 

and Combat execution, using the ships (weapon) systems to deal with threats (Gething, Williamson, Fuller, & 

Ewing, 2014) (Thales Nederland, 2008).  

2.2 Approach 

In this chapter, two of the research questions are answered, the first research question (“What limitations are 

encountered in the current architecture?”) is used as the first step in the Design Science Research Methodology, 

“Problem identification and Motivation” (Peffers, Tuunanen, Rothenberger, & Chatterjee, 2007). In section 2.3 

we analyse the problems that drive the need for a new architecture, but we also explore other problems that 

can be solved when creating a new architecture.  

The second research question (“What are the requirements/constraints for a new architecture in a CMS by 

Thales?”) is one of the parts in this research to cover the second step in the DSRM process, “Define the 

objectives for a solution”. In subsection 2.3, next to the investigation into the downsides of the current system 

a study into the context of the problem was also done, by researching what requirements and constraints are 

placed on a new architecture by the development group of TACTICOS and other parts of Thales, to reveal the 

boundaries in which the new architecture needs to be placed.  

To answer both research questions a twofold approach is used: first a literature search was done through 

internal company documentation, to find written accounts of current problems with TACTICOS, information 

about the current architecture, and to find formal requirements and constraints placed on the new 

architecture. But as the documentation regarding this subject was insufficient, inaccurate, and not up-to-date, 

this was complemented by interviews with Thales employees directly working on the development of 

TACTICOS, employees surrounding the TACTICOS project, and employees from other areas of Thales that could 

provide insight into what needs to be taken into account when designing a new architecture for combat 

management systems, and TACTICOS in particular.  
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2.3 Interviews with experts 

To give structure to the interviews, several concepts relating to the problems of IT systems/architectures and 

requirements/constraints that can be placed on an architecture, are used. The following four groups of 

constructs were used to structure the downsides of the current architecture: Several properties of software 

systems in which problems can exist are given by Brooks (Brooks, 1987): complexity, conformity, changeability 

and invisibility. Byrd & Turner (Byrd & Turner, 2000) give several constructs relating to the flexibility of an IT 

infrastructure: connectivity, compatibility, application functionality and data transparency. The COBIT 

framework gives several criteria that business information needs to adhere to (as cited by (Guldentops, 2002)): 

effectiveness, efficiency, confidentiality, integrity, availability, and compliance. The ISO/IEC 25010 quality 

model for quality in use (as cited by (Wagner, 2013)) gives the following constructs to determine the quality of 

interactions with a system in use: satisfaction, effectiveness, freedom from risk, efficiency, and context 

coverage. To structure the search for requirements and constraints for the new architecture two groups of 

constructs were used: There are several sources from which design constraints can come that can restrict the 

boundaries of a solution (van den Berg, Tang, & Farenhorst, 2009): functional requirements, quality 

requirements, Business & IT strategy, System goals, Industry standards, Project resources, Contractual 

obligations, bargaining power, resistance to change, political pressure, technical system environmental, 

business practices, and legislation. The ISO/IEC 25010 standard provides a product quality model that can be 

used to define the requirements for a system (as cited by (Wagner, 2013)): functional suitability, reliability, 

performance efficiency, usability, maintainability, security, compatibility, and portability.  

This gives a purposely broad range of constructs that are used to trigger the interviewees to try to give an as 

covering as possible answer to the research questions in this chapter, even though the scale of the interviews is 

kept small due to time and resource limitations. The range of these constructs is not fully covered in each 

interview, but due to the heterogeneous nature of the group of interviewees, certain constructs most in line 

with their expertise were highlighted. Not all constructs are equally useful to what is needed to be known in 

relation to the nature of the TACTICOS system. That is why weights have been given to each of the constructs, 

to take priority in the interviews. The interviews are semi-structured, starting with some general directed 

questions towards some of the important constructs, and drilling deeper with more open questions based on 

the answers given.  

To gather the requirements the interviews were done with 5 employees of Thales, they came from 4 of the 

asset teams that work on TACTICOS and 1 was from another department (see Figure 2 below). The 

interviewees were notified of the purpose of this research and the goals of these interviews, which were to find 

out what was wrong with the current architecture, and what the boundaries for a new architecture would be. 

With these goals in mind, the interviews were done following the previously mentioned constructs as 

guidelines. After each interview was done, the notes from the interview were sent to the interviewee to 

confirm whether the notes reflected what they meant in the interview. During the first few interviews, the 

interviewees not only came up with problems of the current architecture and boundaries for a new 

architecture. They also came up with positive points of the current architecture that they would like to see 

perpetuated into a new architecture. They came up with opportunities that web technologies could create for 

the TACTICOS system. Moreover, they came up with what you should watch out for with web technologies. 

These were useful additions to the interview process, and thus were incorporated into the remaining 

interviews. It was deemed unnecessary to redo the first interviews with the additional goals in mind, as these 

were the interviewees that already came up with the additional suggestions themselves. 
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Figure 2: (Anonymised) table of the interviewed employees and their coverage of the departments 

 

 

To rework the notes from the interviews and some internal documents (that related to downsides of the 

current architecture and requirements/constraints for a new architecture) into useful requirements, several 

steps from the grounded theory for requirements gathering as described by (Halaweh, 2012) were used. Firstly 

by marking important ideas and suggestions in the notes of the interviews and in the internal documents used. 

With the next step of Open Coding the ideas and suggestions were reworked into codes (in vivo coding, as the 

codes were kept close to the terms used by the interviewees and in the documents). When that was done, the 

concepts were related to each other and across interviews (and documents) in the axial coding step, to see 

general concepts emerge. 

To structure the concepts that emerged, an adapted form of SWOT-analysis was used. This choice was based 

on the different kind of suggestions that were given by the interviewees and the assumption of general 

familiarity in businesses with SWOT-analyses. Were a traditional SWOT-analysis gives the internal strengths & 

weaknesses of a business or project, and the threats and opportunities of the external environment (Hill & 

Westbrook, 1997), here the SWOT-analysis was adapted to describe the strengths and weaknesses of the 

current architecture, and the opportunities and the threats for a new architecture. Were the ‘strengths’ are 

positive points of the current architecture that should ideally be taken along into the new architecture. The 

‘weaknesses’ are the negative points of the current architecture that should ideally be circumvented in a new 

architecture. The opportunities are the ways in which new technologies (or a change in architecture) could 

benefit the system. The threats are the potential problems that could present themselves in a new architecture 

(specifically due to web technologies). 
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Figure 3: Adapted SWOT-analysis based on 'current architecture vs. new architecture' instead of ‘internal vs. external’ 

The (aggregated) results from the interviews are shown hereunder, divided into the 4 categories of the adapted 

SWOT-analysis: 

2.3.1 Strengths of the current architecture 

These are some of the positive points attributed to the current system, which have proven to be useful, and 

should ideally be taken along into a new architecture: 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

2.3.2 Weaknesses of the current architecture 

These are some of the negative points attributed to the current system, which hold the system back, and 

should ideally be circumvented in a new architecture: 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

2.3.3 Opportunities for a new architecture 

The following points are some opportunities that were thought to be relevant when changing architectures, 

and especially when changing to an architecture including web technologies: 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

2.3.4 Threats to a new architecture 

The following points were thought to be a threat to the system when changing architectures, and specifically to 

an architecture involving web technologies: 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

Current Architecture 

Strengths Weaknesses 

New Architecture 

Opportunities Threats 
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2.4 Requirements for the new architecture 

The results from these interviews were then analysed to combine and genericize them into the following set of 

requirements (see Table 3 below) that were to be kept in mind for the design of a new architecture later on in 

this thesis.  

REQ-01 is defined as ‘The system should be modular’, it came from a combination of the, in section 2.3 

proffered, opportunities OPP-02, OPP-03, and OPP-07. REQ-02, ‘Changes in functionality should not require the 

entire system to be updated.’, follows from Weaknesses WKN-01, WKN-02, and WKN-07; the opportunities 

OPP-03, OPP-07, and OPP-08. REQ-03, ‘Applications should be decoupled from each other, so tasks can be 

done when there are resources available, and failures don’t cascade to other applications.’, Is constructed 

based on the strength STR-01; the weakness WKN-04; the opportunities OPP-02, OPP-06; and the threat of 

THR-02. REQ-04, ‘There should be less dependency on a continuous connection between client and server.’ 

came from strength STR-01; and opportunity OPP-06. REQ-05, ‘The technology used for the GUI should be 

modern and easy to make changes to.’, follows from weaknesses WKN-01, WKN-02, WKN-05, and WKN-06; and 

opportunities OPP-07, OPP-08, and OPP-09.  

REQ-06, ‘Prototyping should be rapid and done often.’, consists of opportunities OPP-07 and OPP-08. REQ-07, 

‘Processing should be done more on the server-side instead of on the client-side.’, is constructed with the 

following in mind: Weakness WKN-03; and opportunity OPP-05. REQ-08, ‘There should be more of a focus on 

security within the network.’, deals with weaknesses WKN-08 and WKN-09. REQ-09, ‘Data should be protected 

from unwarranted access within the network.’, is related to WKN-09. REQ-10, ‘Expansion to mobile devices 

should be supported.’, is constructed based on opportunity OPP-05.  

REQ-11, ’The system needs to be maintained for 15-20 years.’, is based on threat THR-01. REQ-12, 

‘Applications/systems should be designed for testability.’, is a combination of strength STR-02; opportunities 

OPP-01 and OPP-07; and threats THR-02 and THR-03. REQ-13, ‘Use technology that is mainstream/common, so 

3
rd

 party components and personnel are easier to be found.’, deals with weakness WKN-01; opportunity OPP-

04; and threat THR-01. REQ-14, ‘The deployment of a new architecture should be done incrementally and co-

exist with legacy technology.’, deals with weaknesses WKN-02, WKN-04; and opportunity OPP-03. 
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Requirement Description 

REQ-01 The system should be modular. 

REQ-02 Changes in functionality should not require the entire system to be updated. 

REQ-03 
Applications should be decoupled from each other, so tasks can be done when there are 

resources available, and failures don’t cascade to other applications. 

REQ-04 There should be less dependency on a continuous connection between client and server. 

REQ-05 The technology used for the GUI should be modern and easy to make changes to. 

REQ-06 Prototyping should be rapid and done often. 

REQ-07 Processing should be done more on the server-side instead of on the client-side. 

REQ-08 There should be more of a focus on security within the network. 

REQ-09 Data should be protected from unwarranted access within the network. 

REQ-10 Expansion to mobile devices should be supported. 

REQ-11 The system needs to be maintained for 15-20 years. 

REQ-12 Applications/systems should be designed for testability. 

REQ-13 
Use technology that is mainstream/common, so 3

rd
 party components and personnel are 

easier to be found. 

REQ-14 
The deployment of a new architecture should be done incrementally and co-exist with 

legacy technology. 

Table 3: Requirements for the new architecture 
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Chapter 3 -  Modelling The “As-Is” Architecture 

Architectures are high-level descriptions of IT systems represented as interconnected smaller applications. An 

architectural description is made to give structure to the understanding of the IT applications, as a framework 

to solve current and future problems (Britton & Bye, 2004). An integral purpose of architectures is to show the 

motivation behind the choices that are made, to justify why the different systems need to work together. 

Architectures contain three kinds of elements: processing elements, wherein the actual work takes place; data 

elements, which describe the information on which the processing is done; and connecting elements, which 

define the way the different processing and data elements are connected (Perry & Wolf, 1992). An Architecture 

Description Language (ADL) is a modelling language used to describe an architecture: Archimate is an example 

of an ADL for broad use (ISO/IEC/IEEE, 2011). It provides a notation to describe the relations of an architecture 

within and across the business, application, and technology domains. The original Archimate was created in 

2002-2004 in the Netherlands and ownership was later transferred to The Open Group. It became an Open 

Group standard in 2009, and version 2 of the standard was released in 2012. Next to the core ADL, it got a 

‘motivation extension’ to model the motivations of stakeholders and their requirements, and the 

‘implementation and migration extension’ to model the way to implement a new architecture (Josey & 

Franken, 2012). In this thesis, the Archimate 2.0 ADL was used to model the architectural descriptions as 

described in the book by Iacob et al (Iacob, Jonkers, Quartel, Franken, & van den Berg, 2012). 

Several ways were used to gather the information necessary to create an architectural description of the 

current system: internal documents which contained architectural descriptions of parts of the system or other 

kinds of descriptions of the system; informal talks with several employees involved with the development of 

the TACTICOS system to gain an understanding of the workings of the system and the components within; 

Incremental reviews and updates of the model by showing it to several people and gathering feedback from 

them, which was used to incrementally refine the model. Due to the large amount of different subsystems that 

can be integrated with TACTICOS, and the fact that each solution can be a combination of different subsystem 

integrations, only a few subsystems were chosen to be included in the model of the current architecture for 

this research. As these were deemed to be representative for most of the different possibilities in which the 

components of the system interact with each other. 

Over the next pages several models representing (parts of) the TACTICOS environment will be shown, to create 

an understanding of the system, and be able to envisage a new architecture that includes web applications. 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 
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3.1 Use case 1: 3D search radar 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

  

3.2 Use case 2: Video server 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

 

3.3 Use case 3: training simulations 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 
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Chapter 4 -  Architectural Styles 

While an architecture is a concrete arrangement of elements for a specific system, an architectural style is the 

abstraction of the characteristics that a group of architectures (with a specific purpose) have in common. The 

architecture of a specific system can later also be used as an architectural style, as a blueprint for another 

system. Architectural styles are a useful concept to reach agreement amongst architects in their preliminary 

understanding of the purpose and constraints for a system (Perry & Wolf, 1992). Enterprise Architecture 

Frameworks (EAFs) give a methodical way to organize information about an architecture. EAFs give 

prescriptions for views from which an architecture can be described. Different stakeholders can be more 

interested in one view over another. Because the information about an architecture gets structured in similar 

concepts, comparisons between architectures or architectural styles can also be made (Alghamdi, 2009). 

4.1 Literature Review - Search & Selection Strategy 

The goal for this literature review was to look for information on how an architecture for web applications 

could be structured, as applicable for LAN-based web applications and services. To find the different kinds of 

styles that can be used for the architecture a broad search is done, to present a covering view (as far as 

possible under the time and resource constraints of a master thesis). Starting with a search through Scopus to 

find the state of the art (sorted by publication date) of scientific research, filtered for journal articles and 

conference proceedings to find quality papers. Afterwards a search in google scholar was done to find more 

relevant results, due to the search engine employed in Scholar, as well as the abundance of sources therein. 

After the broad search to present a covering overview, a concept-centric search was done to find more specific 

information about the architectural styles to be able to describe and use them. This is done with Google 

Scholar and google search, but is not integrated into the literature review results themselves. 

Search Terms 

Architectural styles web development 

Lan-based architecture 

Web architectures 

Network architectures 

Web server architectures 

Software architectures 

Systems of systems architectures mission critical 

Table 4: search terms used for the literature review 

These search terms gradually emerged based on earlier literature found for the thesis as well as during the 

search process. These terms where then used to search through both Scopus and Google Scholar. To reduce 

the amount of results in Scopus the search was done with filters on document type, subject areas, and 

publication years until the amount was manageable. For Google Scholar the results were filtered to exclude 

patents, limit to publications since 2012, and use only the first 20 results per search term. See Appendix A: for 

the full search terms as used in the respective search engines. The results from these searches compiled the 

long list.  

Further selection was done by looking first at the relevance of the title, then the relevance of the abstract, and 

based on the availability of the full text. This resulted in the middle list. Final selection and categorisation was 

done by skimming through the articles for relevant concepts relating to architectural styles for web 

development. The categories are defined by the concepts as used by the authors. Some articles featured 
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multiple concepts and thus appear in multiple categories. The result of this can be seen in Appendix B:  This list 

was used to make sure no relevant concepts were missed when designing the architectural migration path. 

4.2 Architectural Styles 

Representational State Transfer is a style that consists of a set of principles to follow for interactions between 

systems (Zuzak, Budiselic, & Delac, Formal modeling of RESTful systems using finite-state machines, 2011). It 

contains several principles/constraints for the communication architecture: ‘Identification of resources’, All 

content is defined as a resource with each resource having a unique identifier; ‘Manipulation of resources 

through representations’, every resource can be manipulated by a standard set of manipulations (think of 

HTTP’s GET, PUT, POST, and DELETE verbs); ‘Self-descriptive messages’, the messages contain all necessary 

information to complete a request; ‘Hypermedia as the engine of application state’, Information about possible 

future requests (e.g. page navigation) must be contained in the responses  (Bohara, Mishra, & Chaudhary, 

2013). The most important elements of the REST style are: URI’s to individually identify the resources, and 

simple operations like GET, PUT, DELETE, and POST (Halili, Rufati, & Ninka, 2013). This architectural style can 

increase flexibility, decoupling, scalability and help distributed applications (Vega-Gorgojo, Gómez-Sánchez, 

Bote-Lorenzo, & Asensio-Pérez, 2012).  

Services are the main components of Service Oriented Architecture. Most of Web 2.0 patterns are based on 

SOA (Halili, Rufati, & Ninka, 2013). Systems can be defined as services (provided functionality), that are then 

organised in a composition. These services then enable easier access to the functions and operations of an 

application (Halili, Rufati, & Ninka, 2013). The services can be seen as the basic building blocks and composing 

their interoperations can create powerful applications (Sheng, et al., 2014). The core principles of Service 

Oriented Architectures are: reusability, composability, loose coupling (scalability), Interoperability, 

discoverability, governance, and statelessness. Of these principles the main motivator to use Service Oriented 

Architectures is the increased possibility to re-use services. For stand-alone applications, that do not need 

integration, Service Oriented Architectures are unnecessary (Halili, Rufati, & Ninka, 2013). 

Microservices are small lightweight services (a particular kind of service oriented architecture) that are 

decentralized by nature. When designing the services taking standards into account the underlying 

technologies can differ, this means that legacy code can also be re-used as long as there is an interface that is 

built with the common standard in mind. While designing microservices one should factor in the possibility of 

failure and build in resilience (Gonzalez, 2016). The size of the (micro)services should depend on the following 

rule: “The microservice should be small enough to be managed and scaled up (or down) quickly without 

affecting the rest of the system, by a single person; and it should do only one thing.” (Gonzalez, 2016, p. 13) A 

microservice should have a single responsibility, delineated by the boundaries of the correlated business 

process. Communication should be through calls to an exposed Application Programming Interface (API). This 

API needs to be technology agnostic to support loose coupling, and also creates the possibility to use different 

underlying technologies optimised for the desired benefits. Due to the isolated nature of microservices 

resilience can be strengthened by compartmentalizing failures, but the networked nature of microservices 

creates other resiliency problems. Scaling can be done while efficiently targeting small parts of the system, 

while with monoliths the whole system needs to scale at the same rate. Because of the small scale of individual 

microservices their deployment can be done faster. The size of microservices can be adapted to the preferred 

size of the development teams working on them. When the size of an individual codebase is smaller replacing it 

becomes easier. (Newman, 2015). Microservices have emerged from the best practices of several development 

paradigms: domain driven design, operation automation, development operations, the cloud, and systems 

integration (Thönes, 2015). Due to the distributed nature of microservices skilled developers are needed to 

handle the development of correlated technology, for example load balancers and service registries. (Balalaie, 

Heydarnoori, & Jamshidi, 2015) With a lot of small microservices one would need to prevent a large overhead, 
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as well as development differences between development teams, and they can create more complexity in the 

communication between services (Gonzalez, 2016). It is hard to deal with the complexity of microservices’ 

distributed nature. Thought has to go into how the services deal with scaling and resiliency. Microservices are 

not right for every project or every company, a decision needs to be made weighing the pros and cons on a 

case by case basis (Newman, 2015).      

Docker
3
 is an open source tool that does virtualization at the application level instead of at the Operating 

System level, thus preventing the overhead that is associated with full virtualization. It has become very 

popular with its focus on deploying web applications (Boettiger, 2015). Container engines like Docker provide 

isolation between containers preventing cascading failures. Their low overhead, fast initialization and easy set-

up lead increased development agility (Kang, Le, & Tao, 2016). With proper configuration the performance 

difference between native applications and applications hosted in Docker is negligible, and the same goes for 

network latency (Rohprimardho, 2015). 

Web services enable seamless and efficient interoperability (Velasco, While, & Raju, 2013). A definition by IBM 

is “a new breed of Web application, and they are self-contained, self-describing, modular applications that can 

be published, located and invoked across the Web’” (Sheng, et al., 2014). Web services achieve machine-to-

machine interaction over a network, with machine-readable interfaces ( (Chinnici, Gudgin, Moreau, Schlimmer, 

& Weerawarana, 2003) as cited by (Traore, Kamsu-Foguem, & Tangara, 2016) ). The architecture for web 

services typically has four  main layers: The Service Transport Layer to transport the messages between 

services and applications (Like HTTP); XML Messaging Layer to encode the messages; The Service Description 

Layer to describe the way in which one should interact with the service; The Service Discovery Layer for a 

common repository that stores information about several services (Traore, Kamsu-Foguem, & Tangara, 2016). 

RESTful web services are web services that conform to the REST architectural principles (Sheng, et al., 2014). 

RESTful web services differ from ordinary web services in that they place emphasis on compliance to the HTTP 

protocol for the web service communication: Instead of a single communication endpoint, they provide (many) 

URI’s for the different resources. Instead of a single message format like SOAP, there are many formats (like 

XML, JSON, HTML, etc.).Instead of the many operations of WSDL, it exposes the HTTP ‘verbs’ GET, PUT, POST, 

DELETE (Pautasso, 2014). RESTful Web Services are lightweight and stateless which makes them suitable for 

fast integration (Sheng, et al., 2014). The semantic web services paradigm was created for a future where one 

is surrounded by software agents  Semantic web services are used to describe knowledge in a computer 

interpretable language  It defines a standard to represent, publish and locate knowledge  On top of the way 

standard web services are build up semantics are introduced so that functionality can be described by its 

meaning instead of just syntax  Structured information can then be interpreted unambiguously (Nacer & 

Aissani, 2014) The combination of semantic technologies and the REST architecture can support large-scale 

data integration. (Lanthaler & Gütl, 2013) 

With Cloud Computing virtualized services and pooled resources in a datacentre are provided to the end-user. 

There are three models for cloud computing services: Software as a Service (SaaS) is shared software that can 

be remotely accessed by users; Platform as a Service (PaaS), a virtualized environment in which applications 

can be deployed; Infrastructure as a Service (IaaS) deployments are virtualized resources on which an 

environment can be set up by the user. There are four levels of cloud deployments: Public cloud, a public 

model that delivers its services over the internet to the general public; Private cloud, a model where 

enterprises deliver the cloud services over their corporate network; Community cloud, with this model several 

actors pool their individual resources for joint projects; Hybrid cloud, a blend between private and public 

clouds (Alshaer, 2015). Cloud Computing changes the way applications on the internet are created, from the 

design to maintaining them (Zhou, et al., 2013). 

                                                                 
3
 Docker software containerization platform: www.docker.com/  

http://www.docker.com/
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The principle of layered systems is well known and used (Haupt, Karastoyanova, Leymann, & Schroth, 2014) 

When one logically organizes an architecture into layers the coupling between the elements in those layers can 

be reduced ( (Shaw & Garlan, 1996) as cited by (Zhang, Hansen, & Ingstrup, 2014) ). Each layer takes 

responsibility for a part of the system functionality. A common layered architecture is the three-layered 

architecture where the system is split in three layers: the presentation layer, the application layer, and the 

Persistence layer: Presentation layer, here the user interacts with the system; Application layer, where the 

business logic is applied to the data; Persistence, in this layer the used information is stored (Cemus, Cerny, 

Matl, & Donahoo, 2016). Layering gives a greater level of abstraction, which helps in managing complexity 

(Zhang, Hansen, & Ingstrup, 2014). The client-server style is a well-known architectural style (Vega-Gorgojo, 

Gómez-Sánchez, Bote-Lorenzo, & Asensio-Pérez, 2012). The client component provides the user interface in 

which queries are constructed and their results eventually displayed. The server locates the queried elements, 

computes the results, and sends them back to the client (Vega-Gorgojo, Gómez-Sánchez, Bote-Lorenzo, & 

Asensio-Pérez, 2012). When a client-server architecture is used, it reduces the coupling between the 

components that are then deployed on the client and on the server (Santos, et al., 2015). The Internet of Things 

is a paradigm where objects in the physical world can perceive their environment and can be addressed over 

the internet ((Ashton, 2009) as cited by (Zhou, et al., 2013)). In (Zhou, et al., 2013) the Internet of Things is 

more broadly defined as all physical and virtual computer-embedded objects (individually identifiable by IPv6 

addresses) that are interacted with through web-based services. Internet of Things devices exchange a lot of 

small messages, mainly real-time sensory and control data (Kovatsch, Lanter, & Shelby, 2014).   

4.3 Guidelines for a new architecture 

Based on the information found in the architectural styles in section 4.2 the following guidelines are proposed 

for use in designing new architectures that include web technology for mission- and safety-critical systems: 

- In large mission- and safety-critical systems like combat management systems, with a large amount of 

functionality that is constantly customized and adapted, one could incorporate a Service Oriented 

Architecture (SOA). With it one can decouple the communication protocol between functional 

segments from their inner programming language, and structure functionality in building blocks that 

can be composed into (complex) arrangements, and can be easily re-used. 

- Based on the size and expertise of the group of developers that are to develop the system a choice has 

to be made between a regular service oriented architecture, or a microservices architecture. 

Microservices divide functionality up into more but smaller services. On one hand this increases 

agility, re-usability and better scaling, but it also increases complexity and overhead. Thus when the 

need for agility, re-usability and scaling overcomes the drawbacks of increased complexity and 

overhead, and the developer base is up to the task, microservices can be chosen over a standard 

service oriented architecture.   

- With large Combat Management Systems with a large amount of functionality and a need for fast 

integration and code-reuse, a microservices architecture could be suitable.  

- For communication between web-technology-enabled entities, client-server or client-client, one could 

use the Representational State Transfer (REST) architectural style. This is a lightweight standardized 

communication protocol that is especially useful because of its flexible and decoupling nature, making 

upgrades of the communication protocols easier and maintenance less costly. 

- To expose the services’ functionality one could provide RESTful web service endpoints that because of 

their lightweight and stateless nature can make the integration of services fast and flexible. 

- To make a microservices architecture more robust one should use containerization so each service is 

isolated from each preventing one from cascading their failure towards others. Containerization also 
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helps with decoupling the services from the underlying system software, making them more flexible in 

where they can be deployed. 

- When a lot of microservices are deployed in a system a service registry or a reverse proxy is useful to 

keep knowledge of the orchestration and locations of these services relatively centralized. That way 

each client only needs to know the API endpoints it has to address, without having to know how the 

backend is set up. 

- To create redundancy of the services and increase performance the reverse proxy can be combined 

with a load balancer, distributing the workload over multiple instances of the services, and 

immediately transfer connections upon failure of one of those instances. 

- One should set a baseline of redundancy needed, and then try to get as close as possible within the 

budget of the project. Starting with multiple instances of a service on the same machine, followed by 

instances spread over 2 or more machines, and next up is multiple machines spread over multiple 

locations. 

- To synchronize files between machines and increase redundancy (provided this is necessary) of the 

filesystem, one could make use of software defined storage, where each machine can access the same 

files redundantly distributed over multiple nodes. 

- The web applications should be deployed to a browser that is suitable for the HTML5 functionality 

necessary for that web application. This can differ per web application. 

- When incrementally migrating legacy functionality to a microservices architecture one can start by 

locating this on the systems that are upgraded, but once more and more services start to be deployed, 

and maintenance over a large amount of locations becomes difficult, the microservices should be 

centralized (with redundancy) so the amount of systems that need maintenance can be kept low.    

In the next figures these guidelines have been incorporated to show how they work together. In Figure 4 one 

can see how a web application connects to a microservices back-end provided by a container engine running on 

a physical system. 
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Figure 4: Containerized microservices on a web applications server 

The client web application connects over the network to the server on its opened ports (in this case HTTP, port 

80, and HTTPS, port 443), those ports are rerouted bij the container engine to the load balancer / reverse proxy 

container. This container translates the URI’s used by the client to route the request to the right back-end 

microservices through the private/localhost network. The web client application sources are taken from the 

web server container, and the application data is provided by one of the application server containers. There 

can be multiple instances of an application server container to provide a failsafe and distribute the load. Those 

application servers can then connect to other microservices in the back-end, for example other application 

servers, database servers, file servers or other programs.  

To increase redundancy and performance, one could create multiple physical servers that serve the web 

applications. Several measures are shown, that influence the level of redundancy and performance, in Figure 5. 

Although 2 physical systems are used in this example, 3 or more are also an option based on the performance 

and reliability needs of the system. 
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Figure 5: Redundancy measures using multiple web applications servers  

A floating IP is used so the client web application only has to know one address of where the web application 

servers can be found. The floating IP is by default assigned to one of the servers, and all traffic will go towards 

that server. When the keepalived heartbeat service
4
 of the other server notices the first server is down, it will 

claim the floating IP as its own, and after all traffic is routed to that server. Because of all traffic either going to 

the first or the second server, and not being distributed equal, an overlay network tunnel between the two 

servers’ private container engine networks is set up. This makes each container on one server able to 

communicate to each container on the other server. The traffic is tunnelled over the physical network between 

the two servers. The files on both servers should be synced, especially in the case there are files that are 

created, modified and erased dynamically. This could be done with a software defined storage service, which 

syncs the local file storage volumes between servers and also creates redundancy of the files on its own nodes.   

                                                                 
4
 Keepalived heartbeat service: www.keepalived.org   

http://www.keepalived.org/
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Chapter 5 -  Design 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

5.1 Use case 1: 3D search radar 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

   

5.2 Use case 2: Video server 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

5.3 Use case 3: Training simulations 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

5.4 Web applications servers – internal architecture 

 

THIS SECTION HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 
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Chapter 6 -  Evaluation 

 

6.1 Design evaluation 

To evaluate the new architecture in its usefulness over the current architecture a questionnaire was done 

amongst several subject matter experts within the department. They scored the perceived usefulness of the 

proposed architecture over the current architecture by rating whether the new architecture better complied 

with each of the requirements posited in Table 3 (page 13).  

They were given both Chapter 3 - (“Modelling The “As-Is” Architecture”), to unify the understanding of the 

current architecture among the experts, and Chapter 5 - (“Design”), containing the proposed new architecture. 

Both chapters were combined in a separate pdf document, along with a pdf document containing the 

questionnaire itself. See Appendix C: for the questionnaire. The questionnaire started with an introduction to 

what was expected of the questionnaire takers and the table of requirements used. 

The question was the same for each requirement, it starts with the a repetition of the requirement itself, 

followed by the statement: “The new architecture would better support REQ-XX”, and a five-point Likert type 

response option with neutral midpoint as originally developed by Likert (Hinkin, 1998). An additional “no 

opinion” option was used to prevent false responses due to lack of knowledge on the specific subject (Ryan & 

Garland, 1999), particularly to prevent misuse of the neutral midpoint, which is supposed to signify that there is 

no difference between the current and the new architecture. The response options thus are: 

 No opinion 

 Strongly disagree 

 Disagree 

 Neither agree nor disagree 

 Agree 

 Agree strongly 
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Results 
The results are recorded in Table 5 below. Of the 6 people asked to participate in this questionnaire 3 gave 

back their answers.  

The new architecture would better 
support REQ-XX. No 

opinion 
Strongly 
disagree 

Disagree 
Neither 

agree nor 
disagree 

Agree 
Agree 

strongly 

REQ-01: The system should be modular   1  1 1 

REQ-02: Changes in functionality should not 

require the entire system to be updated. 
  1  2  

REQ-03: Applications should be decoupled 

from each other, so tasks can be done when 

there are resources available, and failures 

don’t cascade to other applications. 

   1 1 1 

REQ-04: There should be less dependency on a 

continuous connection between client and 

server 
   2 1  

REQ-05: The technology used for the GUI 

should be modern and easy to make changes 

to. 
    3  

REQ-06: Prototyping should be rapid and done 

often 
    3  

REQ-07: Processing should be done more on 

the server-side instead of on the client-side. 
   1 2  

REQ-08: There should be more of a focus on 

security within the network. 
   1 2  

REQ-09: Data should be protected from 

unwarranted access within the network. 
   1 2  

REQ-10: Expansion to mobile devices should be 

supported 
    3  

REQ-11: The system needs to be maintained 

for 15-20 years 
  1 2   

REQ-12: Applications/systems should be 

designed for testability. 
   1 2  

REQ-13: Use technology that is 

mainstream/common, so 3rd party components 

and personnel are easier to be found. 
    1 2 

REQ-14: The deployment of a new architecture 

should be done incrementally and co-exist with 

legacy technology 
    3  

Table 5: results of the architecture evaluation questionnaire 

The reactions, in regards to whether the requirements are better fulfilled by the new architecture, are mostly 

positive. Only REQ-01, REQ-02 and REQ-11 had each one vote that says that the system is not better in that 

regard. This pertained to modularity and updateability, where the other respondents reacted positive. And it 

pertained to long-term maintainability where the others neither agreed nor disagreed.   
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6.2 Prototype evaluation 

During this research several prototypes were made to evaluate different kinds of web technology for use in the 

combat management system and showcase the technology to the employees in the department. In this section 

their goals are stated, their workings explained, and their results are discussed.  

6.2.1 Sensor simulator 

The first prototype was used to explore the technology of HTML5 web pages, nodeJS
5
 application servers, 

NGINX
6
 web servers and Docker containerization. Docker was used to create (and easily recreate) each of the 

servers in this prototype. For the 3 NGINX web servers a Docker container with a pre-installed NGINX set up 

was used, and for the 2 NodeJS servers a Docker container with a pre-installed NodeJS was used.  

To simulate a scenario that relates vaguely to what is done in a combat management system, the simulation 

modelled is that of a ‘track’, an undefined object, that moves on a 2d map (leaflet.js
7
). This was done to keep 

the prototypes a bit relatable for the employees of Thales. In order to simulate a track, the track provider 

simulator takes starting coordinates (University of Twente campus) and a random initial heading. Then on each 

new interval chooses a random new heading and random distance travelled within certain parameters based 

on the previous heading (to prevent sudden changes in direction). The old Web Mercator coordinates on the 

map are then transformed by the new polar vector to designate a new location on the Web Mercator 

projection which is then send as a JSON message to the client which moves the track marker on the map to the 

new location and draws a line between the old and the new location, creating a path of previous locations. 

 

 

Figure 6: Architecture of demonstrator 1 

 

 

 

                                                                 
5
 NodeJS JavaScript runtime: https://nodejs.org/en/  

6
 NGINX web server and reverse proxy: www.nginx.com/   

7
 Leaflet JavaScript maps library: http://leafletjs.com/  

https://nodejs.org/en/
http://www.nginx.com/
http://leafletjs.com/
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As can be seen in Figure 6 there is one web server (in the middle) that serves the master page and for each of 

the two sensor simulators (SensorSim A and B) there is an NGINX web server container and a NodeJS 

application server container. In Figure 6 the numbers signify the steps in the sequence of operating the 

prototype:  

1. The browser asks for the master page 

2. The server serves the master page that contains the addresses to the html-frames of the SensorSim 

instances. (see Figure 7) 

3. The browser asks for the html-frame in the web server specific to either SensorSim A or B 

4. This web server returns the html-frame that contains the data-view and interaction logic to connect to 

the application server. (the browser places this as iframe inside the master page 

5. The browser sets up a websocket to the application server asking to simulate a track 

6. The application server starts up a track simulation process and keeps sending update messages over 

the websocket.  

 

Figure 7: Screenshot of demonstrator 1 
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6.2.2 Publish/Subscribe service registry 

The second prototype was used to explore service registry technology. When a microservices architecture is 

used, the amount of containers can rise quickly and it would be unwieldy to hardcode the addresses of each 

container in the client application. A publish/subscribe service registry can be used where the application 

servers can register themselves and publish their locations. The client then only needs to know the address of 

the service registry and query that.  

 

Figure 8: Architecture of demonstrator 2 

In Figure 8 the architecture of the second demonstrator can be seen. There is a NGINX web server container 

that serves up the master page and the controller page, a NodeJS container that handles the pub/sub service 

registry, and several SensorSim instances (as in demonstrator 1 but with added logic to interact with the service 

registry).  

The following sequence is shown in Figure 8: 

1. a-d: The several SensorSim instances register with the service registry (after being started by the 

control page, for demonstration purposes, as seen in Figure 9) 

2. The browser retrieves the web application from the web server (see Figure 10) 

3. The web application retrieves the list of registered SensorSim instances from the service registry 

4. a-d: The web application connects to the individual SensorSim instances to retrieve the html-frames 

which can interact with that instance through a websocket. 
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Figure 9: screenshot of the control page in demonstrator 2 

 

 

Figure 10: Screenshot of the master page in demonstrator 2 
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6.2.3 OpenSplice Data Distribution Service 

The third demonstrator was used to explore the possibility to connect a web application to OpenSplice
8
, a data 

distribution service. While OpenSplice itself doesn’t have an interface to which a web application can connect, 

a separate application called Vortex Web
9
 can be used as a wrapper that connects to OpenSplice and exposes a 

web service. When using the Vortex Web JavaScript client libraries web applications can then send and receive 

messages to and from OpenSplice. In this demonstrator a simple chat application was made to demonstrate 

this technique. 

 

Figure 11: Architecture of demonstrator 3 

As can be seen in Figure 11 a VirtualBox
10

 virtual machine was set-up and both Vortex OpenSplice and Vortex 

Web were installed on it (this was done here because of being unable to install these applications on the 

development laptop, possibly due to missing dependencies). Also, a client application was started with two 

instances. This client application is an Angular 2 Single Page Application running in an Electron browser
11

. The 

client applications can then connect to the Vortex Web application on the virtual machine through web sockets 

and send messages through this path to each other.  

                                                                 
8
 Vortex OpenSplice Data Distribution Service: www.prismtech.com/vortex/vortex-opensplice  

9
 Vortex Web JavaScript API for the OpenSplice DDS: www.prismtech.com/vortex/vortex-web 

10
 VirtualBox virtualization software: www.virtualbox.org/  

11
 Electron browser: http://electron.atom.io/  

http://www.prismtech.com/vortex/vortex-opensplice
http://www.prismtech.com/vortex/vortex-web
http://www.virtualbox.org/
http://electron.atom.io/
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Figure 12: Screenshot of demonstrator 3 
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6.2.4 Custom browser with local content 

This prototype was used to explore the electron browser’s capabilities to serve its own content, and 

dynamically assign the location to retrieve a web application from. This is useful to prevent failing connections 

from causing the application to be unavailable. When there is a local backup web application, the application 

can still have functionality even when it is not as up to date as the server-side version. At the very least it can 

fail gracefully by notifying the user what is wrong. 

 

Figure 13: Architecture of demonstrator 4 

The architecture of this prototype, as shown in Figure 13, consists of a NGINX web server container hosting a 

‘current version’ of a web application (in HTML5 and Angular 2
12

) and a client browser (Electron browser) that 

hosts a local ‘outdated backup version’ of the same application. The control logic in the browser does the 

following steps: 

1. Check whether the server is alive (in this case by trying to get the header information of a specific text 

file, but could also be done by a TCP lookup for less overhead) 

2. In case the server is alive its content is requested, otherwise the browser local content is requested. 

3. Respectively the server content (see Figure 14) or the local content (see Figure 15) is shown to the 

user. 

                                                                 
12

 Angular 2 web application framework: https://angular.io/   

https://angular.io/
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Figure 14: Screenshot of the demonstrator 4 browser window with a live server 

 

 

Figure 15: Screenshot of the demonstrator 4 browser window with no server to connect to 
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6.2.5 Containerized microservices 

In this demonstrator a small microservices architecture is set up. The goal was to show how using a load 

balancer / reverse proxy can both make the backend process unseen by a client as well as encapsulate the 

back-end services in a secure and fault-tolerant environment. The client browser does not need to know more 

than where the web application web server is located, and the web application does not need to know more of 

the backend structure than the API endpoint of the function it wants to use. Also the load balancer can spread 

the load of multiple connections over redundant internal application servers, where a connection to a failed 

application server can immediately be rerouted to a different application server, without the client knowing, 

after which the application server instance can be restarted. The security of the system is robust as the only 

exposed port is the one port that connects to the load balancer (except in this case the ssh port for 

development and testing purposes), the internal components cannot be accessed except through the reverse 

proxy and thus only the physical server and the reverse proxy component need to be immunized from outside 

threats.     

 

Figure 16: Architecture of demonstrator 5 

In this prototype (see Figure 16) Vagrant is used to automatically set up and provision a virtual machine with 

Docker and one exposed port mapping to which a client browser can connect. This port is further routed to the 

NGINX reverse proxy / load balancer. This reverse proxy exposes the HTTP path http://localhost:30100/public/ 

leading to the NGINX webserver containing the HTML5&JS web application (see Figure 16) as well as the path 

http://localhost:30100/api/v1.1/track/ leading to any one of the ‘track provider’ NodeJS application servers. 
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Figure 17: screenshot of demonstrator 5 

Once again the SensorSim track provider and client web application from section 6.2.1 was used. The client-

side and server-side code was then modified to display multiple tracks at the same time both in the map and in 

a new table and the origin of the track added to its data (see Figure 17), to show how unbeknownst to the 

client several back-end services are working to provide the data. Also when one of these services is taken down 

requests keep being answered (by the other track providers). 

  



 

   

An architectural design for LAN-based web applications 
in a military mission- and safety-critical context 

Master Thesis – S.F. van Langen 

 

36 
Classification: 

Open 

6.2.6 HTTPS/TLS security  

In the last demonstrator the security, of connections between client and server, was experimented with. Both 

to protect the communication between client and server as well as ascertaining whether the server is who it 

says it is. 

 

Figure 18: Architecture of demonstrator 6 

The architecture of this demonstrator contains a client application, that connects to the ‘reverse proxy / web 

server’, there is a connection to a compromised server, and the reverse proxy has an unsecured connection to 

another web server within a secure environment (all done with Docker containers, for the purposes of testing 

the three server containers exposed their HTTP/HTTPS ports also directly on the localhost). 

First a self-signed TLS root Certificate Authority key and certificate was made, that certificate was installed on 

the development laptop so it will trust that rootCA. The key was used to sign a new device key and certificate 

that were installed on the reverse proxy. Another ‘fake’ rootCA key, as well as a device key, was made and 

installed on the compromised server, but not on the development laptop (so the laptop will not trust this 

server).     

The bash script to generate the (right/trusted) keys, is shown below
13

:  

 

 

 

 

 

 

 

#./bin/bash 

ABSOLUTE_PATH=$(cd `dirname "${BASH_SOURCE[0]}"` && pwd) 

 

 

                                                                 
13

 an unnecessarily high amount of bits for the keys and the hashes has been chosen, respectively 8192-bit and 
512-bit where 2048-bit and 256-bit are considered best practice currently (while writing this thesis), to see if any 
performance problems occur when using a higher degree of security. 

#./bin/bash 

ABSOLUTE_PATH=$(cd `dirname "${BASH_SOURCE[0]}"` && pwd) 

 

# Generate rootCA key 

openssl genrsa -out $ABSOLUTE_PATH/rightkeys/rootCA-TNL-123AB.key 8192 

# Sign certificate with rootCA key  

openssl req -x509 -new -nodes -key $ABSOLUTE_PATH/rightkeys/rootCA-TNL-123AB.key -sha512 -

days 20 -subj '/CN=localhost/C=NL/ST=Overijssel/L=Hengelo/O=TNL/OU=CMS/E=blah@blah.com/' 

-out $ABSOLUTE_PATH/rightkeys/rootCA-TNL-123AB.pem  

# Generate device key (for on the server) 

openssl genrsa -out $ABSOLUTE_PATH/rightkeys/deviceKey-TNL-123AB.key 8192 

# Sign device certificate with device key 

openssl req -new -key $ABSOLUTE_PATH/rightkeys/deviceKey-TNL-123AB.key -subj 

'/CN=localhost/C=NL/ST=Overijssel/L=Hengelo/O=TNL/OU=CMS/E=blah@blah.com/' -out 

$ABSOLUTE_PATH/rightkeys/deviceKey-TNL-123AB.csr 

# Sign device certificate with rootCA key 

openssl x509 -req -in $ABSOLUTE_PATH/rightkeys/deviceKey-TNL-123AB.csr -CA 

$ABSOLUTE_PATH/rightkeys/rootCA-TNL-123AB.pem -CAkey $ABSOLUTE_PATH/rightkeys/rootCA-

TNL-123AB.key -CAcreateserial -out $ABSOLUTE_PATH/rightkeys/deviceKey-TNL-123AB.crt -

days 20 -sha512 

# copy rootCA certificate to development laptop rootCA cert store 

cp $ABSOLUTE_PATH/rightkeys/rootCA-TNL-123AB.pem /etc/pki/ca-trust/source/anchors/ 

# update development laptop's rootCA cert store  

update-ca-trust extract 
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Figure 19: non-secure connection to secure SensorSim-A 

When connecting to the reverse proxy over the unsecured HTTP connection the browser displays that the 

connection is not secured. 

 

Figure 20: secure connection to secure SensorSim-A 

When connecting securely over HTTPS/TLS the browser shows this to be the case. 
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Figure 21: Details of secure connection to SensorSim-A 

Here the details of the secure connection can be seen, encryption has been applied to the connection
14

, and 

the server certificate matches with the root certificate the browser knows (see ‘Verified by: TNL’). 

 

Figure 22: non-secure connection to compromised SensorSim-B 

                                                                 
14

 Transport Layer Security (TLS) 1.2 – Elliptic Curve Diffie Helman Ephemeral (ECDHE) key agreement scheme 
with Rivest-Shamir-Adleman (RSA) authentication encryption algorithm - Cipher Block Chaining (CBC) of 256-bit 
Advanced Encryption Standard (AES) encryption for the connection with 256-bit Secure Hash Algorithm (SHA) 
hashes for authenticity checks. 
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When somehow a threat like a compromised server shows up on the network and has stolen the IP-address to 

redirect that traffic to itself, an unsecure connection through HTTP would not be able to know that the server is 

different, in Figure 22 nothing out of the ordinary can be seen.  

 

 

Figure 23: secure connection to compromised SensorSim-B 

When one tries to connect to the HTTPS port of that compromised server a warning will pop up, as this server 

does not have a TLS certificate that is trusted by the development laptop. Thus it is paramount that the 

browsers for the client web applications connect to an HTTPS:// address by default. 

 

Figure 24: Secure connection to SensorSim-C through HTTPS-endpoint 
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In this last scenario, there is a web server in the ‘secure network’ back-end that does not have the software 

routines or the TLS certificates to set up a secure connection. To connect to it securely the client can connect to 

the reverse proxy, which can operate as a HTTPS endpoint, taking over the HTTPS/TLS responsibilities. This 

means there is now a secure connection between client and reverse proxy. The back-end connection between 

reverse proxy and back-end web server is not secured, but this is okay as it is inside the secure back-end 

network. 
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Chapter 7 -  Conclusions & Recommendations 

 

7.1 Conclusions 

 

7.1.1 Research Questions 

The goal of this research was: 

“Design a new architecture and an architectural migration strategy for a combat management system, to 

exploit the benefits of web technology.” 

This was decomposed into the following research questions. A short conclusion on each question is given: 

RQ1: What limitations are encountered in the current architecture? 

There were several limitations encountered in the current architecture, as the result of expert interviews 

within the company suggest, which could be either solved or lessened when using web technology. These 

limitations were described in section 2.3. 

RQ2: What are the requirements/constraints for a new architecture in a CMS by Thales? 

Several requirements were aggregated from the results of the expert interviews, partly based on what the 

limitations of the current architecture are and how it could be changed for the better, and partly based on new 

possibilities that could be unlocked by web technology. 

RQ3: What kind of architectural styles are suitable when using web applications and services in a CMS? 

A literature search into web technology used or researched in recent literature turned up several concepts of 

which particularly web services, Microservices, containerization, private clouds and liquid software seemed 

promising for application in a Combat Management System. 

RQ4: What risks to the product quality could a new architecture encounter? 

Next to obvious risk categories as security, where for example the not-compiled nature of web applications 

means that client-side code is more easily accessible than compiled code, another category of risks is reliability 

related. Most web technology is made for use on the World Wide Web and thus is designed for large numbers 

of concurrent users and having room for occasional hiccups, wherein with mission- and safety-critical systems 

there doesn’t need to be support for a large user base, but long term reliability and immediate response is 

critically important.   

RQ5: What should a new CMS architecture look like to support web applications and services? 

The steps for a migration towards an architecture with web technology were given and modelled. Even though 

this could only be done within a limited scope, the use cases presented herein were chosen in consultation 

with Thales to cover the different possible systems sufficiently.   
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RQ6: How should the (long-term) migration path towards the new architecture be structured? 

Due to the modular nature of web technology and the standardized way of communicating through RESTful 

web services, web technology can be helpful to modernize lots of legacy systems by tackling each upgrade one 

at a time. Thus easing the transition towards a new architecture through greater control over costs, 

development time, and developer knowledge. 

RQ7: Is the proposed architecture suitable for a CMS? 

The results of the evaluation questionnaire indicated that the respondents mostly felt that the new 

architecture better fulfils the requirements than the current architecture. The only requirement that did not 

get a net positive pertained to the long-term maintainability, which is due to the volatile lifecycle of web 

technology.   

7.1.2 Main Conclusion 

Modern web technology can thus be helpful to modernize mission- and safety critical systems as the 

technology for use on the web and its architectures are designed to maximise uptime. With its modular nature 

a gradual path towards a new architecture can be taken, preventing a sudden and expensive shift towards a 

new architecture from being necessary. Web technology can help overcome some of the limitations of 

TACTICOS and unlock new possibilities. 

7.1.3 Limitations 

This research had to stay relatively small in scope in relation to the size of the whole TACTICOS system and had 

to be restricted to several use cases that can be deemed representative for most of the TACTICOS system, but 

do not cover it fully. This means that a different solution could be needed when the scale of the migration 

becomes too large for what this research investigated.  Due to the nature of combat management systems 

information about competitors’ systems is not available, and thus the proposed architectural migration could 

not be evaluated against other similar systems, and thus its validity as a generic solution could not be 

ascertained.   

7.2 Recommendations 

 

7.2.1 Immediately relevant recommendations for Thales 

 

THIS PARAGRAPH HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

7.2.2 Recommendations relevant in the short term for Thales 

 

THIS PARAGRAPH HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 
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7.2.3 Recommendations relevant in the long-term for Thales 

 

THIS PARAGRAPH HAS BEEN LEFT OUT DUE TO ITS CONFIDENTIAL NATURE. 

 

7.2.4 Future work 

As most uses of web technology are meant for situations with a large amount of short-lived low-workload 

connections, most research on performance and reliability of web technology is targeted in this direction. 

There are still gaps in the knowledge on what the performance and reliability characteristics of web technology 

become in situations with a small amount of long-lived and high-workload connections as is the case in this 

kind of mission- and safety-critical system. 

7.2.5 Business practice 

Web technology with microservices and containerization seems a promising option for situations where large 

legacy system monoliths, with a lot of different functionality, need to be upgraded to modern standards. This 

technology is suitable for fast incremental upgrades that make a migration more manageable and cost-

effective. Recent advances in web technology have made it a more viable option in regards to performance 

than before.  In Section 4.3 several guidelines were proposed for use in designing architectures with web 

technology for mission- & safety-critical systems, and for Combat Management Systems in particular. 
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Appendix A:  Search terms used in the literature 
review 

In this appendix the exact search terms as used for the literature search in section 4.1 are listed. The search 

terms for the Scopus database are shown as outputted by the database. The search terms for the Google 

Scholar search engine are shown with the selected search-settings enclosed in brackets. 

Search term 
identifier 

Search term 

Scopus 01 TITLE-ABS-KEY ( architectural  styles  web  development )  AND  ( LIMIT-TO ( DOCTYPE ,  "cp" )  
OR  LIMIT-TO ( DOCTYPE ,  "ar" ) )  AND  ( LIMIT-TO ( SUBJAREA ,  "COMP" )  OR  LIMIT-TO ( 
SUBJAREA ,  "ENGI" ) )  AND  ( LIMIT-TO ( PUBYEAR ,  2016 )  OR  LIMIT-TO ( PUBYEAR ,  2015 )  
OR  LIMIT-TO ( PUBYEAR ,  2014 )  OR  LIMIT-TO ( PUBYEAR ,  2013 )  OR  LIMIT-TO ( PUBYEAR ,  
2012 )  OR  LIMIT-TO ( PUBYEAR ,  2011 )  OR  LIMIT-TO ( PUBYEAR ,  2010 ) )  

Scopus 02 ( TITLE-ABS-KEY ( lan-based )  AND  PUBYEAR  >  2009 )  AND  ( architecture )  AND  ( LIMIT-TO ( 
DOCTYPE ,  "cp" )  OR  LIMIT-TO ( DOCTYPE ,  "ar" ) )  AND  ( LIMIT-TO ( SUBJAREA ,  "COMP" )  
OR  LIMIT-TO ( SUBJAREA ,  "ENGI" ) ) 

Scopus 03 TITLE-ABS-KEY ( web  architectures )  AND  PUBYEAR  >  2009  AND  ( LIMIT-TO ( DOCTYPE ,  "re" 
) )  AND  ( LIMIT-TO ( SUBJAREA ,  "COMP" )  OR  LIMIT-TO ( SUBJAREA ,  "ENGI" ) )  AND  ( LIMIT-
TO ( PUBYEAR ,  2016 )  OR  LIMIT-TO ( PUBYEAR ,  2015 )  OR  LIMIT-TO ( PUBYEAR ,  2014 ) )  

Scopus 04 TITLE-ABS-KEY ( network  architectures )  AND  PUBYEAR  >  2009  AND  ( LIMIT-TO ( DOCTYPE ,  
"re" ) )  AND  ( LIMIT-TO ( SUBJAREA ,  "COMP" )  OR  LIMIT-TO ( SUBJAREA ,  "ENGI" ) )  AND  ( 
LIMIT-TO ( PUBYEAR ,  2016 ) ) 

Scopus 05 TITLE-ABS-KEY ( web  server  architectures )  AND  PUBYEAR  >  2009  AND  ( LIMIT-
TO ( DOCTYPE ,  "cp" )  OR  LIMIT-TO ( DOCTYPE ,  "ar" ) )  AND  ( LIMIT-
TO ( SUBJAREA ,  "COMP" )  OR  LIMIT-TO ( SUBJAREA ,  "ENGI" ) )  AND  ( LIMIT-
TO ( PUBYEAR ,  2016 ) )   

Scopus 06 ( TITLE-ABS-KEY ( software  architectures ) )  AND  ( ( web ) )  AND  ( patterns )  AND  ( LIMIT-TO ( 
DOCTYPE ,  "cp" )  OR  LIMIT-TO ( DOCTYPE ,  "ar" )  OR  LIMIT-TO ( DOCTYPE ,  "re" ) )  AND  ( 
LIMIT-TO ( SUBJAREA ,  "COMP" )  OR  LIMIT-TO ( SUBJAREA ,  "ENGI" ) )  AND  ( LIMIT-TO ( 
PUBYEAR ,  2016 ) ) 

Scopus 07 ( TITLE-ABS-KEY ( systems  of  systems ) )  AND  ( ( architectures ) )  AND  ( mission  critical )  AND  
( LIMIT-TO ( DOCTYPE ,  "cp" )  OR  LIMIT-TO ( DOCTYPE ,  "ar" )  OR  LIMIT-TO ( DOCTYPE ,  "re" ) 
)  AND  ( LIMIT-TO ( SUBJAREA ,  "COMP" )  OR  LIMIT-TO ( SUBJAREA ,  "ENGI" ) )  AND  ( LIMIT-
TO ( PUBYEAR ,  2016 ) )   

Table 6: Search terms used in the Scopus database 
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Search term 
identifier 

Search term 

Scholar 01 architectural  styles  web  development (period: Sinds 2012)(Results used: 20)(excl. patents) 

Scholar 02 LAN-based architecture (period: Sinds 2012)(Results used: 20)(excl. patents) 

Scholar 03 web  architectures (period: Sinds 2012)(Results used: 20)(excl. patents) 

Scholar 04 network  architectures (period: Sinds 2012)(Results used: 20)(excl. patents)  

Scholar 05 web  server  architectures (period: Sinds 2012)(Results used: 20)(excl. patents)  

Scholar 06 software  architectures web patterns (period: Sinds 2012)(Results used: 20)(excl. patents)  

Scholar 07 
systems  of  systems architectures mission  critical (period: Sinds 2012)(Results used: 20)(excl. 
patents)  

Table 7: Search terms used in the Google Scholar search engine 
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Appendix B:  Architectural styles found in the 
literature search 

The architectural styles found in the (small-scale) systematic literature search can be seen in Table 8. In the 

sources in which the different concepts were found are related to the different concepts. Sorting firstly by 

number of sources in the category, and secondly by alphabet. 

Style/Pattern Found in reviewed sources: 

Representational State 
Transfer 

(Zuzak, Budiselic, & Delac, Formal modeling of RESTful systems using finite-state 
machines, 2011) (Zuzak, Budiseli, & Delac, A finite-state machine approach for 
modeling and analyzing Restful systems, 2011) (Vega-Gorgojo, Gómez-Sánchez, 
Bote-Lorenzo, & Asensio-Pérez, 2012) (Halili, Rufati, & Ninka, 2013) (Bohara, 
Mishra, & Chaudhary, 2013) (Zhang, Hansen, & Ingstrup, 2014) (Haupt, 
Karastoyanova, Leymann, & Schroth, 2014) (Sergeevich, Ovseevna, & Petrovich, 
2015) (Santos, et al., 2015) (Lasierra, Alesanco, & Garcia, 2014) (Sheng, et al., 
2014) 

Service-Oriented 
Architectures 

(Vasista & Alsudairi, 2013) (Velasco, While, & Raju, 2013) (Halili, Rufati, & Ninka, 
2013) (Zhang, Hansen, & Ingstrup, 2014) (Eeratta, Shenoy, Vijeth, & John, 2015) 
(Santos, et al., 2015) (Nacer & Aissani, 2014) (Grolinger, Capretz, Cunha, & Tazi, 
2014) (Traore, Kamsu-Foguem, & Tangara, 2016) (Sheng, et al., 2014) (Pautasso, 
2014) 

Web Services (Velasco, While, & Raju, 2013) (Santos, et al., 2015) (Nacer & Aissani, 2014) 
(Grolinger, Capretz, Cunha, & Tazi, 2014) (Traore, Kamsu-Foguem, & Tangara, 
2016) (Bhanu, Babu, & Trimurthy, 2016) (Lasierra, Alesanco, & Garcia, 2014) 
(Sheng, et al., 2014) (AbuJarour & Awad, 2014) 

Cloud Computing (Alshaer, 2015) (Moura & Hutchison, 2016) (Shaukat, Ahmed, Anwar, & Xia, 2016) 
(Petcu, Macariu, Panica, & Crăciun, 2013) (Zhou, et al., 2013) 

Layered Style (Zhang, Hansen, & Ingstrup, 2014) (Haupt, Karastoyanova, Leymann, & Schroth, 
2014) (Cemus, Cerny, Matl, & Donahoo, 2016) (Petcu, Macariu, Panica, & Crăciun, 
2013) (Pillutla, 2014) 

RESTful Web Services (Vega-Gorgojo, Gómez-Sánchez, Bote-Lorenzo, & Asensio-Pérez, 2012) (Bohara, 
Mishra, & Chaudhary, 2013) (Grolinger, Capretz, Cunha, & Tazi, 2014) (Sheng, et 
al., 2014) (Pautasso, 2014) 

Semantic Web Services (Nacer & Aissani, 2014) (Grolinger, Capretz, Cunha, & Tazi, 2014) (Lanthaler & Gütl, 
2013) (Vasista & Alsudairi, 2013) 

Client-server (Vega-Gorgojo, Gómez-Sánchez, Bote-Lorenzo, & Asensio-Pérez, 2012) (Santos, et 
al., 2015) (Pillutla, 2014) 

Internet of Things (Kovatsch, Mayer, & Ostermaier, 2012) (Zhou, et al., 2013) (Kovatsch, Lanter, & 
Shelby, 2014) 

Web of Things (Mashal, et al., 2015) (Pintus, Carboni, & Piras, 2012) (Kovatsch, Mayer, & 
Ostermaier, 2012) (Kovatsch, Lanter, & Shelby, 2014) 

Cloudlet (Shaukat, Ahmed, Anwar, & Xia, 2016) (Petcu, Macariu, Panica, & Crăciun, 2013) 

Data Distribution Service (Almadani, 2016) (Hakiri, Berthou, Gokhale, Schmidt, & Thierry, 2014) 

Mobile Cloud Computing (Moura & Hutchison, 2016) (Shaukat, Ahmed, Anwar, & Xia, 2016) 

Publish/subscribe Style (Zhang, Hansen, & Ingstrup, 2014) (Almadani, 2016) 

Social Web of Things (Mashal, et al., 2015) (Pintus, Carboni, & Piras, 2012) 

Software Defined 
Networking 

(Moura & Hutchison, 2016) (Scott-Hayward, Natarajan, & Sezer, 2016) 

Centralized data 
warehouse 

(Sergeevich, Ovseevna, & Petrovich, 2015) 

Community cloud (Alshaer, 2015) 

EntityControl-Boundary (Santos, et al., 2015) 
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Table 8: The sources in which the styles & patterns were found in the literature review. 

  

pattern 

Event-based style (Zhang, Hansen, & Ingstrup, 2014) 

Five layer IoT 
architecture 

(Mashal, et al., 2015) 

Fog Computing (Zhu, et al., 2013) 

Hexagonal architecture (Santos, et al., 2015) 

Hybrid cloud computing (Alshaer, 2015) 

Internet of People (Miranda, et al., 2015) 

Liquid software (Gallidabino & Pautasso, 2016) 

Microservices (Fernández-Villamor, Iglesias, & Garijo, 2010) 

Model/View Architecture (Sergeevich, Ovseevna, & Petrovich, 2015) 

Model/View/Controller 
Pattern 

(Santos, et al., 2015) 

Multi-tier web 
application architecture 

(Ghetas, Yong, & Sumari, 2016) 

Peer-to-Peer style (Zhang, Hansen, & Ingstrup, 2014) 

Private cloud (Alshaer, 2015) 

Repository style (Zhang, Hansen, & Ingstrup, 2014) 

Self-scalable services (Król & Kitowski, 2016) 

Semantic Web (Diwan, 2016) 

Service-component 
architecture 

(Zhang, Hansen, & Ingstrup, 2014) 

Social Internet of Things (Mashal, et al., 2015) 

Thick-client (Sergeevich, Ovseevna, & Petrovich, 2015) 

Thin server architecture (Kovatsch, Mayer, & Ostermaier, 2012) 

Three layer IoT 
architecture 

(Mashal, et al., 2015) 

Virtual networking (Moura & Hutchison, 2016) 

Virtual Web Services (Nacer & Aissani, 2014) 
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Appendix C:  Architecture evaluation questionnaire 

Architecture evaluation form 

Name:   Click here to enter text. 

Function:  Click here to enter text. 

Department:  Click here to enter text. 

For each of the requirements stated, mark either No Opinion, Strongly disagree, Disagree, ‘Neither agree nor 

disagree’, Agree, or Agree strongly, to best represent your opinion in regard to whether the new architecture 

would be an improvement over the current architecture of the TACTICOS architecture. 

 

 

The new architecture would better 
support REQ-XX. 

No 
opinion 

Strongly 
disagree 

Disagree Neither 
agree nor 
disagree 

Agree Agree 
strongly 

REQ-01: The system should be modular       

REQ-02: Changes in functionality should not 
require the entire system to be updated. 

      

REQ-03: Applications should be decoupled 
from each other, so tasks can be done when 
there are resources available, and failures 
don’t cascade to other applications. 

      

REQ-04: There should be less dependency on a 
continuous connection between client and 
server 

      

REQ-05: The technology used for the GUI 
should be modern and easy to make changes 
to. 

      

REQ-06: Prototyping should be rapid and done 
often 

      

REQ-07: Processing should be done more on 
the server-side instead of on the client-side. 

      

REQ-08: There should be more of a focus on 
security within the network. 

      

REQ-09: Data should be protected from 
unwarranted access within the network. 

      

REQ-10: Expansion to mobile devices should be 
supported 

      

REQ-11: The system needs to be maintained 
for 15-20 years 

      

REQ-12: Applications/systems should be 
designed for testability. 

      

REQ-13: Use technology that is 
mainstream/common, so 3rd party components 
and personnel are easier to be found. 

      

REQ-14: The deployment of a new architecture 
should be done incrementally and co-exist with 
legacy technology 
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