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1 Summary

Robots are in demand to work in unknown or unpredictable environments such as navigating
roads or picking objects from a random pile. Model based control methods cannot work in
these environments. Learning based control methods, such as reinforcement learning, do not
need accurate models to find good control policies in unknown environments. Reinforcement
learning however, suffers from the curse of dimensionality. The computation power needed in-
creases exponentionaly with the size of the robots observation. This problem can be mitigated
by filtering out important features in the observation into a low dimensional synthetic state
representations. Currently, synthetic state representations are trained using a history of obser-
vations and actions gathered using a random action policy. A random action policy does not
use the information gathered adjust what states its samples. There is a possibility to improve
the training of synthetic state representation by improving the choice of actions used to collect
samples to train the synthetic state representation.

We trained state representations for an environment with simple consistent visual features, and
one with complex distractor features. For each environment, we tested four different training
policies random action policy, entropy maximization, prediction error maximization, and uni-
form sampling.

We found different sampling methods can lead to different sampling distributions, depending
on the training parameters and environment. The uniformity of coverage is important for com-
plex environments where distractor features in one part of the environment do not generalize
to other areas. The uniformity is not important to learn a good structure when the environ-
ments features are consistent enough that the SRL can generalize from one area of the envi-
ronment to another. Finally, The relation between structure of the state representation and the
performance of RL policy is complex. In the simple environment better structural scores seems
to improve RL performance. In the complex environment this is the opposite case. In the com-
plex environment, clustering of states caused by the distractor features may be disruptive to
policy learning.

Sampling methods that lead to a more uniform sampling distribution may improve the state
representation learning structural performance performance. However, this is only the case
of complex environments where generalization is impossible. Finally, what a good structure
is for a synthetic state representation is still unknown. This is because, the "improved" struc-
ture of the state representation does not necessarily lead to higher RL performance. Therefore
more research needs to be done into how the structure of state representations can facilitate
RL performance, and how sampling methods can support the learning of those structures.

Robotics and Mechatronics Beck Wittenstrom
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2 Introduction

2.1 Context

There is a demand for robots to work where they do not have complete knowledge of the envi-
ronment. Robots excel at tasks where the environment is accurately known. For example, in a
car assembly line, a component is always placed in a precise position. The robot always knows
where to pick up the component and the robot can compensate for small variations in that po-
sition. The robot does not have this level of knowledge in a task where the robot must pick up
various packages of food from a pile. To do this, the robot locate objects and choose different
gripping methods for each object. The robot will have to deal with significant variation in size,
shape, and mass that the robot does not know ahead of time. These unknown variations are
too difficult for model based control methods, such as impedance control methods.

It is too difficult for model based control methods such as the control methods such as us-
ing impedance control. In the pick and place task the position and weight of the object is not
known. Without means that the ideal gripper position is not known so the inverse kinematics
models cannot determine the between the gripper position and the joint positions. Finally,
without ideal joint positions or the weight of the object the impedance control cannot the
force on the robot leads to a desired position of the robot. Therefore, new control methods
are needed to deal with low-knowledge environments.

2.1.1 Reinforcement learning in Robotics

A learning robot can overcome the lack of knowledge by learning a control method regardless
of what environment it is placed in. A robot can learn from experience, which is the history
of observations and actions it has seen. The field that studies algorithms that learn control
policy from experience is called RL (Sutton et al., 1998). Reinforcement learning can overcome
low knowledge environment, but this is at the computational cost that increases exponentially
with the dimensional size of the observations and actions. This is a common issue when the
robot uses camera observations.

People use experience of the observation-action cycle to learn, for example to throw a ball. The
precise weight and shape of the ball may be unknown, but a person can still throw a good pitch
with enough trial and error. The person tries different throws, then observes how far the ball
got on each throw. The person then learns which types of throws lead to the most distance. This
learning method can be applied to any problem where there is some reward to be optimized
such as a robot learning maximize how far it can throw a ball, or the completion of a maze. The
learning strategy of optimizing the reward by trail and error is called RL in Computer Science
(Sutton et al., 1998).

RL works by optimizing the actions taken by a robotic agent given the observation of the envi-
ronment. For example, a ball-throwing robot may have cameras to observe the environment,
and an arm to interact with it. The goal is to throw the ball as far as possible. Using trial and
error, the robot gets a history of observations, actions, and distances the ball moved. These
histories can be generalized for any environment and task as three signals the observation, ac-
tion, and reward. The reward is given to the RL algorithm when the goal is achieved. The RL
algorithm attempts to learn a control policy that maximizes the total reward gained over time.
The control policy is the function that chooses action given the observation. The reward does
not have to be continuous like throwing distance, the reward can be discrete such as when the
ball is tossed into a bucket. Even if the reward is given when the ball is tossed into a bucket, the
Reinforcement Learning (RL) algorithm will learn to complete the task. This means that the
engineer does not need to design complicated rewards to teach the robot to complete tasks.

Beck Wittenstrom University of Twente



CHAPTER 2. INTRODUCTION 3

Learning-based control methods are more flexible than standard control methods such as in-
verse kinematics and impedance control. In the latter control methods, if the prior knowledge
is wrong, then the system fails. Reinforcement learning does not need any prior knowledge to
learn to complete a task, there fore is robust to false prior knowledge (Sutton et al., 1998) This
ability makes the robot that can use RL more robust to the unknown environments than tradi-
tional control methods. Research developing better learning-based control methods will help
robots ability to complete tasks with unknown knowledge (Schulman et al., 2017; van Hasselt
etal., 2015).

One problem with a RL agent is the computation time needed increases exponentially as the
dimensions of the observation increases (Sutton et al., 1998). It is easier for a RL algorithm
to find good policies if it uses the position of the joints of a robot arm rather than a camera
image of the robot arm as the observation. If given the observation, the RL algorithm initially
considers all elements of the observation equally important. However, many features of the
observation are not critical to the task. For example, background lighting, the color of the robot,
etc. The RL algorithm must first determine which features of the image to ignore. The difficulty
of deciding what to ignore becomes exponentially harder the more dimensions there are. RL
performance can be increased with methods to filter out unimportant information from the
image and reducing its dimensionality.

2.1.2 Introduce State Representation Learning

Researchers have compensated for the problem of high dimensional observations by reducing
the dimensional of observations using neural networks. The neural networks find important
features in the image for the task and discard the rest of the image. These compressed obser-
vations are called Synthetic State Representation (SSR) in this paper. The techniques to learn
them are called State Representation Learning (SRL). The techniques use assumption about the
physical world, such as local linearity, to design loss function that are minimized by learning
good features. These neural networks are usually trained on samples gathered using a random
action policy. There is room for improvement in SRL algorithms by guiding the robot to take
actions that allowing it to learn the best SSR.

A SSR of the observation is a function of an observation that contains only the important fea-
tures. For example, in an apple picking task, the SSR of the observation of the apple might
contain only the diameter and position of the apple. The SSR would discard information such
as the color of the apple, the number of surrounding leaves, etc. A SSR of an observation can
be extracted using neural networks.

Neural networks can learn features by rewarding SSR with good properties like predictability
and generalization. For example, if the robot takes actions that move toward the apple, then
the apple will get bigger in the observation. This is a predictable consequence of that action,
and the neural network will learn to encode it. The neural network method of learning a SSR of
an observation is a state representation learning algorithm.

The purpose of SRL is to learn features that the robot needs to solve the task. For example, the
position of the apple and robot. An SRL finds these features by learning from the cycle of ac-
tions and observations. SRL is not just compressing the image as much as possible but should
be focused on important features for the robot. Physical features such as size, position, and
velocity are important for robotic tasks. Physical features have some common characteristics
that an SRL can use to find them. Some characteristics are that feature is controllable by the
robot, is predictable, and changes slowly (Jonschkowski and Brock, 2015). For example, the ap-
ples position is controllable when the robot makes contract with the apple. An SRL finds these
features from experience of actions and observations. State of the art SRL algorithms gather
experience to train by choosing a random action (Jonschkowski and Brock, 2015; Stadie et al.,
2015; Watter et al., 2015).

Robotics and Mechatronics Beck Wittenstrom
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2.1.3 Exploration and Sample Collection for SRL

A random action policy chooses action uniformly from the set of actions available to the robot
(Jonschkowski and Brock, 2015; Stadie et al., 2015; Watter et al., 2015). For example, a robot
may choose between moving left, right, up, or down in a navigation task. Sampling random
actions would simply select each action with a uniform random distribution. There are three
shortcomings to this policy. The first is that it is biased to the starting location leading to repet-
itive sampling because it does not actively avoid actions that loop back to the initial location.
Another problem is obstacles may make a particular sequence of actions required to reach an
area (Pathak et al., 2017). Random action sampling may never reach these areas. Finally, some
dynamics are easier to learn if done in a specific order. For example, the SSR should learn the
dynamics of the robot arm before adding the dynamics of the apple (Sharma et al., 2020).

The SRL process could be improved by using a more intelligent sampling method. For instance,
people do not use random actions to learn new things. They explore areas likely to provide
new information and avoid unnecessary repetitions. This behavior is called curiosity. Curi-
ous behavior can be integrated into the RL framework by having the agent generate a reward
when it experiences something new or makes learning progress (Oudeyer et al., 2007). Curios-
ity rewards are a reward generated from the history of observations and actions of the robot
to motivate it to learn efficiently without guidance. A successful internal reward motivates a
learning agent to learn efficiently. The goal of a curiosity reward is to learn meaningful behav-
ior without external rewards. External rewards are rewards designed by an expert to teach a
robot how to do a particular task. Meanwhile, curiosity rewards are a part of the learner and
guide its learning regardless of the task. A curiosity reward could help a SRL algorithm sample
more efficiently by mitigating the issues of a random action policy (Aubret et al., 2019). The
effect of SRL on RL performance, and the effect of curiosity rewards on RL performance have
been studied extensively. The effect of curiosity reward driven sampling on SRL has not.

2.2 Contribution

Our contribution to the literature is investigating how intelligent exploration can improve SRL
performance compared to random action policy. In this research we explore the relation be-
tween curiosity reward and SRL by comparing the effect of four difference sampling methods
on the quality of a the SSR that is learned by the SRL algorithm. The effect of the four difference
sampling methods is tested on a simple and complex environment with distractors. The effect
of sampling method is split into the effect of the sampling method on the sample distribution.
The effect of the coverage of the sample distribution on the structural quality of the SSR. Finally,
the effect of structural quality on the RL performance.

In the simple environment we show how uniform sampling from the state action space, ran-
dom action sampling, and two different curiosity rewards lead to different sampling distribu-
tions in the simple environment. The data suggests that the temporal and final characteristics
of the sampling distribution do not lead to significant differences in the structural quality of the
SSR in a simple feature grid world environment. The improved structural quality of the trained
SSR appears to improve the ceiling of RL performance.

On the complex environment the random and two curiosity rewards lead to similar coverage
distributions possibly due to the max steps per episode during training. Uniform sampling
however increased the likely-hood of good structural scores compared with the other sampling
methods. In the complex environment improved structural scores are detrimental to reinforce-
ment learning performance. This may be due to that in some environment adjacent states may
require different actions, and the SRL places adjacent states close together making it more dif-
ficult to differentiate them for the policy.

Beck Wittenstrom University of Twente



CHAPTER 2. INTRODUCTION 5

2.3 Research Questions

* Do curiosity rewards improve the, generalization, quality, or sample efficiency of a state
representation learning algorithm?

o To what extent does the uniformity of coverage of observations/states affect the quality
of the resulting synthetic state representation?

o To what extent does the order that observation/states are visited affect the quality of
the resulting synthetic state representation?

o How does the changing state space representation effect the stability of the reinforce-
ment learning algorithm?

2.4 Report Outline

The report is organized as follows: Chapter 2 presents the background information related to
RL and SRL. Chapter 3 presents the state of state representation learning and curiosity learning
research. Chapter 4 presents the framework that we used to analyze the connection between
curiosity rewards and state representation learning. Chapter 5 presents precise experimen-
tal methodology covering all the details and hyperparameters of the experiments. Chapter 6
presents the results of the experiments. Chapter 7 discusses the meaning of the results and
concludes the report by answering the research questions.

Robotics and Mechatronics Beck Wittenstrom
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3 Backround

3.1 Markov Decision Process

A Markov Decision Process (MDP) is a mathematical framework for modelling a decision mak-
ing process in presence of uncertainties. A MDP is defined by a tuple (S, A, T,R). S is a set of
states, and A is a set of action that can be chosen. T defines the conditional transition prob-
ability from one state to another given the initial state and the chosen action. T is defined
mathematically as p(s;+11$;, a;) = T(sy, a;) where s; is the state s € S at time step t and a; is the
action a € A at time step t.sy4] is the next state at time step t+1 that results from taking action
a at state s. Finally, R is a reward given to the agent as a function of the initial state the action
and the final state. The reward is always a real number. The causal dynamics are represented
graphically in figure 3.1. A policy is the controller for a MDP. It is defined as 7 (als) is the prob-

AR
R

T Tt-1 ) Ti+1 | Tt+1

Figure 3.1: MDP

ability of action a given the current state s. The goal is to find an optimal policy 7* (als) that
maximizes the expected cumulative reward obtained over time. The cumulative reward over
time G can be over finite IV time steps represented by Equation 3.2. G can also be calculated
over a discounted infinite horizon where y is a decay constant, 0 <y < 1 to ensure G cannot be
infinity. The vy is a weight on the importance of future rewards. This is shown in Equation 3.2.

N

Gfinite= ) R(sy) 3.1)
t=0
Ginr =Y Y'R(sp) (3.2)
=0

3.2 Value Functions

The objective of RL agents is to find a policy for a MDP that maximizes the expected reward
discounted over all time in the MDP. The expected discounted reward over time given a certain
initial state is called the value function. The value function is defined by Equation 3.3

Va(s) = E(Ginyls, m) (3.3)

The optimal policy in a MDP is a policy that has a greater or equal value than any other policy.
An optimal policy (7* (alS)) is defined in equation 3.4.

Vi (8) = Vi (), V0 (3.4)

The value function can be computed recursively using the Equation 3.5.

Va(9) = Y nals)(r(s) +y ¥ p(s'ls, @) 3.5)

Beck Wittenstrom University of Twente
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3.3 Q-Value

In order to choose the optimal action at a specific state, it is important to relate value to action.
The expected value of an action is defined at a state when is defined as the Q value. The Q value
is defined by the equation 3.6. For simple environments, the Q value can be calculated using a
lookup table for every state action pair. If the state action space is large the memory required
to store every for this becomes unfeasible. For example, a continuous environment has infinite
states.

Q's,a)=r+y Y ps'ls,a)V(s) (3.6)

s'es

If the optimal Q value is known the optimal policy chooses the action that maximizes the Q
value.

acsd (3.7

1 if a=argmaxQ*(s,a)
n*(als) =
0 otherwise

The optimal Q value can be found by converging to the correct value using temporal difference
iterative updates. The update function is shown in Equation 3.8.

Qs @) — Q(s, @) + alrymaxQ(¥', @) = Q(S, @)] (3.8)

Neural networks (Ostrovski et al., 2017). A Q-Learning neural network(NN) uses the state as an
input to predict the Q value for each action. To ensure sufficient exploration the agent chooses
arandom action a percent of the time and otherwise chooses the action that leads to the maxi-
mum Q value. This policy is called e-greedy where € represents the percent of the time a random
action is chosen. The e—greedy policy collects state transitions in its memory. State transitions
are a set containing the initial state, action, next state, and reward (s,a,s,r). The state transi-
tions in memory can be used to calculate the Q-update. The NN can use the Q update as a
target to train the NN by minimizing the loss in Equation 3.10 for a batch of transitions from
the memory.

Qtarger(s, @) = r +ymaxQun(s', a’) (3.9)

Loss = (Qrarget(s,a) — Qnn (s, @) (3.10)

3.4 Reinforcement Learning

Reinforcement learning framework has two parts a goal directed agent and the enironment that
agent interacts with. The agent has to explore to gain knowledge and exploit that knowledge
to achieve a goal. The agent can use a variety of tools to do this such a reward maximizing
policy or interpreting the environment such as SRL. The environment is the fixed dynamics of
the world including the robot model, sensor model, and physical effects. The signals flowing
between the agent and the enironment can be visualized in figure 3.2.

3.5 Block Markov Decision Process

A robot can gather observations with sensors that may not be the exact true state of the en-
vironment. The framework for this is the Block MDP (Sanders et al., 2020). Block MDP is an
extension to the MDP framework where there is a set of observations corresponding to every
state. Each state may correspond to many observations, but each observation has only one cor-
responding state. The formal property of an observation is if p(o|s;) > 0 then p(ols;) == 0Vs.
The property leads to a cluster structure of observation transitions that are visualized in Fig-
ure 3.3. The Block MDP is made up of an observation signal, action space, unobservable state,
and rewards (o0, a, s, ). A Block MDP can be solved using Q-learning by using the observation
as input instead of the state, but the higher dimensionality of the observations makes it more
difficult.

Robotics and Mechatronics Beck Wittenstrom
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L Enviorment Legend

Tt+1 (5t+1)
D(8¢11]8¢, at)

function

Figure 3.2: Reinforcement learning(RL)

3.6 Staterepresentation learning

The objective of SRL is to find the features in an observation that are important for the agent
to learn an optimal policy. The features should act as a low dimensional synthetic state space
that makes it easier to learn the optimal policy for the underlying MDP. SRL algorithms find
features that follow common properties of robotic MDP’s. For example, physical states like
position usually change slowly and causally from actions (Jonschkowski and Brock, 2015). This
property should be present in a learned SSR. The synthetic state space made by made by the
compressed features of the observation does not need to have the same equal to the true state
space. Instead, the synthetic state space should have certain properties.

A synthetic state space should have four qualities to improve the performance of an RL algo-
rithm. Be low-dimensional, the value function should generalize to states not seen before, be
able to represent the true value of the optimal policy, and the state space should be markovian
(Bohmer et al., 2015). The low dimensionality and the ability to generalize to new states make
it easier for anRL to learn the optimal policy. Low dimensionality makes it easier for the RL
to find patterns in the data. The ability to generalize makes learning faster because the policy
will not have to change the policy as new data comes in. The ability to represent the true value
of the optimal policy and the markovian property are important to ensure anRL algorithm can
find the optimal policy. The problem occurs if two observations from two different states map
to the same position in synthetic state space. The RL algorithm cannot differentiate the two
states and cannot change the policy accordingly. One way to ensure synthetic state space is
markovian and can represent the optimal policy is to make the synthetic state space a homo-
morphism of the MDP.

3.6.1 MDP Homomorphism

If a synthetic state space is a homomorphism of the MDP, then the synthetic state space can
represent the optimal value function and is markovian. A synthetic state homomorphism if two
properties are satisfied. The properties are shown in Equation 3.11, 3.12. If a synthetic state
space is a homomorphism of an MDP, then the optimal policies are the same (Ravindran and
Barto, 2004). This property of a homomorphism ensures the homomorphism can represent the
optimal value function of the original MDP. The homomorphic synthetic state space continues
to be markovian as it is a linear combination of a markovian transition space (Ravindran and
Barto, 2004). Generalizability, however, is not guaranteed. If M = (S, A, T, R) is an MDP with
set of statesS, set of action A, transition probability distribution T, and set of rewards R'. M =
(S, A, T, Ry is a homomorphic image of M if transformation state mapping f : S — S such that.

priEIfs,a= Y  plas) (3.11)
s'ef71(f(s)

Beck Wittenstrom University of Twente
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Figure 3.3: Blue circles represent different observations associated with a state. The lines connecting
the observations represent the transitions possible between observations within the state

Equation 3.11 is interpreted as the probability transition in the homomorphic image are equal
to the sum of transition probabilities

R'(f(s)) = R(s) (3.12)

For deterministic MDP homomorphism then the equations above simplify to Equation 3.13
and 3.14. Where T;() is the deterministic transition function of the homomorphism f(s), and
R is the reward function of the homomorphism.

Vses,aeaTn (f(s),a) = f(S/) 3.13)

Vses,acaR(f(5)) = R(s) (3.14)

Equation 3.12 is interpreted as the equivalent state in the homomorphic image has an equal
expected reward. A critical property of homomorphic images is the optimal Q value on the
original MDP and the homomorphic image is the same Q* (s, a) = Q* (f(s), a). This means that
if an optimal policy is learned on the homomorphic image it will also be the optimal policy
for the original MDP. A SRL algorithm that generates a homomorphism of the state space can
guarantee a good policy can be learned. It does not guarantee that the synthetic state space
will generalize the value function well. A visualization of a homomorphic mapping is shown in
Figure 3.3.

Robotics and Mechatronics Beck Wittenstrom
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4 Related Work

Research into state representation learning and curiosity rewards are two separate lines of re-
search. First, | summarize the state of the art approaches used for state representation learning.
Then, I summarize state of the art approaches in curiosity reward driven learning. Finally, the
possible effect of curiosity reward on different state representation learning methods is dis-
cussed.

4.1 Approaches for Learning State Representations

There are six common state representation learning methods. Each uses a neural network to
minimize a different losses which try and compress the observation while preserving important
information. The six approaches are the auto encoder, forward model, inverse model, robotic
priors, and contrastive loss.

The autoencoder minimizes the difference between the observation and a reconstructed ob-
servation from the state space. The idea of the autoencoder is to compress all information in
the observation into a synthetic state space (Alvernaz and Togelius, 2017). This should ensure
that the synthetic state space has all the information to be able to represent the true value of
the optimal policy. In practice, autoencoders give too much attention to the background at the
expense of features that are important to the agent’s task (Alvernaz and Togelius, 2017). For
example, in the atari game asteroid, an autoencoder may ignore the small asteroids as they
influence the total image less than larger objects and the backround (Anand et al., 2019). Au-
toencoders also do not encode the dynamics features of the system as they are only rewarded
for reproducing their input. The dynamic features can be encoded using by combining the auto
encoder with a forward model reconstructing an image at the following time step (Lesort et al.,
2017; Zhang et al., 2018).

St

(=)
B

Figure 4.1: Diagram of autoencoder. White components are input data and gray ones are output data.
variables with a hat is the estimate of the variable. The dashed box is the error loss (Lesort et al., 2018)

4.1.1 Forward Model

A forward model learns to predict the next state using the current state and action. This method
will encode information that facilitates the prediction of the next state (Pathak et al., 2017). The
forward model can be forced to be locally linear (Watter et al., 2015). This may help with the
generalizability of the representation. A forward model may learn a trivial model such as all ob-
servations map to zero in state space. This maximizes state predictability. However, it removes
information needed to differentiate rewards. The state space will then not have enough infor-
mation to represent the true value of the optimal policy. Any forward model is usually paired
with some other loss to avoid this outcome (Zhang et al., 2018).

Beck Wittenstrom University of Twente
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St St+1

Figure 4.2: Diagram of forward model. (Lesort et al., 2018)

4.1.2 Inverse Model

An inverse model will encode enough information to reconstruct the action. If the state drifts,
the drifting features may be ignored because it does not correlate with the action. The trivial
solution of the forward model can be prevented by having the loss of the SRL be a sum of an
inverse and forward model (Zhang et al., 2018). If the forward model encoding all states to zero,
then there will not be enough information to reconstruct the action leading to high loss.

St4+1

St
Figure 4.3: Diagram of inverse. loss is the error of the estimate of action and true action (Lesort et al.,
2018)

4.1.3 Robot Priors Methods

Robotic prior methods optimize the synthetic state space to conform to certain assumptions
about how a robot usually behaves. The assumptions are slowness, causality, proportionality,
and repeatability Jonschkowski and Brock, 2015). The Slowness assumption is that important
features change slowly over time. For example, the mass of the robot keeps the velocity from
fluctuating erratically. The causality assumption is similar state action pairs lead to similar
rewards. The proportionality prior says that the change of the state is proportional to the size
of the action. The repeatability assumption that similar state action pairs lead to similar states
at the next time step. These assumptions are implemented as a set of loss functions shown in
4.1-4.4. The robotic priors are integrated as a single sum in literature (Jonschkowski and Brock,
2015).

Lslowness = [E[|AS|2] (4.1)
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gvariability = [E[e_IASZI_AsQl] 4.2)
ZLproportionality = [E[“Astl |- |A3t2|)2|at1 = atz] (4.3)

_ _ 2
gRepeambility = lE[e A5y ~Ass,| |Asy — Ast2|)2|atl = atz] (4.4)

4.1.4 Contrastive Loss

The contrastive loss maximizes the distance between the next synthetic state in a trajectory and
synthetic states from other time steps in the trajectory. This method rests on the assumption
that the trajectory does not backtrack often, and different time steps usually represent unique
states. The contrastive loss rewards the encoding if it maps observations from different states
to different positions in synthetic state space. A contrastive loss combined with a forward loss
and a reward loss that predicts the reward associated with each synthetic state will converge to
ahomomorphism of the true state. This is proven in Theorem 3.1 of (van der Pol et al., 2020). In
practice, it can be difficult to tell if observations are from different states. Thus the contrastive
examples are sampled uniformly from memory. Uniform sampling sometimes misclassifies
two observations from the same state as from different states. Then, the system converges to
not exactly but almost a homomorphism (van der Pol et al., 2020). If an exploration policy over-
samples one state, then the contrastive loss might have reduced performance. This is because
the number of misclassified negative samples will increase.

4.2 Evaluation of State representation learning

State representations can be evaluated by checking if RL algorithms perform better on the state
representation compared to performance on observations (Linke et al., 2020). This process is
time-consuming and does not give information about why there is an improvement. For exam-
ple, a randomly initialized convolutional neural network SSR leads to significant improvement
over observations (Burda et al., 2018b). Another method to evaluate a SSR is to check the local
topography of the synthetic state relative to the ground truth state. These methods measure
local topography by checking if the K nearest neighbors in the SSR and the true state space are
similar (Zhang et al., 2012). Finally, a SSR can be tested to determine that it contains all the
information in the true state space. This is tested by checking the reconstruction error of the
ground truth using regression techniques to relate the SSR and true state space. The recon-
struction can be done with linear regression or with a simple neural network. If the true state
can be reconstructed from the synthetic state, then the synthetic states should contain all the
information of the true states Jonschkowski et al., 2017; Morik et al., 2019).

4.3 Training Synthetic State Representations

Synthetic state representations are usually trained using random walk (Alvernaz and Togelius,
2017) or during an RL e-greedy policy. Training a SSR during an RL run, harms theRL policy
performance as it is training on a nonstationary state space (Burda et al., 2018b). Also, The
e-greedy policy is equivalent to the random policy, if only a couple states in the enironment
have an associated external reward (Stadie et al., 2015). This is because all sampled states give
areward of zero, and this causes no policy that the algorithm has seen is better than any other.

4.4 Related Curiosity work

Random action is not the most efficient exploration policy. The agent can be given some cu-
riosity reward to improve the sampling policy for the SRL without external rewards or guidance.
There is extensive research into how intrinsic rewards be generated from the observation ac-
tion cycle, and can be used to improveRL performance. There is little research on how curiosity
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reward affect the sampling policy of an SRL (Aubret et al., 2019). There are three groups of cu-
riosity rewards, count-based, prediction error, and skill learning.

4.4.1 Count-based Exploration

Count-based methods reward anRL agent for visiting states that it has not visited before, using
the reward in equation 4.5. n(s, a) is the number of times the state action pair (s, a) has been
visited.
n=—t (4.5)
vn(s,a)

The count method is difficult to calculate large or continuous spaces. The behavior of count-
based rewards can be mimicked by using a reward equal to the knn-entropy, shown in equation
4.6. The knn-entropy is the sum of the log of the distance of a point in the synthetics state to the
Knearest neighbors. The K nearest neighbors are found from the set of states that the robot has
previously visited. This should push the robot to visit each state uniformly (Seo et al., 2021).

Fhimax = l0g(lzi — 2" ||+ 1) (4.6)

4.4.2 Prediction Error Exploration

Prediction error methods use the error in the forward model of a learned SSR as an intrinsic re-
ward for anRL algorithm (Pathak et al., 2017). They work because the robot occupies an area of
space it will begin to learn the forward model. The error will then decrease, and the lack of error
will make the robot "bored". Then, it will seek out new experiences. This method can get stuck
on a white noise generator in the environment as prediction error will never decrease if the
environment is not predictable. Maximizing prediction error reward also acts as an adversarial
reward to a SSR which may improve learning as it pushes the attention of the SRL algorithm to
observations that are difficult to encode.

4.5 Unifying state representation learning

The research on SRL uses random action to train a SSR. Then, the SSR is used as the input
for reinforcement learning. The research into curiosity rewards uses SSR to generate curiosity
rewards. The rewards guide a reinforcement learning algorithm that uses the raw observations
as input. Our research uses the SSR as input for reinforcement learning and curiosity rewards
to guide sampling. The purpose is to capitalize on the reduced dimensions of a SSR and the
smart sampling of curiosity rewards.
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5 Methodology

5.1 Overall Framework

The curiosity reward and SRL are united in the agent in Figure 5.1. The environment and sensor
are formulated as a block MDP(o, a, s, 1), see Section 3.5. This paper explores the interaction of
the curiosity reward and SRL in this new framework. How curiosity rewards can help choose
actions that gather samples. Then, how the coverage can improve the SRL algorithm.

Block MDP/ISR ————————————————

flow RL agent
| Policy ‘
_____ | I plalz)
Oz ﬁT Legend

[signal
(NN function}

T

Environment

Sensor

state dynamics

752 (se41)

p(ser1lse, ar)

Figure 5.1: The signal flows through neural networks in a trained SRL, andRL policy. During Training the
SR network optimizes the loss function in Eq 6.1-6.3 and the Policy Neural network optimizes Eq 3.10
from their memory of the signals

Figure 5.1 shows the loop of signals going from the enironment to the agent and from the agent
to the enironment. The agent is executing a the Policy choosing actions for each state. The
history of the all transitions (o, a;, 0¢+1, rf’”) is used to train the SR network. The RL policy is
trained on the history of all transitions z;, a;, z;+1, ¥ + ri", where r! is the curiosity reward
generated by the SSR. For our experiments the policy updates once each time step, however
this does not need to be the case. The policy could update multiple times each time step, or

every 100 steps. This shows that the design space within this framework is vast.

5.2 Analysis of the Framework

In order to analyze the effect of fusing SRL with curiosity on the efficacy of SRL, we focus on
four key variables.

1. The sampling method

2. The state action sampling distribution that the sampling method achieves
3. The quality of the learned SSR

4. The RL performance achieved using the learned SSR

They are shown in Figure 5.2.

Bubble one of Figure 5.2 represents the sampling method variable, or method. A method is
a sampling policy used to gather transitions to train the SSR. These are simple policies like
random action, a RL that optimizes a curiosity reward (ICM, Hmax), or uniform sampling of the
state action space. The goal of the method is to add most informative transitions into the mem-
ory buffer and add them in an order that facilitates the SRL algorithms ability to learn a good
SSRin as little samples and SRL updates as possible. We compare four different methods which
are shown under the methods bubble. Random action is uniform selection of all possible ac-
tions not taking into account any feedback from the environment. Hmax is a curiosity reward
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causal link between
variables

1

Method used to guide
fransition(s.a.s"r)
sampling

2 3 4

fransition coverage of
stafe action space

Quality of state
represeniation

RL preformance on state
representation

. S i 3
Name samplign method measure of above variable mesazure of above varizble measure of above variable:

1. 1CM 1. KL divergence from ; Ei?i”eﬁhl-l:SE 1. Episode reward
2 HMax uniform sampling
3. random action

4. uniform sampling

3. linear recenstruction
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Figure 5.2: The causal connection between the sampling policy, the gathered transitions, the quality of
the state space, and the finalRL performance. Underneath each concept is a number of measures for
each variable.

trying to maximize the uniformity of sampling from the synthetic state space, see section 4.4.1.
ICM is a curiosity reward that maximizes the cumulative predictive error of the policy, see sec-
tion 4.4.2. Uniform sampling is a uniform sampling of state and action space, it is a purely
theoretical policy as it cannot be implemented on a real robot. Each sampling method affect
the probability that a transition (o, @, 0441, 17" ') is added into the memory buffer for training.

Bubble two of Figure 5.2 represents the coverage. Coverage is the order and the number of
times that a transition is added to the memory buffer. It is causally affected by the sampling
method. The coverage can change over the course of training as the curiosity rewards Hmax,
and ICM are incorporate feedback from previous samples. Below the bubble is the KL diver-
gence from uniform of the coverage. This will be known as the KL divergence measure. This is
a measure of how different the sampled coverage is from a perfectly uniform sampling of the
state action space. KL divergence is a measure of one characteristic of the coverage that we
think is important to learn a good SSR. The coverage distribution of transitions in memory over
time affects the quality of trained SSR. The SRL neural network trains by taking a random set
of samples from the memory buffer. The neural network update will be different depending
on which transitions are in memory, causes the coverage to influence the quality of the learned
SSR.

Bubble three of the Figure 5.2 represents the quality of the Synthetic State Representation (SSR)
and the list underneath are various measures of a good SSR. The quality of the SSR is causally
influenced by the coverage, and not the sampling method. It is influenced by the coverage as
the SSR is trained on the transitions in the memory buffer. The SSR quality is not causally con-
nected to the method because two different sampling methods that lead to the same coverage
cannot be differentiated when the SSR is trained. This is because the transition does not in-
clude the curiosity reward signal, and the transition will always be the same regardless. Below
the bubble are a set of measures of the quality of the SSR. KNN-MSE, and Hits at k measure the
similarity of the SSR to the True state space. Linear reconstruction measures if there is enough
information in the SSR to reconstruct the true state. Finally, generalization performance mea-
sures how robust the SSR is to slight changes unseen before in the observation, such as white
noise or new distracting features.

Bubble four of the Figure 5.2 represents the performance of an RL algorithm trained on the SSR.
The quality of the SSR influences the speed and quality of the policy that can be learned on the
SSR as well as the rate at which the policy is learned. This can be seen when a higher episode
reward is achieved and how quickly it is achieved. The purpose of the research question and
experiments is to investigate nature of the connections between each of these variables.
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6 Experimental design

The analysis framework shows the connection between four key variables to analyze how sam-
pling method affects the quality of the SRL algorithm. The experiment is designed to find situ-
ations where there is a strong connection between the variables.

The experiment is made up of a default test environment, a training cycle, an SRL algorithm,
and various measures of structural quality. The SRL algorithm and environment are chosen to
maximize the chance that a change in the sampling distribution due to curiosity rewards would
lead to a measurable improvement in the SSR quality. The four sampling methods are random
exploration, two curiosity rewards, and uniform sampling. These offer a control, two curiosity
rewards that represent different possible behaviors, and a possible ideal sampling policy.

6.1 Explanation of experiment enviorment

Random action policy samples the starting location the most and the sampling rate decays
as the more actions it takes to reach a state. Therefore the environment must have enough
separation between different states for random action to have significantly different sampling
rates between different parts of the environment. The other constraint is the environment must
be simple enough to be solvable by RL. RL performance is a critical measure of the quality
of a SSR and if a RL never gains any reward then the quality of the SSR will be impossible to
differentiate.

The environment in Figure 6.1 was made to be simple enough to be solvable but it will have
a significant difference in the sampling rates from one room to another when explored by a
random action policy. The size of the room makes it so there is a limited number of states
making it easier to solve. The precise size is based on the gridworld used in (Seo et al., 2021).
The wall in the center was added so that random actions do not reach the second room as often
as the first. This leads to a difference in sampling rate between the left and right rooms when
sampled using random action. The difference in sampling rate between the left and right room
may lead to worse quality of the SSR with random action that may be overcome when using
curiosity rewards.

We compare synthetic state representations of the MiniGrid environment (Chevalier-Boisvert
etal., 2018). Specifically, a grid with two rooms and a narrow passage between them. The agent,
represented by a purple square, must navigate from a starting room through a door to another
room to reach a goal. The goal is represented as a green square. The agent can choose from
four actions move one position up, down, left or right. The agent is given a reward of of 1 when
it reaches the goal. The entire grid is observable by the agent and a observation appears as fig
6.1. The enviorment has an wall was chosen to enforce a a large difference in the sampling rate
between the initial condition and the goal using a random action sampling policy.

The SSR is trained in cycles with three phases shown in Figure 6.2. The first phase uses a ran-
dom action policy to collect enough transitions for the RL to train on a batch. The second
phase runs for a set number of episodes. An episode begins with the environment resetting to
the initial state and runs till the goal is achieved or a maximum number of environment steps is
reached. In the second phase, transitions are sampled according to the sampling policy being
tested. The tested sampling policies are uniform sampling from state action space, random ac-
tion, or a curiosity reward maximization. The transitions are added to the RL and SRL memory.
In the third phase of the cycle, the SSR is trained using batch gradient descent for a set number
of iterations. When the cycle ends the RL memory buffer is cleared as the synthetic states in
the buffer are no longer meaningful after the SSR NN was updated. The state representation
learning memory buffer containing observations is never cleared.
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Figure 6.1: Navigation task on 9x9 grid, agent is purple square, the goal green square, The walls are white
squares

One cycle
1
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Figure 6.2: Three phases of a training cycle, random action to fill RL buffer,

The SSR neural network is formed by two convolution layers and three fully connected layers.
The network minimizes the sum of a forward, reward, and contrastive loss. The convolutional
layers both have kernels size 3x3 followed by Relu activation functions. The first convolution
layer has 32 filters, and the second has 64. The three fully connected layers output vectors sizes
512, 256, and 10, and each layer uses Relu activation functions.

6.2 State Representation Learning via Homomorphism Metric

The experiment will use a combination of a forward, rewards, and contrastive loss as the SRL.
It is a state of the art algorithm and will maximize the effect of bad sampling on the SSR by
miscategorizing states in the contrastive loss. This is explained in section 4.1.4.

The SSR is trained from the history of transitions (0,a,0)r) that are added to a memory buffer!.
The SSR is learned using three neural networks shown in Figure 6.3. The total loss of the net-
work is the sum of the three losses: the forward loss, the reward loss, and the contrastive loss.
When these three losses reach zero, we obtain an mdp homomorphism. Then, the optimal pol-

I The ideal memory buffer of an agent is infinitely large and stores the entire history of observation action and
rewards. However, the computational size make this infeasible. Thus memory buffers are added as first in first out
memory of specific length in practice.
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icy on the SSR is also the optimal policy on the true MDP of the environment. This is described
in section 3.6.1. The losses are shown in Equations 6.1, 6.2, 6.3, where d(,) = ||x — X||» is the L2
norm distance, d-(,) = max(0,x —d(,)), and « is a constant. The gradient of the losses is prop-
agated back through the neural networks. This means that the loss gradient from all three loss
functions propagates back through the SSR network called encoder. The forward loss gradient
only propagates backward through the forward network. This is the same for the reward loss
gradient and reward network. These networks are shown in figure 6.3.

Memory buffer | . .

D (oo, iseioron | encoder | serarz.y}
:Fbt_+i: » encoder 'd
E at . »( forward R
! ' / encoder | " -~

reward | roc-e +

H H s
H —>.T
: . encoder B
' v reward Loss
LT L

Figure 6.3: The neural networks signal flow diagram for the state representation learning algorithm
used for this research. The encoder networks are all the same neural network that is used to generate
the synthetic state space

Liewara=d(#, 1) 6.1)

Equation 6.1 is the reward loss which encourages the synthetic state to map observation so that
observations with different rewards are easily differentiated.

Lforward =d(Zs41,2t+1) (6.2)

Equation 6.2 is the forward loss which encourages the synthetic state to map observation so
that the following state is predictable.

Leontrastive = d-(z-, Zr+1) (6.3)

Equation 6.3 is the contrastive loss which encourages the synthetic state to not map observa-
tion from different underlying states to a similar area in synthetic state space. Together mini-
mizing these three losses creates a homomorphic state space which allows for an optimal policy
to be learned. This is reviewed in more detail in section 3.6.1.

The actions used to gather the transitions for the SRL are chosen by some policy 7 (alz). The
standard policy used in literature is to collect transitions is with a random action policy (Jon-
schkowski and Brock, 2015). The sampling policy can also be implemented as an RL algorithm
to maximize some curiosity reward. The curiosity reward can be designed to encourage differ-
ent sampling behaviors. For example, uniform sampling of the state action space. The policy
influences the pattern of transitions (0,a,0’r) that are generated. Then, the pattern of transi-
tions influences the SSR. If the sampling from the memory batch is uniform then repetitions of
(0,a,01) adds extra weight to transitions. For example, If one transition was sampled 5 times
more than another the effect of the first transition on the synthetic state loss would be 5 times
as prominent. The effect is that the SSR neural network perceives the first transition as 5 times
more important and would minimize the loss of the first transition at the expense of the sec-
ond.
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6.3 How to evaluate the quality synthetic state representation

A good SSR should generalize the learned value function to unseen states (Bohmer et al., 2015).
This can be measured in three ways. First, measuring the RL performance using the SSR as
input. Second, the similarity of the synthetic state’s structures to the TSR. Finally, the ability
to transfer the synthetic state to new environments without a performance in the previous two
measures. This can be tested by looking at the reinforcement learning performance of a DQN.
The better the synthetic state can generalize the value function the easier it should be easier for
the RL to learn the optimal policy. If the Q value generalizes, then the RL does not have to learn
the Q value of new states from scratch. Instead, it can just use what it has previously learned
leading to a faster learning rate.

Another method to test the generalization is to see if the synthetic state has a similar structure
to the true state of the environment. In TSR, the distance two states usually indicates the num-
ber actions separating them. State separated by one action have value function within a few
percent as the value function decays across actions by y due to equation 3.3. This means states
that are close together in TSR, have similar Value functions. The generalization is usually eas-
ier in TSR as similar states usually lead to similar value function this facilitates generalization.
There is an exception to this rule when thin walls cut a space shown in Figure 6.4. The similarity
of the structure of the synthetic state and the true state measures generalization if the assump-
tion holds that the true state generalizes the value function to new states. The quality of a SSR
can be measured in two ways. The RL performance and structural measures, which measure
the similarity of the SSR to the TSR.

A good SSR should also be robust to noise and distractions. A distraction is a feature in the
image that is not important for the underlying markov decision process. The robustness can
be measured by transferring the SSR to a similar enviorment with distractor features, or white
noise. If the SSR keeps its quality then it is a good SSR.

Reinforcement learning performance is the primary method to measure the quality of an SSR.
The purpose of a SSR is to improve RL performance. If a SSR cannot improve RL, then it has
failed. RL performance of a SSR is measured as the amount of reward accumulated over an
episode by an RL algorithm trained on the SSR. The higher the episode reward the better the RL
performance. The classic SRL test is training an SRL using a random exploration policy, then
training an RL on the SSR (Lesort et al.,, 2018). The RL performance of the synthetic state is
compared to the baseline of the RL performance of an RL trained on the raw observations. The
improvement in the accumulated reward of the RL trained on the SRL over the observations
is the improvement of a SSR ove observations. RL performance is a critical test to compare
synthetic state representations, but it is not a perfect measure.

The problems with RL performance are it is costly to test, it is a stochastic measure, and there
are a large variety of RL algorithms. An RL algorithm, especially on difficult tasks, may require
tens of thousands of NN updates (Pathak et al., 2017). This is feasible for simulated tests, but
the cost to test on a real robot is high. RL algorithms uses stochastic sampling from the mem-
ory bank to learn, and stochastic sampling of the state action space. This randomness can
lead to the RL performance being a low accuracy measure and successive measurements of
RL performance can significantly vary (Morik et al., 2019). Finally, there are different versions
of RL algorithms(DDQN, TD3, PPO). Some may perform better than others on different tasks
(Schulman et al., 2017). RL performance is a critical metric, despite the disadvantages. RL per-
formance should be validated with multiple runs or other metrics such as structural measures
due to the uncertainty in RL performance results.

If the TSR is a good input to train an RL algorithm, then the SSR can be evaluated by how sim-
ilar its structure is to the TSR. The structure of two spaces is similar if the mapping between
TSR and SSR is locally linear, and points close together in TSR stay close when mapped to SSR
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Synthetic space Enviorment

Figure 6.4: zj is placed far away in synthetic space because the wall means that many actions will need
to be taken to reach it from z;. So while sy and s; may be close in Cartesian coordinates they are far away
from the perspective of the agent.

(Zhang et al., 2012; Lesort et al., 2019). The structural similarity is measured by checking if cor-
responding points in true and synthetic space are similarly grouped (Lesort et al., 2017). For
example, if three points in TSR are close together, then the three corresponding points in SSR
should also be close. Two measures of the structure are KNN-MSE, and Hits@-K, these both
measure the similarity of the K nearest neighbors of a pair of corresponding points in true and
synthetic representations. The importance of structural similarity is not always necessary or
desired. For example, (Ghosh et al., 2019) argues the more actions it takes to move from one
state to another, the farther away they should be placed in latent space. For example, two points
separated by a wall should be mapped far apart in SSR even though they are close in TSR. This
can be visualized in Figure 6.4. Structural similarity between true state and SSR suggests a good
SSR, however, is not a sufficient indicator of quality. RL performance and structural metrics can
validate each other if correlated.

The K nearest neighbor mean squared error(KNN-MSE) metric measures the structural simi-
larity between the true and synthetic representations. It measures the distance between the set
of points in TSR that correspond to the K nearest neighbors of a point in SSR. The score of the
SSR is the mean of the KNN-MSE of every point in the SSR. The KNN-MSE score for one syn-
thetic state point(z;) is calculated by finding the corresponding point in TSR s; using mapping
¢(z) = 5. Then, find the K nearest neighbors of z; in SSR KNN(z;) = le NN Next, map the le NN
back to TSR sKVV. The score for one point is the mean of the distance from each s; insf¥N to
Si.

KNN - MSE(z;) == . > ll(zi) — P(z)) (6.4)

zjeKNN(z;,k)

If one of the K nearest neighbors of z; maps to a state far away from s;, then the structures are
not similar. This simple metric structure is shown to correlate with more complicated measures
of structure such as NIEQA (Jonschkowski and Brock, 2015).

Hits at K is a measure of structure similar to KNN-MSE. It is the number of common nearest
neighbors between two corresponding points in true and synthetic representations. Hits at
k is calculated for each point in TSR. To calculate hits at k, first, take point s;, then find its
corresponding point in synthetic space z; via the mapping z; = f(s;). Then, find the K nearest
neighbors for s; and z;, KNN(s;) = leNN and KNN(z;) = leNN. Finally, map s; € stN to

zj = f(s;) and count how often z; is one of the k nearest neighbors of z;( z; € zX¥V).

{Zepnt = KNN(2)) = §{2},1)) = 8- 6.5)

Hits at k has the advantage, over KNN-MSE, of being independent of the structure of true state.
For example, if states in an enviorment are far away from each other this leads to a higher KNN-
MSE.
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The final measure of structure is the reconstruction error of the true state from the synthetic
state. The most simple version of this measure is the linear regression error between true and
synthetic states. Linear reconstruction can be too restrictive, and (Jonschkowski et al., 2017;
Anand et al., 2019) used simple fully connected neural networks to reconstruct the true state
from the synthetic state. If the reconstruction function is complex, then low reconstruction
error is guaranteed. This is because the SSR has more dimensions than the TSR to guaran-
tee the synthetic state represent the ideal value function. The extra dimensions can allow the
reconstruction function to overfit on noise, leading to low reconstruction error.

The ability of the SSR to generalize to new environments or tasks is important for the quality
of the SSR and its utility. Generalization is the ability of the SSR to transfer its quality to new
environments or tasks. For example, a SSR trained on a pendulum should work on a pendulum
of different lengths. A generalizable SSR is important so the SSR does not have to be relearned
for every slight change in the task or environment. The ability to generalize also demonstrates
that the SSR is not overfitting on unimportant details in the observation. A SSR is generaliz-
able if the evaluation metrics of SSR stay consistent when used on slightly different tasks and
environments (Jonschkowski and Brock, 2015).

6.4 Comparing current state of art representation learning to curiosity based
methods

The current state of the art sampling method for training SSR is random exploration. Random
exploration is where each action is selected with the same probability as any other action at
any state. The performance of a SSR trained using random action exploration will serve as a
control group to evaluate the effect of curiosity rewards. The SRL is trained on the history of
observations and actions recorded during the random exploration. The evaluation metrics of
an SRL trained using random exploration will be compared to a SSR trained using two curiosity
rewards.

I tested two different curiosity rewards. The curiosity rewards are transition prediction error
and latent space entropy maximization. The prediction error is an intrinsic motivation that
rewards the agent for going to states where it does not know the dynamics. Entropy maxi-
mization rewards the agent for going to states that are far from states it has been before. The
entropy reward is maximized when states are sampled uniformly. If there is an improvement in
the quality of the SSR when trained using the curiosity rewards instead of random exploration,
then the curiosity rewards improve state representation learning. The choice of focusing on
unknown dynamics vs. maximizing the uniformity of state sampling. Then, a curiosity reward
that maximizes uniformity vs one that maximizes prediction error should be useful for testing
whether a more uniform distribution is always better, research question 2.

Predictive error is an intrinsic reward that is greater when the agent cannot predict the outcome
of a state transition. The more an agent visits one state, the more accurately it will learn the
transitions from that state. The state will then give less reward causing the agent to get bored.
The lack of reward encourages the agent to stop visiting states it has already learned and explore
new ones. The equation for predictive error reward equation 6.6, where f() is a neural network
trained on the loss of the squared predictive error.

ri =|Isee1 = f(s,anll2 (6.6)

Latent entropy maximization rewards the agent for action maximizing the entropy of vis-
ited latent space. This drives he robot to visit latent space uniformly. The true entropy of
a distribution is given by the expected log of the probability distribution, H(z) = E[logp(z)].
1/N Zi.v log||x; — x{F‘N N1l (Singh et al., 2003) easy to compute value that is approximately pro-
portional to the true value of the entropy.
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Algorithm 1 RE3: Off-policy RL version

1: Initialize parameters of random encoder 6, policy ¢, replay buffer B «+ ()

2: for each timestep ¢ do

3: Collect a transition 74 = (s¢, at, 5¢41,7§) using policy 7 // COLLECT TRANSITIONS
: Get a fixed representation y; = fo(s¢)

4
5: B« BU{(m,y:)}

6: Sample random minibatch {('rj,yj)}]”:1 ~B // COMPUTE INTRINSIC REWARD
7 for j = 1 to B do ’

8 Compute the distance ||y; — y||2 for all y € B and find the k-nearest neighbor y*N

9: Compute 7} < log(||y; — :'/_ﬂ“'NNHz +1)

10: Update 8y +— Bo(1 — p)*

11: Let 75°%% < 78 + 3, - 73

12: end for

13: Update ¢ with transitions {(s;, a;, 11, 75°%4)} 2 /] UPDATE POLICY
14: end for

Figure 6.5: latent entropy maximization algorithm (Seo et al., 2021)

6.5 Complex environment

The simple default environment is shown in Figure 6.1. In the simple default environment, dif-
ferent sampling distributions achieved similar structural scores. This is shown in Section 7.4.
The result could be attributed to the fact that the features of the environment are consistent
no matter the location of the agent in the environment. The consistent features allow the SSR
to generalize well even without a uniform distribution. The generalization could allow a SSR
trained with repetitive samples to generalize to the whole environment. We created a complex
environment with features that prevent generalization. The complex environment should pre-
vent the generalization of samples from one part of the environment to another. This should
increase the strength of the relation between uniform sampling and the quality of the structure
of the SSR.

The complex environment is a four-room environment with added distractors features. The
distractor features are designed so features of the observation learned in one room may be
detrimental in another. The environment is an 11 by 11 grid split into four rooms. The upper
left room is just like the simple environment. The lower-left room has added stationary white
noise. The upper right room has added white noise and blue distractors features that do not
move or interact with the agent. Finally, the lower right room has purple distractors features
are observerable when the agent is in the lower right room. The starting observation of the
environment and the purple distractors can be seen in Figure 6.6a and Figure 6.6b respectively.

The color purple was chosen because it is a mix of blue and red colors. The signal of purple
overlaps with the agent’s red color and blue distractors of the upper right room. The overlap
with the blue should give the SRL a hint that the purple distractors are not important. The
red will force the SRL to differentiate from the purple floor and the red agent. This prevents
generalizability because the SRL must learn that the location of a red signal is the agent, but
not always. The distractors only appearing when the agent enters the room ensures there will
be no generalization from the top left to bottom right rooms.

The complex environment is trained differently from the simple environment. First, random
action is used to gather enough samples for one batch(64). Then, the tests sampling method
is used to gather samples for one episode with a maximum step count of 50. Then, the SSR is
trained for 16 update steps. The one episode of RL and 16 SRL updates are repeated 250 times.
For a total of 4000 SRL update steps. Finally, the memory buffer of the RL is never cleared and
is instead is updated with the new SSR before the start of each episode.

The reduced max step count per episode purpose is reduce the chance that a random action
policy reaches the bottom right room. Then, curiosity rewards that drive the agent towards the
last room should see higher structural scores. The reduced number of SSR updates reduces
the change between different version of the SSR. This should improve the transference of a
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curiosity driven policy to a new versions of the SSR while training. The transference should
improve the sampling distribution.

10 1

15 1

20 A

25 A

30 A

T T

0 5 10 15 20 25 30 0 5 10 15 20 25 30

(a) Initial observation of the environment. (b) Observation when agent enters bottom
Agentin Red right room. Agent in Red
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7 Results

The results demonstrate the links between the sampling method, coverage, quality of the SSR,
and RL performance variables in Figure 5.2. The links are shown for the simple and complex
environment. The relationship between the sampling method and RL performance is shown
by comparing the episode reward achieved by each method. The relationship between the
method and the coverage is shown with an example state visitation count and the KL diver-
gence between the state action sampling coverage and a uniform distribution. The relationship
between the coverage and synthetic state structure is plotted as a KL divergence and the mean
structure scores of each test run. Finally, the relationship between the structure scores and RL
performance measured as the mean total reward achieved over training is plotted.

7.1 Simple Environemnt
7.2 Effect Method on RL performance

Figure 7.1 shows reinforcement learning performance achieved by the four sampling meth-
ods and randomly initialized networks; random sampling(Random), latent space entropy
maximization(Hmax), prediction error maximization(ICM), Uniform sampling state ac-
tion(Uniform), random network initialization(RandInit). The reinforcement learning per-
formance is measured as the per episode reward, rep = 1— %, where 200 is the maximum
steps possible during an episode. The environment reward is 1 or 0 if the agent reaches the
goal. The episode reward plot shows the step modulated reward to increase the resolution of
the RL performance metric. For example, a policy that reaches the goal in fewer steps is better
and should get a better score. Figure 7.1 plots the modulated RL performance of each sampling
method across training epochs averaged across 4 tests with a moving average of 10. Figure 7.1
shows that the RL performance of all methods is similar at episode 100. The most prominent
difference between the methods is that the randomly initialized network takes much longer
to reach that peak performance than the trained networks. The raw data for each run can is
shown in Appendix A.8.

RL preformance
1.0

— Hmax
— ICM
o 0.8 4 —— Random
g Uniform
Q RandInit
£ 06
@
o
o
2
204
c
©
@
Z 0.2

0.0

0 20 40 60 80

Episode number
Figure 7.1: The mean RL performance across 4 runs and standard deviation. The mean episode reward
is also smoothed using a moving average of 10. The shaded area is the standard deviation of the RL
performance across 4 runs smoothed with a moving average of 10. It represents the uncertainty of the
mean RL performance.
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7.3 The Effect of Method on Coverage

The maps in Figure 7.2 show the logarithmic count of the number of times each state in the
environment was visited during the training of the SSR. The data is from a single test run from
each sampling method. The purpose is to show each sampling method leads significant differ-
ences in coverage distributions. The log count is the log(state visitation count +1). If a state is
never visited, then its log visitation count is 10°. The Hmax sampling method had two states
at the bottom center(3,1) and top right(7,7) that each have about 800 visits. The state (5,2) was
not sampled once. Random action sampling has a more even sampling distribution with each
of the states around the initial position (1,3) getting around 400 visits, and every state is visited
at least once. Finally, ICM has a peak of 700 at the initial state(2,3).

state Visitation Count total: {8302} dur cycle<=8

7
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o
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Dimension 1 Dimension 1
(a) Entropy Max(Hmax) (b) ICM
state Visitation Count total: {8116} dur cycle<=8 state Visitation Count total: {3156} dur cycle<=8
7
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o~ o~
= = &
o = o e
2 3 24 10! 5
2 o 2 s}
E 10! E;
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2
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o 1 2 3 4 5 6 T 8 o 1 2 3 4 5 6 71 8
Dimension 1 Dimension 1
(c) Random (d) Uniform sampling

Figure 7.2: Map of state visitation count for each method from 1 test. The count variable is the number
of times the state was visited during training.

Figure 7.3 shows KL divergence of coverage distribution of each method from a uniform dis-
tribution. This metric represents how different the coverage distribution is from a uniform
distribution during training of the SRL. Each point is the KL divergence for a single test run of
SRL training. The KL divergence metric shows a simplified picture of how the different meth-
ods lead to different coverage distributions. The curious sampling methods Hmax and ICM
are less uniform than the random or uniform sampling. ICM also has a wider distribution of
KL-divergences than Hmax. This also shows that the the coverage distribution is significantly
different between each of the sampling methods in this test. The uniform sampling is not ex-
actly zero because of variance in the sampling. This variance can be seen in Figure 7.2.

7.4 Effect Coverage on Structural Performance

Figure 7.4, shows the relationship between the KL divergence of the coverage from a uniform
distribution and the structural scores of the SSR. The more uniform coverage, the more consis-
tently the state representation learning reached a good KNN-MSE score. The uniform sampling
has a consistently low KNN-MSE score between 1 and 1.05. Sampling methods with high ki di-
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Method vs. KL Div
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Figure 7.3: The KL divergence of the state action sampling distribution achieved by each of the methods
from a uniform distribution.

vergence achieved these low KNN-MSE score but also got scores as high as 1.35. This relation
between coverage uniformity does not extend to the other structural quality metrics. Random
exploration leads to the worst hits at k and linear reconstruction performance, and it has a KL
divergence between uniform and the curiosity rewards ICM and Hmax.
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Figure 7.4: The relationship between the KL divergence of the coverage vs a uniform distribution over
states and action

7.5 Effect Structural Score on RL Performance

Figures 7.5a, 7.5b, and 7.5c show the relationship between the structural score achieved by
each test and RL performance. The RL performance is measured as the mean episode reward
averaged over all training episodes of the RL. The per-episode reward usually grows over time
then flattens out as a locally optimal policy is achieved. The mean episode reward over all
episodes is affected by the rate at which the optimal policy is achieved and that policy’s peak
performance. All methods show higher structural scores than random initialization regardless
of the sampling method. The higher structural scores increase the ceiling of the total mean
episode reward. The lower total mean episode reward reduction appears to be driven by a
reduced learning rate when the RL is trained on the randomly initialized network, shown in
Figure 7.1.

7.6 Effect Method on Generalization Performance

Figure 7.6 shows the robustness of the SRL,RL to added noise.The original environment obser-
vation was an RGB image. The noise was added by selecting a random integer between positive
or negative 30 that was added to each color channel of each pixel. If the sum of the channel is
above 255 or below 0 then the sum is clipped to 255 or 0. The noise is stationary across all ob-
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Figure 7.5: The RL performance is measured as the total mean reward over all training episodes reward
achieved during the test.

servations. This means that each channel always has the same distortion. The channel will not
have a different added noise at different time steps. The initial image of the environment can be
seen in Figure A.5. The SRL encoder is kept stationary and the observations with added noise
are used as input. The RL is initialized as the last policy after training from the RL performance
test on the base environment. The change in the mean total reward stays is between 0.22 and -
0.1. This is a significant portion of max reward of 0.9. The RL performance sometimes improves
on the new environment. However considering the range in total mean reward of trained poli-
cies in Figure 7.5a are from 0.7 to 0 it is unlikely that these are significant differences. Figure
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Figure 7.6: The difference between the mean total episode reward on environment and the mean total
episode reward after transfer to environment with added stationary white noise.

7.7 shows that the structural scores are reduced when noise is added to the environment.Each
point in Figure represents the change in the quality of the score with a positive value being an
improvement in the score. The change in the structural score of the randomly initialized net-
work is around zero. This is expected as the randomly initialized network are not biased to any
environment. There is reduction in structural scores for all the sampling methods, however
this did not lead to significant changes in the RL performance transfer.

Figure 7.8 shows the performance of the trained RL policy after transfer to an environment with
a different MDP structure. In this case the goal is on the left side of the environment and the
agent starts on the right. This is the opposite of the original environment. Figure shows that all
performance is lost by all methods. This means that the SSR or the RL policy did not learn a SSR
or a policy that could not adapt to changes in the goal position. Since the environment stayed
the same during training it is not unsurprising that the SSR and policy did not pick up this.
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Figure 7.7: The reduction in the structural score after transfer to environment with added noise

Figure 7.9 shows that the structural loss is significant, but the transferred structure still has su-
perior performance than random initialization. This suggests that the drop in RL performance
after transfer to the inverted environment may be primarily do to the RL not transferring.
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Figure 7.8: The mean episode reward after transfer to inverted environment A.6.
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Figure 7.9: The change in the structural score performance after transfer to inverted environment shown
in figure A.6

7.7 Effect of Sampling order on Structural performance

Figures 7.10a, 7.10b, and 7.10c show how the method affects the synthetic state structural
score. They compare the structural scores achieved by different sampling methods to the scores
achieved by a randomly initialized neural network with no training. The data shows that the
structural scores achieved by the sampling methods are much better than a randomly initial-
ized network. The effect of the sampling method on the structural performance is limited com-
pared to the presence of training. The distributions of the structural scores overlap significantly
for mean hits at k and KNN MSE score, suggesting that there may be no statistically significant
relationship between the sampling method and the structural scores.

Figure 7.11 explores the relation between the KL divergence from the uniform of the coverage
of the first SRL training cycle vs. the structural score achieved at the end of training. If the
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Figure 7.10: The Hits at k score , KNN-MSE, and linear reconstruction for each of the 4 test runs each
test achieved from each of the 4 sampling methods method. The Hits at k is the average number of
common nearest neighbors between the synthetic and true state space. A perfect score would be 4, the
worse score is 0. The lower THE KNN-MSE the better, a perfect score for the Grid world environment is
close to 1. The lower the linear reconstruction error the higher the quality of the SSR. A perfect score of
0 would mean that the synthetic state space is a linear transform of the true state space.

coverage at the beginning and end of training affect the structural score differently, then the
temporal behavior of the coverage may be important relative to the final coverage. Figure 7.11
shows that the coverage of the first cycle has similar relation to structure as the coverage after
eight cycles. The KNN-MSE score has a lower ceiling as the kl divergence from uniform de-
creases, and random sampling leads to the highest linear reconstruction error. There is one
major difference in the coverage between the first and last cycle. After one cycle the Hmax
reward has a lower mean KL divergence from uniform than ICM. After 8 cycles, Hmax has a
similar mean KL divergence from uniform.
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Figure 7.11: The relation between First cycle kl divergence divergence from uniform and structural val-
ues

One issue with training a state representation is that the synthetic state space is not stationary.
The changing state space makes it difficult to learn a policy while the SSR is training. Figure 7.12
shows the external reward achieved during training of ICM and Hmax the sampling methods
that try and maximize the total reward of the environment. The external reward achieved does
not improve after multiple cycles. This means that alternating between training the RL and
SRL did not allow the DQN to compensate for the changing SSR. If the RL could compensate
for the changing SSR, then the policy improvement would be similar to the RL performance on
a stationary state-space shown in Figure 7.1.
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Figure 7.12: RL performance during training of the state representation network on default environment

7.8 Complex Environment

The Figure 7.13 shows the mean reward achieved over episode training a RL policy on each
of the SSR trained with different sampling methods. Only the randomly initialized synthetic
state representation network were able to learn policies. This suggests that the training of the
SSR regardless of sampling distribution was detrimental to the RL performance of the synthetic
state representations.
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Figure 7.13: For the Complex environment, the mean RL performance across 4 runs and standard de-
viation. The mean episode reward is also smoothed using a moving average of 10. The shaded area is
the standard deviation of the RL performance across 4 runs smoothed with a moving average of 10. It
represents the uncertainty of the mean RL performance.

The Figure 7.14 shows the divergence from uniform coverage distribution achieved by various
sampling methods. The Hmax, ICM, and Random arrived at very similar KL divergence values.
The uniform sampling achieved an almost uniform coverage. This can be due to the fact that
the uniform sampling has a little noise due to the sampling being random therefore it is not
perfectly uniform.

In Figure 7.15 an example coverage heat map for each sampling method is shown.The data is
taken from one test run of the four test runs for each sampling method. This reaffirms the data
shown in Figure 7.14, the coverage in the Hmax, ICM, and Random tests are very similar which
is reflected in the similar KL divergence from uniform.
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Figure 7.14: For the complex environment, the KL divergence of the state action sampling distribution
achieved by each of the methods from a uniform distribution.
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Figure 7.15: The complex environment Map of state visitation count for each method from 1 test. The
count variable is the number of times the state was visited during training.

The Figure 7.16 shows the relation between the KL divergence from uniform of each test and
the corresponding structural scores. Uniform sampling creates a cluster of good structural
scores with low variance. The structural scores of the other sampling methods achieve a lower
mean structural score with a larger variance than uniform sampling. The concentration of
good scores for the uniform sampling across all three scores suggests that uniform sampling
increases the likelihood of good structural scores.

The Figure 7.17 shows the relationship between the structural scores and the RL performance.
The random initialized networks have bad structural scores however score the highest RL per-
formance. Some of the trained SSR have similar structural scores to the randomly initialized
networks however still do not get any reward. This suggests that something about the untrained
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Figure 7.16: In the complex environment, the relationship between the KL divergence from uniform of
the coverage and the structural measures Hits at k, KNN-MSE, and linear Reconstruction

structure is allowing the policy to be learned, while the trained SSR are making it more difficult
to train a policy.
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Figure 7.17: The complex environments relation between structural scores and rl performance

The Figure 7.18 shows some example TNSE mappings of the 10 dimensional synthetic state
space for the complex environment into 2 dimensions. Figure 7.19 shows some example the
TNSE mapping for the simple environment. The TNSE mapping allows for the visualization
of high dimensional structures in two dimensions. The TNSE is a nonlinear mapping and the
scale of the TNSE mapping does not have meaning. The TNSE of the synthetic state represen-
tations for complex environment, Figure 7.18, shows the states in each room tend to cluster
when the SRL is trained. Randomly initialized networks do not have any particular structure.
In the TNSE of the synthetic state representations of the simple environment, Figure 7.19, you
can see that SRL maps the left and right rooms away from each other with adjacent states close
together. This difference in how the environments are structured could be why the trained SRL
gives good RL performance in the simple environment and not in the complicated environ-
ment.
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8 Discussion

The results of the experiment are that different sampling method do not significantly improve
the RL performance of the trained SSR. Training the SRL improves the learning rate of an RL
when trained on the SSR for only a simple environment. For the simple environment the dif-
ference in coverage does not significantly affect the structural scores of the SSR. uniform cov-
erage improves the likelihood of good strctural scores. Improved structural scores can improve
RL performance however this may be heavily dependent on the environment. The results are
not conclusive enough evidence to claim that curiosity rewards improve the SSR on a simple
environment or complex environments.

8.1 Effect Method on RL performance

The results shown in Figure 7.1 show that the mean episode reward of all sampling poli-
cies(random action, uniform, ICM, and Hmax) are within a standard deviation of one another.
The small change in mean compared with the standard deviation makes it difficult to conclude
one sampling policy leads to a significantly higher RL performance than another. Therefore, we
conclude the sampling policy does not affect the RL performance metric of the synthetic state
representation. The relation between RL performance and the sampling method is determined
by two intermediate variables coverage and synthetic state structure. These variables are linked
by three causal connections, the effect of the sampling method on the coverage, the effect of
coverage on the structure of the synthetic state representation, and the effect of structure on
RL performance. The lack of relation between the beginning and end of the chain means that
at least one of these causal connections is not strong. The lack of relationship between the
method and the RL performance could be caused by the simplicity of the environment. The
environments simplicity may allow for good generalization could allow performance metrics
to be very similar even with sub-optimal sampling coverage.

The results in Figure 7.13 show the effect of the SRL sampling method on the RL performance
on the complex environment. In the simple environment the trained synthetic state repre-
sentations improved the RL performance even if the improvement was slight. In the complex
environment the trained SSR significantly hurt the RL performance. This could be because the
complicated environment needs different actions for each state in each room. As shown in Fig-
ure 7.18, the trained synthetic state representations for the complex environment cluster all the
states in each room together. This could make it difficult to apply different actions to each state
within the room. This property is mentioned as detrimental to a SSR in section 3.6. The simple
environment can get a reasonably successful policy with only the left room action being up and
the right room action being down. This might mean that if adjacent states do not require the
same action state representation learning could be detrimental to policy learning.

8.2 The Effect of Method on Coverage

There is a significant relationship between method and coverage distribution as shown in Fig-
ure 7.3. The different methods achieve different KL distributions. The difference in coverage
can also be seen in the example state visitation map in Figure 7.2. Each of the methods is sig-
nificantly different distribution considering the log scale. Therefore, there is a relation between
the method and the coverage.

The results in figure 7.14 show that different curiosity driven sampling methods can get the
same coverage. This could be caused by the episode length being to short to allow an unique
distribution.
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8.3 Effect Coverage on Structural Performance

The relation between the coverage and the structural scores does not appear to be significant.
There could be a relation between KL divergence and KNN-MSE where less uniform coverage
leads to worse scores on average, see Figure 7.4b. However, the connection does not appear
in the other two structural quality metrics. Therefore, it difficult to conclude that there is a
significant relationship in this environment.

In the complex environment the uniformity of the coverage leads to a significant improvement
in the the consistency of good structural scores is improved. This can be seen in Figure 7.16.
This shows that uniformity of sampling is important to structural performance when the envi-
ronment has features that do not generalize from one part of the environment to another.

The KL divergence metric is the KL divergence between the state action sampling distribution
of the method and uniform distribution. KL divergence metric is not a perfect measure to use as
the coverage variable as it has a narrow meaning. The first issue is significantly different distri-
butions can lead to the same KL divergence. For example, if the two distributions are symmetric
across the state action space. The KL divergence also does not capture the change in the cov-
erage over training. Since the KL divergence metric was calculated after the training had been
completed. The metric ignores the temporal component of the sampling distribution, which
could be important considering past research on curriculum learning (Bengio et al., 2009). The
KL divergence is only a measure of how uniform the coverage is, and some other characteristics
of the coverage may be important to learn a good SSR.

8.4 Effect Structural Score on RL Performance

Finally, there appears to be a relationship between structural scores and RL performance. The
Figures 7.5a, 7.5b, and 7.5¢ show two clusters are formed by the trained SRLs and the randomly
initialized synthetic state representation. The trained SRLs have a higher performance ceiling
than those trained on a randomly initialized SRL. The lack of relationship between the sam-
pling method and RL performance appears to be caused by the fact that all sampling methods
achieve similar structural performance despite differences in coverage.

In the simple environment the relation between structure and RL performance appears only
because of the low score and lower RL performance of the randomly initialized SRL. This sug-
gests that the structure performance affects the RL performance. However, the relationship
between different sampling policies and structure performance for this experimental setup is
very low. This could be because the test environment has low complexity. The change in the
observation is consistent for each action across the entire state space. This allows the state tran-
sitions in the initial room may generalize well to the other room. Good generalization means
sampling bias toward one location is not as impactful.

This relation does not appear in the complex environment. In the complex environment the
improved structural scores do not translate to improved RL performance. This is shown in
Figure 7.17, where the randomly initialized SSR have low structural score and high RL perfor-
mance. The trained synthetic state representations also can have similar structural scores to
the randomly initialized representations. These trained representation also have low RL per-
formance this suggests that the structural scores are not closely related to RL performance.
Instead a different unknown component of structure may be related to RL performance. The
trained SSR regardless of the structural scores show some sort of state clustering where adjacent
states are placed close together, when adjacent states require different actions this clustering is
detrimental to policy learning. The difference in the relationship between structural scores and
RL performance between complex and simple environment suggests that structural scores are
not a good indicator of RL performance for all types of environments. This conclusion is sup-

Robotics and Mechatronics Beck Wittenstrom



3fnifying State-Representation Learning with Intrinsic Motivations in Reinforcement Learning

ported by other works that have found randomly initialized networks to be superior to trained
networks on some environments (Burda et al., 2018a; Raffin et al., 2019).

8.5 Effect Method on Generalization Performance

The sampling method also does not seem to significantly improve generalization performance.
All SRLs trained using the four sampling methods experiencing similar loss of structural per-
formance when transferred onto a new enironment. The structural scores are after transfer are
still superior to a randomly initialized network showing that the structural performance of the
SRLs is at least somewhat robust to noise as shown in Figure A.7.

The RL performance sometimes improved when the policy was tranfered to the noisy eniron-
ment which should not occur. This could be caused by the instability of the DQN method, with
it producing a very wide range of RL performances as seen in Figure A.8. The DQN performance
can shift radically from episode to episode.

The transfer to the inverted enironment caused similar loss in structural score however the
performance of the RL policy did not transfer at all. This was expected as the policy was trained
on the same enironment it did not have the opportunity to learn that it needed to reach the
goal, and instead learned that it needed to go up in the left room right at the top and down in
the right room to get the reward.

8.6 Effect of Sampling order on Structural performance

We found that the temporal characteristic of the coverage seems to not affect the structural
quality. An effect may appear in a more complex environment, such as an environment with
tiered difficulty. An example, being the paper (Oudeyer et al., 2007) in which there are three
tasks of varying difficulty and analysis. The easiest task is sampled first and the hardest last to
improve learning. The grid environment does not have dynamics of varying difficulty, there-
fore this test cannot determine if a sampling easiest to hardest improves state representation
learning.

This conclusion is supported by the lack of relationship between each method and structural
scores shown in Figure 7.10. Assume different methods may lead to different coverage sam-
pling orders and different orders led to changes in structural score. Then, there would be a
relationship between method and structural score. The lack of relationship suggests that there
is no effect of the order on the.

The evidence of no connection between the sampling order and the reward, relies on the as-
sumption that the test environment will generalize to all other test environment and that dif-
ferent methods generated significantly different sampling orders. This is similar to the idea that
the coverage may not significantly affect structural scores, because the generalization from one
room to another is to easy. Structural quality gains from a specific sampling order may only vis-
ible when the environment has areas contain many of the same features but add complexity in
certain areas.

8.7 Effect of non-stationary state space on RL performance

The work (De Bruin et al., 2018) uses alternating training to train an RL while the state space is
change. The strategy did not work for the test environment. Likely, the DQN could not transfer
performance between updates because there were too many SRL updates per cycle. (De Bruin
et al., 2018) used alternating cycle used episode then made 16 updates of the SRL with batch
size 16, then 16 updates of the RL with the same batch size. Our experiments use 1000 SRL
updates per cycle. The number of updates in a cycle of DeBruin is much smaller than perhaps
allowing the RL to adjust to the new states. The other possibility is that a different learning rate
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caused the change DeBruin also used a learning rate of 0.0003. We use a similar learning rate
0f 0.0002.

8.8 Further research

Past research has shown that the different environments and different SRL losses can pro-
foundly affect RL performance (Raffin et al., 2019). Different environments and SRL losses
may also affect the relationship between the sampling method and SRL performance. A dif-
ferent SRL method might benefit more from a nonrandom sampling policy. For example, an
SRL that uses the entire trajectory instead of isolated transitions will be improved significantly
by nonrandom action. A different environment that does not generalize well from its initial lo-
cation may allow the sampling method to improve the SRL more. The environment will make
the bias of random action to the initial location more detrimental to learning a good synthetic
state space. Another option is an environment with dynamics of varying difficulty that can be
learned in an effective order. For example, two rooms on either side of the starting location, the
room on the left has simple dynamics( an empty room) meanwhile the room on has moving
obstacles. The state representation learning might benefit from learning the simple dynamics
first then moving to more complicated ones.
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9 Conclusion

Do curiosity rewards improve the, generalization, quality, or sample efficiency of a state repre-
sentation learning algorithm?

Curiosity rewards do not improve any property of state representation learning algorithms
above random action policy. In the simple environments different coverages did not lead to
superior structural scores or RL performance. This could be because the feature transitions
at the initial location generalize to the entire enironment. On the complex environment, cu-
riosity rewards failed to achieve significantly different coverage from a random action policy.
The 1l performance was also not significantly affected by the sampling method. The results
show that curiosity rewards did not improve state representation learning compared to ran-
dom action policy. On the complex environment the uniform sampling had a significant effect
on the structural scores. This suggests that in environments without generalizable features the
sampling method has an effect on the structure on the synthetic state representation. The re-
sults also showed that this structure did not lead to improved RL performance. However, the
connection between coverage and structure implies that if the connection between structure
and RL performance were better understood curiosity driven sampling could be an important
component to ensure good structure.

The results show that there is no benefit to curiosity rewards for this environment, but the
possibility that it could be beneficial for a more complicated one.

To what extent does the uniformity of coverage of observations/states affect the quality of the state
representation?

Uniformity increases the likelihood of good structural scores only on the complex environment.
Uniformity ensures that all state transitions are sampled and weighted equally in the state rep-
resentation learning algorithm. This property contributes to state quality when the environ-
ment is complicated enough that features learned in one area of the environment do not easily
generalize to other areas. For example, in pick and place robotics task features learned for pick-
ing boxes may not generalize to picking fruit.

To what extent does the order that observation/states are visited affect the quality of the state
representation?

The order of observations has no effect on the quality of the state representation. The differ-
ence in correlation between the first cycle, second cycle and structural quality is not a very
strong measure. Since, the measure for this relation is weak a confident conclusion is difficult
to make. A environment with a clear curriculum learning path where different areas in the en-
vironment offer increasing difficulty may show more of a result. An example may be where
the combination of two features in two areas of an enironment allow generalization to a third
unexplored area.

How to compensate for a non-stationary state space? Alternating, between RL and SRL updates
was not enough for the RL to learn a good policy while the SRL was training. The result may
be due to non optimal training hyperparameters. Practically this means that the time spent
training the SRL will make training its corresponding 1l take longer. Therefore, further research
may need to consider when it is better to train an SRL with the expectation that it improves
overall performance and when randomly initialized SRLs work better.
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A Appendix 1

Al
A.2 Information theory background

A learning robot has its progress constrained by the minimal directed information rate from
the enviorment to the agentTiomkin and Tishby (2017). There for it is worth investigating mea-
sures of directed information for SRL. Directed information is the causal mutual information
between two signals over time. It also bounds the capacity of a channel with feedback much
like mutual information fora memoryless channel. This property also means it bounds pos-
sible gains in a reward from causal side information. To calculate directed information it is
first import to understand the causal conditioning of probability is different from non-causal
conditioning, shown below:

T . .
pX YTy = [T plxilxi=tyh)

i=t

T .
pX 1Y =TT prilx;™ v
i=t
The signal at time step t must be synchronized between all sequences. A variable that can be
causally conditioned on a sequence or a random variable at a particular time 7 leading to the
following formula.

T . t+T .
pX N Yeer) = [ peil X Yieo) [ pil X 7H
i=t+7T i=t

T .
pX | Yiar) =[] p(Xi1 X[ 7Y, Yiwr)

i=t

The entropy a causal condition variable is defined by the following causally conditioned en-
tropy, where <.> is an expectation operator.

HxIyh = —<ln [P(XtTIIYzT)]>p(XT ¥

This entropy lets us define the Directed information.

The directed information from one sequence to another is defined as the reduction in entropy
of one sequence causally conditioned on the other Kramer (1998).

Ixr—-vh=uayh-ayl xh

A.3 Directed information reward to agent to reward

In Tiomkin and Tishby (2017) and Binas et al. (2019) they use the directed information from
the state to the agent as a measure of how fast state the agent can learn about the enviorment.
The directed information over a trajectory is decomposed into a bellman type operator where
mutual information is added to a previous estimate of the directed information. This allows for
the directed information to be integrated into a classic RL algorithm. The calculation of mutual
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information is then simplified to the estimation error of the next state given the last state and
action and the uncertainty when the next action is also known de Abril and Kanai (2018).

ri =ISre1— f (St anl = ISee1 — f (St ar, are1)l

This connects nicely with Pathak et al. (2017) that used forward state prediction error. My hy-
pothesis is the direct information from the reward to the agent will optimize the agents learning
of the state representing.

To turn the directed information into a usable reward we first represent it as entropy calculated
by the expectation operator <.>.

T Ty T+1 Ty T+1 T,.T+1 T
Ia; —rills ) =H(rp lls) — H(rg sy, ap)

T+l

_<l p(rl‘”a t+1)>
- TiT+1 T.al sT+
plrylls, ) Fpeiansh

Then using the graph in figure A.1 using d-separation rules it is possible to prove that the prob-
ability of R is independent of past values of R, A and S.

<1 l—[p(rllal,sl+1,8)>
p(rtT'at' T+1

i=t P(r [Si+1,8:) s
Use log rules and this becomes a sum of

T

-y <1n P(rildi,8i+1,8i)>
- T
i=t p(rt |Si+],3i) p(rtT'az' ;++11)
This can be written as a bellman recursion. Where
T

Z <ln p(rilai, Si+1, i)

_<1 p(rt|at»5t+l’st)> >
plroal,sfih S0 p(relsiv1, si) /7 palal,siih

p(relSe+1,81)

T+1
= H(relse+1,50) = H(relses1,80,a0) + I(aj,, — rmllsm

. T T T+1
=1I(ry; aglsev1, 80 + 1@ — 1pq11805)

and according to de Abril and Kanai (2018) entropy can be approximated by prediction error so
the mutual information I(r;; a;|s¢+1, S;) can be written as:

=|re— f(Ser1, )1 =11 = f(St+1, Sty ar)l

This can be used as a reward in a standard Q maximization algorithm.

Beck Wittenstrom University of Twente



APPENDIX A. APPENDIX 1 41

A.4 Related Curiosity works

Random action is not the most efficient exploration policy. The agent can be given some intrin-
sic reward to improve the exploration policy without external rewards. The intrinsic reward is
added to the external reward r;. The intrinsic reward should reward the agent for visiting true
states that have not been previously visited. This leads to some exploration methods based
on rewarding an RL agent for visiting states that it has not visited before using the reward in
equation 4.5 n(s, a) is the number of times the state action pair (s, a) has been visited.

p

ri= NCTO) (A.1)
The count method is ineffective in continuous spaces. Two methods that encourage the sim-
ilar behavior are prediction error based methods and goal based methods. Prediction error
methods the error in the forward model of a learned state representation as a reward for an RL
algorithm Pathak et al. (2017). They work off the assumption that as the robot occupies an area
of space it will begin to learn the forward model the lack of error will make the robot "bored"
and it will seek out new experience. This method can get stuck on a white noise generator in the
enviorment as prediction error will never decrease if the enviorment is not predictable. Goal
based methods generate goals that if the robot reaches it gets a reward. The goals are gener-
ated so that it is not trivially easy for the agent to reach the goal. The more the robot learns the
harder the goal generator will make the goalsHeld et al. (2018). The prediction error and goal
based methods both work by encouraging the agent to attempt tasks that are difficult but not
too difficult. This idea has its roots in learning psychology Oudeyer et al. (2007).
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Figure A.4: The distribution of samples between the four rooms of the complex environment over time.
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