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ABSTRACT 

The rise of the information communication technology (ICT) and infrastructure, the recent technological 

advancements in computational power, and the introduction of new tools such as smartphones, tablets, and 

laptops, are giving service providers and software developers a unique opportunity to provide more and more 

functionalities and services through the web. Thanks to this opportunity, like others, GI scientists and professionals 

use the web as a new infrastructure to provide GIS services. Today almost all desktop GIS functionalities could 

be provided on the web using geospatial web applications. A geospatial application uses web technologies to obtain 

data and information, process this data, and disseminate it. It also uses the web for communicating between these 

three main components. 

Compared to desktop GIS, geospatial web applications have several advantages, and the most important one is 

that their development process is cheaper and faster. There is no need for updating software and data in geospatial 

web applications. These applications have higher levels of accessibility to users, and they are better suited to data 

acquisition and dissemination on the network. However, there are some issues in developing geospatial web 

applications that cause some disadvantages. Along with technological advancement, users expect more 

functionalities from geospatial applications. Users are always looking for more advanced analysis on massive 

geospatial data (with various data types from different resources) in less time. That is why geospatial web 

applications should be able to access and handle massive amounts of spatial and non-spatial data with different 

formats from multiple sources.  Another major issue in geospatial web application development is rapid changes 

in web development technologies and platforms, making it hard for the applications to keep up with the pace. 

Since most of these applications are based on a particular technology, they cannot be updated for the new 

technologies and have to be developed from scratch. Also, issues regarding application security and spatial privacy 

are among the most significant geospatial web application development challenges. 

Several web application development methodologies such as Model-Driven Development (MDD) or Data-Driven 

Development could help developers deal with these issues. This research proposes the Pattern Based Model Driven 

Architecture (PBMDA) for geospatial web application development. The PBMDA approach is based on the Model 

Driven Architecture (MDA) and tries to integrate software design patterns into the MDA process. MDA is based 

on the MDD notation and emphasizes the use of models with different abstraction levels in all phases of the web 

development process, and software design patterns are standard solutions for recurring problems in software 

development. Using the PBMDA approach, we can ensure flexibility, interoperability, better communication, and 

inclusion in the web development process. 

Based on the PBMDA approach, we first developed a Domain Specific Language (DSL) for a particular geospatial 

web application. Then, considering the technical specifications related to the application’s implementation and 

preferred platforms (implementing using a JavaScript stack, e.g., MongoDB, ExpressJS, ReactJS, and NodeJS), we 

created a Platform Specific (PSM) metamodel. We generated a PIM-PSM transformation function using pattern-

based model transformation (PBMT) with PIM and PSM metamodels. Next, the Computation Independent Model 

(CIM) has been developed using the application logic. Using created CIM and generated DSL (PIM metamodel), 

we have developed the PIM. Finally, using the PIM and transformation function, we have generated the PSM. The 

application code generated automatically from the PSM. 

 

Keywords: 

Geospatial web application, Model Driven Architecture (MDA), Pattern Based Model Driven Architecture 

(PBMDA), model, metamodel, Platform Independent Model (PIM), Platform Specific Model (PSM), Domain 

Specific Language (DSL), software design patterns, the Observer design pattern 
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1. RESEARCH INTRODUCTION 

1.1. Introduction / Research background 

Currently, thanks to recent technological developments in information technology, expansion of internet networks 

(e.g., 3G, 4G, and 5G in the near future) to almost any place in the world, and recent improvements in smartphone 

technology, web, and mobile applications have become sophisticated tools. They are used in many aspects of our 

daily life. From personal uses such as car navigation, shopping, and package delivery to highly elaborated uses in 

businesses to disseminate valuable information and data through different platforms to diverse stakeholders in big 

companies and governments. 

A web application (or web app) is software that, unlike other computer software that runs on the local device, runs 

on a web server (Chaffee, 2000). Web applications are complicated systems dependent on a variety of software 

and hardware tools, internet protocols, programming languages, user interfaces, and many more standards. In 

many cases, these web applications have geospatial aspects and provide some spatially related services. In some 

other cases there are geospatial web applications which their primary goal is to provide explicit spatial services for 

end users (professionals who need this geo-related information). 

Recent developments in information networks, along with the exponential increase in computing power, and the 

incredible developments in smartphones, tablets, and other location-aware devices, led to unprecedented growth 

in the number of geospatial web applications. However, most of these applications are just viewers and mush-up 

applications with some innovative look and feel, but they follow the traditional paradigm of working with their 

data. There are several problems with this kind of web application: the high cost of production, selling, and 

maintenance, being time-consuming and inefficient in many cases, and tightly coupled data and services. 

Current geospatial web applications face serious productivity issues in terms of required time and labor for 

application development. The final product could be late for the market, and in some cases, essential functionalities 

might be missed by the development team. This problem is mainly because of a lack of documentation and proper 

communication in web development teams since each team uses a different approach, and it is hard to 

communicate their work with new team members, which leads to problems in application maintenance and 

upgrade. The high dependency on a specific platform and technology also is a problem with current approaches 

to web development. This causes severe issues when a new technology is introduced, it is almost impossible to 

upgrade the application, and it should be developed from scratch. Usually, geospatial web applications need to 

have access to data and web services from multiple resources. They should be able to integrate these different web 

services and datasets and provide the desired functionalities for users. However, most current geospatial web 

applications are tightly coupled with certain types of data (specific data with specific format from a particular data 

source) and technology, which is considered a limitation since, with a change in data and technology, they cannot 

function well and provide necessary services. 

With continuous enhancement of quality and quantity of web technologies and web development platforms, 

several web application frameworks and design patterns have been developed to solve some of the problems and 

issues with traditional web application design patterns. This research emphasizes creating a clear architectural 

pattern that system developers can use to design and implement cutting-edge geospatial web and mobile 

applications using the Model-Driven Architecture (MDA) development process. The MDA is an architectural 

framework for software development adopted by the Object Management Group (OMG) in 2001. In the MDA 

approach, the model is the central element in the process of software development, and model implementation 

and software code generation happen through a set of automatic transformation rules. 

Software engineers and web developers are increasingly using the MDA to develop all kinds of software and web 

applications for different domains. There is a logical separation between the application’s conceptual model and 
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its implementation on a specific platform with a particular technology in the MDA. This separation of concerns 

makes this methodology ideal for developing geospatial web applications. Plus, the fact that MDA is based on 

models and modeling processes makes it more unique for geospatial application development since these models 

can help experts capture and express geospatial domain problems and their respective solutions more efficiently. 

Working with computer modeling languages (such as Unified Modeling Language – UML) provides a unique 

capacity for MDA in documenting application development processes. We also try to integrate the software design 

pattern concept into the MDA by proposing the Pattern Based Model Driven Architecture (PBMDA) approach. 

The proposed methodology for web application development in this research will have the following 

characteristics: it is based on the principles of separation of concerns, provides the capacity for code and model 

reusability, can be used for developing new applications and models, needs less time for application development 

(especially for new applications that are based on it), and has a lower level of code complexity. 

 

1.2. Problem statement 

There have been several kinds of research on applying the MDA framework to web application development. The 

MDA framework is currently used by many big companies and organizations to increase the quality of software 

and web applications in their respective field. Design patterns are also widely used by software engineers and web 

developers as a development strategy in the software industry and several research projects. However, the number 

of research articles and applications that combine these two software development paradigms is restricted to a few 

workshop articles, scientific reports, and a limited number of development projects. 

This research is trying to develop the PBMDA, which essentially is an architectural pattern that integrates design 

patterns into the MDA for geospatial web applications. It makes it unique in terms of the research approach and 

implementation. The resulting web application, which is expected to be created by the end of this research, will be 

one of the few (if not the only) examples of applying the PBMDA approach for geospatial web application 

development. 

 

1.3. Research objectives 

This research's main objective is to define a clear architectural pattern for the design and development of cutting-

edge geospatial web and mobile applications. This architectural pattern facilitates the integration of software design 

patterns into the MDA approach to improve the development process of geospatial web applications in terms of 

application quality and the amount of time and energy required for application development and maintenance. The 

proposed PBMDA provides established solutions for recurring geospatial application design problems. It could be 

used by GIS developers and software engineers to develop an elaborated geospatial web application based on 

scientific methods. 

Based on the main objective, there are four sub-objectives to this research: 

1- To investigate different web development methodologies 

2- Introducing MDA methodology for geospatial web development 

3- To propose a Pattern-Based Model Driven Architecture for geospatial web application development 

by integrating software design patterns into MDA  

4- To develop a prototype geospatial web application based on the proposed pattern to demonstrating 

its applicability to the field 
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1.4. Research questions 

Related questions to the first objective: 

• What are the main approaches and methodologies for web application development? 

• What are the essential criteria to consider for web application development? 

• What is the best methodology for web application development? 

• What are the specific requirements of geospatial web applications that should be considered in the 

development process? 

Related questions to the second objective: 

• What is MDA, and what are its main characteristics 

• How this approach addresses those criteria important for geospatial web application development? 

• What are the main steps to develop a geospatial web application using the MDA approach? 

Related questions to the third objective: 

• What are design patterns, and how they can improve the web development process? 

• What are the main challenges in geospatial web application development using MDA? 

• How can software design patterns be integrated into MDA to create a Pattern-Based Model Driven 

Architecture (PBMDA)? 

Related questions to the fourth objective: 

• What are the user requirements in a proposed geospatial web application? 

• What are the main functionalities (components) in this application to address user requirements? 

• How can we use the PBMDA approach to develop a web application for one of these functionalities? 

 

1.5. Research outline 

The main phases of this research are literature review, methodology development, and implication of the developed 

methodology, conclusion, and discussion. Here you could find the structure of this thesis: 

Chapter 1 provides the necessary information for the research, such as its background, problem statement, and 

research objectives. Research questions related to each objective are also represented in this chapter. 

Chapter 2 is on the literature review and is the primary basis for the research. At first, the notion of Object-

Oriented software development and its central concepts are reviewed. The next part of the literature review 

contains an overview of web application development, its history, and its current status. In this part, the current 

web applications and their development problems are examined, and a set of criteria for web application 

development focusing on geospatial web applications is presented. In the end, we examine different web 

application development methodologies and discuss the advantages and disadvantages of each methodology 

concerning application development criteria. 

Chapter 3 is on the research methodology development. At first, the MDA methodology for software 

development and its main characteristics are explained. Then we discuss how MDA could be used for developing 

web applications. The rest of this chapter is about the PBMDA methodology and how it could integrate software 

design patterns into the MDA process. At the end of this chapter, based on the PBMDA, a platform-independent 
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metamodel and a platform-specific metamodel for a prototype geospatial web application will be developed. These 

metamodels are the basis for developing a geospatial web application in the next chapter. 

In chapter 4, we are using the PBMDA methodology and the two metamodels (platform-independent metamodel 

and platform-specific metamodel) acquired in chapter 3 to develop a geospatial web application (an application to 

locate and find properties based on user queries). To develop this prototype application, we go through all stages 

of application development in PBMDA and generate CIM, PIM, PSM, and finally, the application code. 

In chapter 5, we try to answer research questions based on the results of previous chapters. In this chapter, we 

also try to summarize the entire research and what has been done in each chapter. This chapter also includes 

sections about research limitations and recommendations for future research on this topic.
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2. LITERATURE REVIEW 

2.1. Introduction 

The main goal of this chapter is to provide an overview of the current and the past academic literature on the main 

topics of the research. It also provides a basic overview of Object-Oriented (OO) software development and 

focuses on how OO software development, software design patterns, and MDA can interact. The outputs of this 

chapter are the main base for the next chapter, which is about developing a methodology for PBMDA and how 

to implement it for a geospatial web application. 

At first, the Object-Oriented Programming (OOP) paradigm in computer science will be introduced, and its main 

principles will be discussed. The notion of OOP is of high importance to our research and having a good 

understanding of the principles of the OO is vital in software development. Moreover, OO is one of those 

concepts in computer science directly related to other central topics in this research, such as software design 

patterns and the MDA. 

After explaining the OOP and its principles, software design patterns and their importance in software 

development will be explained. Finally, there will be some explanation of the related definitions, history, and their 

importance in developing software and geospatial web applications. 

The next part of this chapter reviews web applications and web application development methodologies, tools, 

and frameworks, emphasizing geospatial web applications and their unique characteristics. 

The last part of this chapter is devoted to MDA as one of the software and web application development 

methodologies. After describing the main concepts and principles of MDA, the main steps toward developing 

software using MDA will be examined. 

In research on geospatial web applications, the first thing to do is provide a clear definition of the main research 

concepts and keywords. One of the main keywords in this research is “geospatial web application,” so in rest of 

this chapter will discuss the current definitions and explanations on this keyword.  

 

2.2. Object oriented software development 

The OO paradigm in software development is used to capture/manage the complexity of real-world problems 

using the principles of abstraction and the notion of objects and classes to encapsulate this knowledge (Wirfs-

Brock et al., 1990). So, identifying the proper object and classes, their attributes and methods, and relationships 

between them is among essential goals in the OO software development. 

 

2.2.1. Object oriented software development life cycle 

While there are several methodologies in the software development domain which use the OO paradigm (Brambilla 

et al., 2012; G. Rode, 2008; Wirfs-Brock et al., 1990) there is not a widespread agreement in the academic and 

professional community on the common standards and specifications related to it and its implementation. 

In general, regardless of the methodology in use to implement the OO approach in software development, it can 

be concluded that based on the OO paradigm, the software development life cycle generally consists of four main 

phases: analysis, design, implementation, and testing (Armstrong, 2006; G. Rode, 2008; Wirfs-Brock et al., 1990). 

Of course, there might be some overlapping or iteration in these phases based on the specific OO methodology 

in use, but most of them more or less include these four phases. 
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Figure 2-1- The OO software development life cycle and patterns (G. Rode, 2008) 

As is visible in figure 2-1, different kinds of patterns could be used in different phases of software development. 

Architectural patterns have the highest level of abstraction and large design granularity. They are used in the early 

design phases of the software development life cycle. Analysis patterns have a medium granularity, and they usually 

are dealing with domain issues. Design patterns have a small granularity and are in a lower abstraction level. They 

also are used in the design phase and are closely related to the implementation phase. With the smallest granularity, 

idioms fall entirely in the implementation phase. They directly deal with a specific programming language (G. Rode, 

2008; Vlissides, 1997). 

The software design phase is central to the OO approach and should be sound and robust. Software engineers and 

designers use architectural patterns, analysis patterns, and design patterns for a faster, more scalable, and better 

software and application design. 

 

2.2.2. OO software development concepts 

Although several books, scientific articles, professional reports, and conference papers exist about the OO software 

development paradigm, there is still a lack of agreement on its fundamental concepts between different parties and 

individuals in the software engineering domain. However, several computer scientists and professionals in the 

software community tried to develop such a concept that others could use widely (Wirfs-Brock et al., 1990). 

In one of the best practices, Armstrong identified thirty-one important OO-related concepts in the software 

development field based on a survey of several existing publications about OO software development. He found 

that only eight of those concepts are utilized in nearly every classification (Armstrong, 2006). These eight 

fundamental concepts of the OO paradigm identified by several academics and professionals are shown in the 

table 2-1. 

 

Construct Description 

Structural construct 

Abstraction Creating classes to simplify aspects of reality using distinctions inherent to the problem 

Class A description of the organisation and actions shared by one or more similar objects 

Encapsulation Designing classes and objects to restrict access to the data and behaviour by defining a 

limited set of messages that an object can receive. 

Inheritance The data and behaviour of one class is included in or used as the basis for another class. 

Object An individual, identifiable item, either real or abstract, which contains data about itself 

and the descriptions of its manipulations of the data. 

Behavioural construct 

Message A way of access, set, or manipulate information about an object 

Message passing An object sends data to another object or asks another object to invoke a method 

Polymorphism Different classes may respond to the same message and each implement it appropriately. 
Table 2-1- Armstrong’s two-construct OO taxonomy - adopted from (G. Rode, 2008) 
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The notion of objects and classes provides the opportunity to encapsulate data and behavior, while inheritance 

allows new classes based on the existing classes (Armstrong, 2006). Messaging is the interaction between two 

objects, and the polymorphism concept makes it possible that different objects deliver different responses to the 

same message. 

All these main concepts are interconnected, and their integration provides the basis for OO software development. 

Also, the OO software development concepts classification by Gamma et al. 1995 (which is the primary resource 

for the classification of design patterns in this thesis) includes these main concepts too. Using these concepts by 

software engineers and developers promotes the software development process and its need for abstraction, 

flexibility, loose coupling, and reuse (G. Rode, 2008; J. Rode et al., 2005) in the process. 

This classification somehow matches with the Gang of Four (GoF) classification of design patterns (Gamma et 

al., 1995), where software design patterns are categorized into two main categories, namely structural, behavioral, 

or creational. This classification is also in good harmony with different diagram types in the UML, targeting 

structural and behavioral characteristics of software systems (Baresi et al., 2001). Based on the primary goal of the 

research and for simplification and easier implementation, we will use this classification of the main object-oriented 

concepts and try to relate all the other concepts to them. 

 

2.2.3. OO software development: analysis 

The term analysis in the OO software development paradigm is always concerned with understanding the needs 

and requirements of the software system (G. Rode, 2008). During the analysis process, software engineers 

determine the system's needs and requirements and what must be done to satisfy those needs and requirements.  

During the OO software development analysis phase, all the objects and classes in the development process and 

concepts like abstraction and relationships must be identified and expressed in a conceptual model (G. Rode, 

2008). The result of this phase (the analysis phase) is always represented in the form of a conceptual object model 

(Larman, 2004) usually expressed using UML diagrams. 

 

2.2.4. OO software development: design 

The design phase is the second phase in the overall process of OO software development. It determines how 

things should be done to satisfy the system's specific requirements (Schmidt, 2006; Wirfs-Brock et al., 1990). As it 

was discussed earlier, the conceptual model developed in the analysis phase identifies main system requirements 

and related objects and classes without considering any specific software solution or technology. On the other 

hand, the OO model resulting from the design phase describes software entities, objects, classes, and technologies 

required to achieve such functionalities. The design phase includes all the required steps for defining and 

implementing required objects and classes within a particular software. The OO design phase creates an integrated 

model to satisfy the system’s particular needs and requirements introduced in the analysis phase (Larman, 2004; 

Wirfs-Brock et al., 1990). The software system in this phase consists of a complex combination of software objects, 

classes, and methodologies for different abstraction levels. 

There is no general agreement on the fundamental OO design concepts and methodologies. However, there are 

several methodologies and approaches for software design based on the OO paradigm (e.g., MDA (OMG, 2003) 

and Relational Unified Process – RUP (Kruchten, 1999)). However, none of them is widely accepted and used in 

the scientific community and software development industry (Capretz, 2003). That is why the implementation of 

the design phase (e.g., software object descriptions, their responsibilities, and the relationship between them and 

with the other parts of the system) mainly depends on the choice of software engineer and developer to use a 

specific OO methodology (G. Rode, 2008).  

In the OO design phase, we could use different patterns to make the design process more efficient, better 

documented, and easily communicable between team members and stakeholders. These patterns (namely 

architectural patterns, analysis patterns, and design patterns) have various granularity and abstraction levels. They 
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are used by software engineers and developers during different phases of the design process. The following sections 

cover in more details these patterns. 

 

2.2.4.1. Architectural patterns 

Architectural patterns help us define the main structure of a software system, including the notion of different sub-

systems and how they interact (e.g., how they communicate and collaborate). Architectural patterns have the 

highest level of abstraction between the other patterns in software development (analysis patterns and design 

patterns). They are applicable for specific scenarios in software development, not in all of them (Buschmann et al., 

1996). 

One important point regarding architectural patterns is that they cannot represent the whole software system, and 

their primary role is in the design phase. Usually, architectural patterns should be applied in the design phase and 

be used with other patterns (i.e., design patterns) to fill the gaps and better represent the software system (G. Rode, 

2008; J. Rode et al., 2005). 

 

2.2.4.2. Design patterns 

In the definition of design patterns represented by GoF, there is more emphasis on the problems happening in the 

software design phase, directly related to the general OO paradigm (G. Rode, 2008). However, Borchers (Borchers, 

1999) provides a broader definition for software design patterns: “A software design pattern is generally considered 

to be a proven solution of a recurring software engineering problem that balances the competing design constraints 

optimally for a certain type of situation.” 

While architectural patterns play an essential role in the software design process and should be selected based on 

the project needs and specifications, design patterns developed to be used autonomously (Buschmann et al., 1996) 

in software development. However, some design patterns are more suitable to be used with specific architectural 

patterns. 

 

2.2.5. OO software development: implementation 

OO software development paradigm can be considered as the integration of specific development phases such as 

analysis, design, and implementation. In the implementation phase, the software system analyzed and designed in 

previous stages is translated into the software code in the desired programming language or using appropriate 

software or tool. In addition, other system requirements such as user interfaces and datasets should be prepared 

and incorporated into the main software in this phase. 

 

2.2.6. Unified modeling language (UML) 

UML which considered by many as the lingua franca in software engineering, is an OO-based modeling language 

(Wimmer et al., 2007). Using UML, we can express each aspect of any software development project in the form 

of models. Furthermore, it uses various diagrams to graphically represent each model (Schwinger & Koch, 2006). 

Thus, UML can be used in all phases of life cycle of any software development project, regardless of the tools and 

techniques involved in the project. 

UML provides a general-purpose, standardized modeling language by integrating business models and data 

modeling techniques into the OOP paradigm. There are two major diagram types in UML: structural diagrams and 

behavioral diagrams. Structural diagrams are used to show the static structure of a software system. Behavioral 

diagrams capture and represent the system's behavior, showing the dynamics and changes in all the entities and 

objects. The following diagram shows the UML and its different diagrams based on the above classification 

(Alesheikh et al., 2002). 
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Models in UML are expressed using different diagrams: for example, an object model could be expressed using 

the object diagram, a dynamic model could be expressed using a Sequence diagram, and a functional model could 

be expressed with a use Case diagram (Object Management Group, 2017). UML models are valuable tools for 

software engineers to represent OO patterns because they are very good at illustrating objects and classes.  In the 

case of software design patterns, although GoF’s design patterns predate UML and other forms of graphical 

representation were used to express them, UML is the primary tool today used to express design patterns because 

of its unique characteristics. 

One of the benefits of using UML in OO software development is that it can be used in different phases of the 

software development process. In UML, the software system could be presented using models (e.g., functional 

model, object model, and dynamic model). 

UML traditionally has been used as a metamodel, and software engineers and developers used it to create models. 

There is a mechanism in UML called the profile mechanism. By creating definitions for object notations and 

nomenclatures, the profile mechanism allows us to extend metaclasses in the UML and change them according to 

every project purpose. 

However, there are few critics of the UML and its use. The first one is that the language is most suitable and easy 

to use for modeling purposes in the IT domain and there are some limitations in using it for other domains such 

as finance, biology, and geoinformation science (Thomas, 2004). The other issue is that the language is considered 

too complex (Siau et al., 2001), Somehow it is less oriented toward practical use and how it could be implemented 

in more practices and domains (Henderson-Sellers, 2005). 

 

2.3. Design patterns 

Design patterns have been defined as common solutions for some of the most recurring software problems in 

software development projects (Gamma et al., 1995). One of the main goals of using design patterns is to facilitate 

informal communication between software engineers and developers to make the software development process 

more efficient. The second most important use of design patterns is in the software development implementation 

phase. There is a misconception about design patterns in the implementation phase of software design. Many 

believe design patterns are disconnected from the implementation phase and code in software development, while 

in fact, they are truly connected to the code and code generation process (Avgeriou & Zdun, 2005; Riehle, 2011; 

Riehle & Züllighoven, 1996). 

To aid documentation of the software development process is the third main use of design patterns. For example, 

a software engineer might use objects and classes to describe the structure of a software system. He or she may 

Figure 2-2- UML diagrams 
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use a set of design patterns to show how the software system works using pattern elements, structure, and 

relationships. Design patterns provide a specific vocabulary for software engineers and developers to efficiently 

document the software development process (Riehle & Züllighoven, 1996). 

It should be mentioned that all definitions and classifications related to design patterns in this thesis are based on 

the "Gang of Four (GoF)" book on design patterns. This thesis will introduce design patterns and their 

classification based on GoF's definition and show how they can be integrated into the model-driven architecture 

(MDA) approach for developing geospatial web applications. In the following two chapters, one design pattern 

will be selected for MDA integration to develop a geospatial web application. Selecting and implementing patterns 

is based on the feasibility and experience needed to use them for developing an application. Finally, matters 

regarding the usefulness of the selected pattern in the development process are outside of the scope of this 

research. There will be no discussion on the pattern's positive or negative influence and the pattern selection 

criteria. These subjects are way beyond this research and should be examined in another research. 

 

2.3.1. A short history on software design patterns 

The notion of patterns and pattern language was originally derived from the work of Christopher Alexander. 

Alexander, a famous architect in the twentieth century, was looking for ways to improve the architectural design 

of buildings and came with the idea of using “patterns” for better communication between building users and 

architects. According to Alexander, there was an essential missing piece in the twentieth century’s architecture (G. 

Rode, 2008). He believed that inhabitants and users of the buildings should be more involved in the building design 

process. This way, the final structure would be more habitable (physically and spiritually). Therefore, he suggested 

using a set of design patterns that are easily understandable for both users and architects in the design process to 

ensure communication and knowledge transition between different stakeholders (e.g., users, owners, architects). 

Furthermore, he emphasized two critical issues that each pattern should address: first, the notion of a design 

problem presented in a certain level of abstraction of that real-life problem, and secondly, the solution for that 

specific problem (G. Rode, 2008). This way, each specific pattern would be suitable to use for a particular problem. 

 

Figure 2-3- Various design patterns in architecture 
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Since then, there have been promising results in using patterns in other scientific fields, especially in the computer 

science domain known as software design patterns. In 1991, Beck and Cunnighum applied Alexander’s ideas on 

design patterns in computer science. They created a pattern language with five major pattern categories (G. Rode, 

2008; J. Rode et al., 2005). In addition, Jim Coplien 1991 published a book about C++ idioms and their 

applications. While he did not specifically mention design patterns in his book, his work significantly influenced 

the future works on design patterns (Coplien, 1991; G. Rode, 2008). 

In the early 1990s, several people worked on design patterns and discussed their use in computer science. However, 

the term software “design patterns” became popular after a book published by Gamma et al. in 1995. The authors 

of the book became known as Gang of Four (GoF), and the patterns represented in their book is known as the 

Gang of Four design patterns (Fowler, 2006; Gamma et al., 1995; Riehle, 2011; Riehle & Züllighoven, 1996; G. 

Rode, 2008). 

Since then, there have been several books and publications (scientific and professional) about design patterns and 

their use in software development. However, the GoF design patterns are still the most popular pattern 

classification which several works and publications have been created based on them (Fowler, 2006). They are still 

the prevalent pattern classification both in the scientific community and among software engineers and developers. 

 

2.3.2. GoF design patterns 

The Gang of Four design patterns classification contains twenty-three design patterns. This section of the thesis 

will review GoF design pattern classification basics with an overview of the patterns. Also, some of the more 

helpful design patterns will be reviewed more specifically. The pattern format introduced in the “design patterns” 

book by Gamma et al. (1995) has been named Gang of Four (GoF format) since then in the software industry and 

scientific community. 

 

This format is the most popular format for pattern classification in the field. Many have commonly used it as the 

basis in several software projects and practical works, and other works on design patterns and pattern classifications 

(Fowler, 2006; Riehle & Züllighoven, 1996). For the rest of this thesis, we mean those twenty-three patterns 

identified by GoF whenever we are dealing with software design patterns. 

As mentioned in the previous sections, the GoF categorizes software design patterns into twenty-three patterns. 

It describes the structure and concepts of each pattern in detail (explaining almost all classes and object types 

involved in each pattern definition, the abstraction level that pattern provides for the object-oriented software 

system). The main goal is to help software engineers and developers solve a specific design problem within a 

particular context (Gamma et al., 1995). 

Figure 2-4- GoF design pattern classification 
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The pattern classification in the GoF format is based on two criteria: the pattern scope (the focus of the pattern, 

which could be on objects or classes) and its primary purpose, which could be either creational, structural, or 

behavioral (Gamma et al., 1995). The pattern scope describes whether the pattern applies to objects or classes. 

Class patterns usually deal with the classes and the relationships and connections between them, while in the object 

patterns, the emphasis is on objects, connections, and collaboration. Regardless of their scope, almost all object 

patterns use the Object-oriented inheritance notion and usually are more dynamic than class patterns. 

The purpose or the main goal of each pattern refers to applying that pattern to solve a certain kind of problem. 

For example, in creational design patterns, the main goal is the process of object instantiation. With structural 

patterns, the focus is on objects and classes and how these entities could be used to form a more extensive and 

more integrated software structure. Furthermore, in behavioral patterns, the focus is on defining algorithms and 

rules to govern the responsibilities of each object and class and manage their interrelationships. 

 

2.3.3. The use of design patterns 

Like any other tools and methodologies, design patterns should be appropriately used concerning the problem 

context and other important considerations (e.g., based on each project's circumstances in the software design 

process). If not used correctly and within the right circumstances, it might lead to not results that are not good 

enough. It might decrease efficiency and may add more complexity to the project or even become inconsistent 

with the principles of object-oriented software development (G. Rode, 2008). 

Using design patterns in the development process does not guarantee a better software design (Gamma et al., 1995; 

Vlissides, 1997) and might result in more complexity and code duplication. There might be several dangers in 

misusing design patterns, even when someone tries to follow the principles of OO software development without 

recognizing the need and urgency for it (Fowler, 2006). The most crucial point to notice when using design patterns 

in the software development process is to recognize that they are not just simple recipes containing some 

programming rules and tricks (Livshits, 2005). 

Using design patterns, one should acknowledge other vital aspects of the project, such as the development context 

and problem environment that each design pattern is suitable for (Vlissides, 1997). When using design patterns, it 

is essential always to consider the basic principles of object-oriented software development such as reuse, 

maintenance, and modification and not to use design patterns with the price of ignoring those main principles 

(Wirfs-Brock et al., 1990). 

This research aims to show how some design patterns could be integrated into the Model Driven Architecture 

(MDA) methodology for geospatial web application development. So, while some of the considerations and 

drawbacks of using design patterns in the development process are mentioned, they will not be applied for selecting 

and implementing design patterns.  

 

2.4. Web applications 

This section discusses web applications, their definition, their development history, and the methods used for 

developing them. After a quick review of these concepts, the geospatial web applications as the specific web 

applications will be explored, including their definition, origins, and development trends. 

A web application is a piece of computer software that runs on a web browser over the internet. It incorporates 

functionalities beyond a set of interconnected web pages and navigation links (Jazayeri, 2007). A web application 

remotely initiates all the data analysis and information processing functions (and components) from the client 

system (e.g., browser) and runs them (partly) on a web server (Bruno et al., 2005; Finkelstein et al., 2001). 

We can consider a web application as a software system that consists of one more data source, a set of database 

functionalities (back-end), a mechanism to interact with data (front-end), with communications and user 

interaction are taking place over a network (Internet) all controlled through the user’s browser (Y. F. Li et al., 

2014). The functionality of a web application depends on specific user needs and requirements, actions, and inputs 
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(Jazayeri, 2007; Molina-Ríos & Pedreira-Souto, 2020). The new generation of web applications support a diverse 

range of users with their specific needs, from individuals and small businesses with few users and limited use to 

national and international firms and big companies with hundreds of millions of users. 

• There are few general characteristics in most web applications (Jazayeri, 2007): 

• Constantly changing needs and requirements 

• The high number of end-users 

• Various stakeholders 

• Complex content 

• Typically, short development lifecycle. 

Here are the main differences between conventional software and web applications (Bruno et al., 2005; Deshpande 

et al., 2003; Deshpande & Hansen, 2001; Jazayeri, 2007; Lowe, 2003): 

• The development period of web applications is extremely short comparing to the conventional software 

development 

• Web applications need constant development and re-versioning while it is happening once a while for 

conventional software 

• Web application development requires a much smaller development team 

• Web applications are extremely sensitive to new technologies and methods 

• There is a lack of testing process in web applications, while this is an important part of the conventional 

software development process 

• There are more security threats for web applications than conventional software 

• Web applications constantly have to deal with rapid evolution in development technologies 

• Users can run web applications from almost any type of computer (e.g., mobile phones, tablets, and PCs) 

regardless of its specifications. 

• Web users need to be connected to the internet. 

• Using web applications, there is no need for space to store data or software  

 

2.4.1. History, current situation, and future trends in web application development 

The World Wide Web (WWW) has been around since the early 1990s. The initial goal of the Web was to provide 

a simple and reliable way to access information for computer scientists and research community. Based on this 

goal, the first web applications were designed simply for accessing and search information within the web. These 

applications were static applications for just displaying texts and images through some interlinked web pages. There 

has been a significant change since then. In the last few decades, there has been a significant improvement in the 

quality and quantity of web applications, their use, and the number of users (Bruno et al., 2005; Y. F. Li et al., 

2014). From being just a repository of HTML pages to provide access to other static web pages with information 

(primarily scientific!) to highly powerful platforms in different types of client computers (e.g., PCs, laptops, 

smartphones, tablets) that provide various services for nearly all aspects of our daily life. Nowadays, using new 

technologies, platforms, programming languages, and their respected platforms, creating dynamic web applications 

with new data transfer models and user coordination and collaboration is doable. The current breed of web 

applications (the new generation) allows users to store, process, and share information. They also improve 

communication and collaboration between users. Figure 2-5 shows the evolution of the web and related 

technologies and introduces main trends in each development era. 
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2.4.2. Characteristics  

Today web application should exhibit the following characteristics (Schwinger & Koch, 2006; Suh, 2005; Xiao-wei 

& Xue, 2011): 

• They have to loosely coupled with data and development technologies and platforms, because of rapid 

pace of technology development and constant changes in data sources. 

• They should have the ability to perform well even in times of peak usage and high demands. Since lots of 

services and businesses are dependent on them, a short interruption could lead to lots of problems.  

• They have to be secure and free from network security risks and hacks. Threats to web application security 

are a reality and happening across the globe.  Common security vulnerabilities of today’s applications are 

broken authentication, sensitive data exposure, broken access control, security misconfigurations, insecure 

deserialization, and insufficient logging and monitoring. 

• They should be well documented which makes sharing the development process with the new team 

members, updating, and maintaining application much easier. 

• Accessible (for different types of users with and without limitations) 

• Interoperable (the ability to operate on different platforms, browsers, and with different technologies) 

• Compatible with new changes (new technologies and development platforms) 

• Scalable 

• Maintainable (easy to update and add new functionalities, easy to debug and test) 

• Robust and reliable 

• Functionally complete and correct  

 

2.4.3. Geospatial web applications 

The internet provides access to almost unlimited processing power, geospatial data, and information, regardless of 

the user’s location and other barriers such as installing a GIS software, having a valid license, and other limitations 

such as specific computer hardware. Nowadays, geospatial web applications are making a significant improvement 

in the way we can acquire, analyze, store, share and disseminate geospatial data (Adnan et al., 2010; Alesheikh et 

al., 2002; Neumann, 2008). 

Since there is no exact definition of the term “geospatial web application” in the literature, in the following sections, 

some definitions and explanations about the main concepts and key terms in this domain will be provided. 

When we are talking about geospatial data on the web, several terms come to mind. Web GIS, internet GIS, web 

mapping, GeoWeb, mashups, geospatial web applications, and etc. (Neumann, 2008). Most of the definitions and 

explanations of the above concepts are the same as defined by several researchers, though there are slight 

Figure 2-5- Evolution of web, its related technologies and trends  
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differences in some cases. Therefore, it is good to clear things up first. The idea is that after reviewing these 

provided definitions, one could differentiate between the geospatial web applications and all the other related 

concepts in the field.  

 

2.4.3.1. Web mapping 

Many researchers and GIS professionals define web mapping as a set of procedures for gathering and processing 

geospatial data and visualizing this data using maps through the world wide web (S. Li, Dragicevic, & Veenendaal, 

2011; Neumann, 2012; Techopedia, 2021; Veenendaal et al., 2017; Wikipedia, 2021). In this definition, the emphasis 

is on the Web as the primary environment for providing GIS functionalities. 

The Open Geospatial Consortium (OGC), a de-facto standardization body responsible for defining widely adopted 

interfaces between geospatial data and information and the web, defines the term Web mapping as “a dynamic 

query, access, processing, combination and portrayal of different types of spatial information over the Web” (Open 

Geospatial Consortium (OGC), 2021). There are four main components in most of these definitions: geospatial 

data, software for data processing and geospatial analysis, data visualization in map format, and the World Wide 

Web (Kemp, 2008; Veenendaal et al., 2017). 

 

2.4.3.2. Web GIS, Internet GIS 

Web GIS is a geospatial application that uses web technologies to obtain data and information, processing this 

data, and disseminate it. It also uses the web for communicating between these three main components 

(Veenendaal et al., 2017). 

Internet GIS is a term that, in some cases interchangeably used with Web GIS. However, one can argue that 

internet GIS has a broader vision with respect to the technology applied and allow us to have access and interaction 

with a tremendous amount of information in different formats (e.g., texts, graphics, sound, and software) over the 

internet. However, Web GIS is the most commonly used term for online GIS (Fu & Sun, 2010). 
The main difference between web mapping and web GIS is that the web mapping concept generally focuses more 

on mapping and providing geospatial functionalities for different applications and users on the web and within the 

web context. In contrast, in web GIS, other components of a GIS system, such as acquiring data and processing 

it using the web, are crucial as mapping functionalities (Kuria et al., 2019; Veenendaal et al., 2017). 

 

2.4.3.3. Mashups 

Mashup is “a piece of music created by digitally overlaying an instrumental track with a vocal track from a 

different recording” or it could be “a Web service or application that integrates data and functionalities from 

various online sources” (Mash-up | Definition of Mash-up by Merriam-Webster, n.d.). The term map mashup refers to 

a website or application that mixes different types of information (geospatial and non-geospatial), software 

(geospatial processing tools), and web services and maps to provide a unique and integrated service with a single 

view (Batty et al., 2010). 

 

2.4.3.4. Definition  

Although there is no distinct definition of the term geospatial web application in the literature, it can be inferred 

that the term roughly equals the term “GIS web applications” in some articles and is based on the prior 

explanations. Looking at the problem in this way, it seems that the definition provided by Kuria et al. (Kuria et al., 

2019) best suits this concept. A geospatial web application should have the following five characteristics: 

1. It should provide unique geospatial services and solutions for a range of issues in the scientific, business, 

and social domains. 
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2. For the user interface and visualization, it should use digitally based maps  

3. It should allow users to overlay spatial layers over base maps 

4. It should contain one or more geodatabases (Hojati, 2014) and provide the possibility to access third-party 

data sources and information. The users should be able to obtain, create, manipulate, and remove these 

data through the application 

5. It should provide some geospatial information using web GIS tools (for data processing, analysis, and 

visualization) and other third-party web services. 

6. It should be able to integrate geospatial data with non-geospatial data 

7. And finally, the application’s primary purpose should be geospatial. For example, while an online shopping 

app might use apps and some GIS techniques (for the product delivery), we cannot consider it a geospatial 

application because its primary goal is shopping. 

 

2.4.3.5. Benefits  

Thanks to the recent developments in information networks, the exponential increase in computing power, and 

the incredible developments in smartphones, tablets, and other location-aware devices, there has been an 

unprecedented growth in the number of geospatial web applications. Geospatial web application help to overcome 

some of the limitations with the desktop GIS, such as: 

• High costs of creating a desktop GIS for developers and high costs of buying software for end-users  

• Difficulties of getting updates and reaching information 

• The constant need to update geospatial data and GIS software 

• The high cost and much effort needed to find the required geospatial data (Adnan et al., 2010; Alesheikh 

et al., 2002; S. Li, Dragicevic, Bert, et al., 2011) 

Compared to desktop GIS, geospatial web applications are cheap and easy to develop. They are highly suitable for 

acquiring real-time data through a network, and there is no need to update data and software constantly. There is 

a higher level of accessibility to geospatial data in these applications, and they have the built-in capacity to 

disseminate geospatial information on the network (Gordillo et al., 1999; Veenendaal et al., 2017). 

 

2.4.3.6. History of geospatial web applications 

The early geospatial web applications were tools allowing individuals and organizations to publish their maps on 

the internet. There were only a few limited options to do some basic operations (such as zooming, panning, and 

layer change) available for the users. There were static, and there was not any user interaction possible 

(Neumann, 2008). 
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There have been several noticeable improvements in that area since then. For example, today’s geospatial web 

applications provide much more geospatial functionalities (more than a simple view) for users along with many 

other capacities of desktop GIS (e.g., geospatial data processing functionalities) and new possibilities beyond 

desktop GIS such as new possibilities to share data and processing power, the notion of collaborative GIS, and 

access to real-time data using GPS and different sensors (Veenendaal et al., 2017). 

 

 

2.4.3.7. Criteria for developing geospatial web applications 

While in recent years, there have been significant improvements in the quality and increase in the number of 

geospatial web applications (thanks to the technological advances in computer software and hardware). These 

improvements have resulted in incredible changes in use, users, and the quality of services provided by geospatial 

web applications. However, they are still struggling with several new challenges. Some of the challenges ahead are: 

• Linking geospatial data and information to other non-geospatial data 

• Network and processing limitations to analyze and handle big geodata. 

• The massive amount of geospatial data from different sources 

• Location intelligence and using AI in geo 

Figure 2-6- Example of an early web GIS (photo from http://www.geog.leeds.ac.uk/papers/99-1/gc104bd2.gif) 

Figure 2-7- A modern GIS dashboard (esri.com) 
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• and security issues 

• Data privacy (e.g., regulating access to public geodata) 

To solve some of these challenges, geospatial web applications should be able to acquire, process, and view huge 

amounts of geospatial data. They have to be able to work with different datasets and APIs and provide enough 

processing power to deal with huge geospatial data. They should have the ability to be upgraded based on the data 

and technology in use. One way to achieve these goals is to find and use a suitable web application development 

methodology. 

 

2.5. Web application development 

In the past few decades, software development has experienced exponential growth due to the rapid increase of 

software companies globally and the current trend of using the latest technologies in software products. At the 

same time, several web development methodologies have been introduced to replace the more traditional ones. 

During the development process, software engineers and web developers face several challenges related to the web 

application life cycle, implementing new features into the application, and constant technological upgrades and 

changes. As a result, new development methodologies must be created to answer all these new changes and 

requirements (Molina-Ríos & Pedreira-Souto, 2020). 

There are two different approaches toward web application development: traditional development methodologies 

and OO development methodologies. Since there will be a section devoted to the web application development 

methodologies, here we will discuss traditional and agile development methodologies for developing web 

applications. 

In traditional software development, customers usually are not fully aware of the application’s requirements. Also, 

software engineers and developers are expected to incorporate some new functionalities into the application to 

satisfy customer (end-user) needs. Therefore, the whole development process is strictly defined and planned, and 

usually, there is not so much room for sudden changes or adding new features to the application (Chan & Thong, 

2009). Therefore, many traditional web development methods are considered inadequate for dealing with the 

challenges of development in current web applications (Standing, 2002), and developers tend to use agile 

methodologies more and more.  

On the other hand, agile development methodologies emphasize development teams to find the best methodology 

for each development project and provide some elasticity and ease for professionals working within development 

teams. Agile practices, which resulted in significant improvements within the software development field, involve 

discovering requirements and developing solutions through the collaborative effort of self-organizing and cross-

functional teams and their customers (Chan & Thong, 2009). 

 

2.5.1. Web application development methodologies 

The internet and web and constantly evolving technologies have had a significant impact on the business around 

the world. Along with the increasing number of web applications (today, many businesses use the web and web 

applications somehow to conduct their business), there has been a rapid increase in software development 

companies and individual developers. While they are using different approaches and methodologies to develop 

their products, there are still some shortcomings and challenges with their methodology. They are constantly 

looking for new methodologies and approaches to create better applications (Molina-Ríos & Pedreira-Souto, 2020). 

That is why using a suitable development methodology for a web project matters so much. With several 

methodologies for developing a web application, specific requirements of each application, complexity issues, and 

time limitations should be considered when selecting the most suitable methodology (Molina-Ríos & Pedreira-

Souto, 2020; Schwinger & Koch, 2006). 
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Methodologies for web application development either rely on traditional software development patterns (like ER 

entity-relationship) or promote themselves on the OO modeling paradigm. They are mainly developed based on 

the UML. 

Web application development methodologies could be classified into five main categories. The first category 

includes data-driven methodologies. These methodologies originated from the database systems field, basically are 

using ER (entity-relationship) modeling concept with some enhancement (Brambilla et al., 2008; Ceri et al., 2004). 

Their primary goal is to model those web applications with a data-driven structure. Some of the prominent 

examples of this modeling category are hera (Charatan & Safieddine, 2002), Web Modeling Language – WebML 

(Schwinger & Koch, 2006), and Relationship Management Methodology -RMM (Standing, 2002). 

The second category covers hypertext-oriented methodologies. Hypertext-oriented methodologies are based on 

hypertext systems (Garzotto et al., 1995) and are developed and enhanced to model the hypertext dimension of 

web applications (Baresi et al., 2001). The most notable modeling methodologies based on this paradigm are 

Hypertext Design Model - HDM (Plessers et al., 2005) and its extension - W2000 (Charatan & Safieddine, 2002), 

Web Site Design method – WSDM (Koch et al., 2002), and HDM-lite (Schwabe & Rossi, 1995). 

Object-oriented methodologies are within the third category. These web application modeling methodologies are 

based on either the principles of the OMT (object modeling technique) or UML. In many cases, UML is the 

preferred modeling language to use along with these methodologies. Methodologies such as UML-based web 

engineering - UWE (Garrigós et al., 2003, 2010), OO hypermedia Design Method - OOHDM (Conallen, 2003), 

OO Hypermedia method - OO-H (Wimmer et al., 2007), and Object-oriented Web Solutions - OOWS are in this 

category. 

The fourth category includes software-oriented methodologies. Methodologies in this category look to web 

application development from the traditional software development perspective and use standard software 

development techniques. Methodologies such as Web Application Extension - WAE or WAE2 (Rossi et al., 2001) 

are in this category. 

Finally, the fifth category includes model-driven engineering-oriented methodologies. Prominent use of models in 

this category represents the ultimate trend in the web application modeling field. These methodologies are generally 

based on OOP notation (Schwinger & Koch, 2006). The new web application development methodologies are 

always built on top of the existing methodologies. Figure 2-8 describes the chronological occurrence of different 

web modeling methodologies based on their origins. 
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Figure 2-8- The evolution of web development methodologies (Schwinger & Koch, 2006) 

HDM-lite, which is an advanced version of HDM, is designed so that it will be able to generate web applications 

automatically. The other modeling enhancement of HDM, W2000, is trying to model web applications based on 

their user-centric and hypertext-centric perspectives (Schwinger & Koch, 2006). RMM model is built on top of the 

ER notation. Hera is another web application modeling approach based on the ER paradigm and uses some RMM 

notations. WebML, which uses the WebRatio modeling tool for web application modeling and code generation, is 

one of the most understandable and mature web modeling languages out there. 

To model web applications with various navigational access preferences, OOHDM modeling methodology is 

recommended since this methodology emphasizes the importance of the navigational concept in web applications. 

In recent years, there has been some modification and enhancement on OODHM methodology to support 

framework modeling and personalization of web applications (Huang & Chu, 2014). 

The focus of WSDM is to understand user requirements using a methodologic approach. On the other hand, 

UWE’s approach is based on UML notations and meta-model consistency checking. OO-H is one of the newest 

paradigms in web application modeling, which combines many positive aspects of WebML, OOHDM, and UWE. 

This methodology uses the VisualWADE tool for generating model-driven code in an automatic manner (Knapp 

et al., 2003; Koch et al., 2002; Schwinger & Koch, 2006). 

OOWS is like OO-H and uses the same OO approach. OOWS mainly relies on its notation but sometimes uses 

UML notations for some parts of the application development. WAEZ is a UML-based approach mainly focused 

on the application logic and its distribution. Finally, WebSA has been proved itself as a reliable modeling 

methodology for the architecture of web applications (Koch et al., 2002; Schwinger & Koch, 2006). 

Originally developed to build data-intensive web applications, Hera is a model-driven web development 

methodology focusing on the application’s design aspects (Garrigós et al., 2003, 2010). Furthermore, facilitating 

design development. For this, Hera provides an environment for the collaboration of external parties based on the 

separation of concerns (Torres et al., 2012). 
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Figure 2-9- Web development methodologies and their main characteristics (Schwinger & Koch, 2006) 

 

2.5.2. Model driven software development (MDSD) 

Many software engineers and web developers agree that models should be a part of any web development project. 

However, there is no common agreement on the role of models in the development process, how software 

engineers and developers can achieve that, and who should play a role in the web application modeling process 

(Schwinger & Koch, 2006). 

Today, web development teams either do not use models in their process or use them only for the initialization of 

the project. As they move forward in the development process, they usually leave models behind, do not reflect 

project changes, and update them. As a result, there is no use for models for the rest of the projects (Rossi et al., 
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2016). In this section, after providing definitions of models, metamodels, and their applications in the computer 

science field, the notion of model-driven development (MDD) in software development will be discussed. 

 

2.5.2.1. Models 

In computer science, models play an essential role as they help software engineers and developers deal with larger 

and more complex systems by transforming real-world concepts into the proper levels of abstraction (Ahmed, 

2013). 

Models are representations of real-world events. Models are artifacts that contain entities, metaclasses, 

functionalities, relationships, and a means for documentation. The computer science field always used models and 

their benefits, even before their introduction to the domain. While software engineers and developers support the 

more structured use of models in the software development process, development teams only use models in the 

initial phase of project development. They usually ignore models and their use during the other phases of software 

development and don’t update them based on the changes in the project (Molina-Ríos & Pedreira-Souto, 2020). 

 

2.5.2.2. Model-driven development 

One of the major problems with the current programming languages and using them outside the context of a 

model is that they are usually too focused on specifying how a software solution should work rather than mention 

what the solution should be (J. d. S. Saraiva & Silva, 2009).  

The model-driven development (sometimes called model-driven engineering or model-driven software 

engineering) paradigm in software engineering promotes models in all stages of software development. It 

emphasizes the importance of models and model transformations as the central part of the solution specification 

(J. Saraiva, 2013). In MDD, basically, all the other requirements in a software project, such as source codes, 

dependencies, entities, and documentation, can be derived from models (Brambilla et al., 2012; Schmidt, 2006). 

Currently, there are several software development approaches based on MDD. However, it is essential to note that 

MDD does not delineate any approach over the others. As already mentioned in this section, MDD itself is a 

paradigm in software development that these approaches could address, and it is independent of any programming 

language of technology (Schwinger & Koch, 2006). 

There are two major benefits of using MDD in web application development. One is decoupling different aspects 

of the application (application architecture, user interface and view, datasets and information structure, business 

logic) from another. The other is creating a distinction between platform-specific issues and the rest of the 

application. This way, the application model and its logic could be used regardless of the development platform 

(Meservy & Fenstermacher, 2005; Taleb et al., 2007). 

 

2.5.2.3. Model-driven web engineering (MDWE) 

Model-driven web engineering is a major field in web engineering based on using model-driven methodologies for 

web application development (Rossi et al., 2016).  Therefore, MDWE (same as its parent discipline MDSE) tries 

to develop web applications mainly by developing conceptual models and transformations to derive platform-

specific models from them and finally generate code. 

Four main reasons make it necessary to implement models in web engineering. The first reason is the rapid 

improvements in hardware and internet infrastructure. Different types of networking devices and computers (e.g., 

smartphones and tablets) along with huge improvements in the computational power of these devices, with the 

vast cover of fast internet in many areas around the world, means more use of the internet and more complex web 

applications (Brambilla et al., 2012; Moreno et al., 2007; Schwinger & Koch, 2006; Taleb et al., 2007). The second 

reason is constant technological advancement in web development from programming languages to frameworks 

and new development methods. The third reason is the vast increase in the market demands for web products. 
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There is an increasing need for more support and update of web applications. Nowadays, users use the internet 

and web applications 24/7, and every day there are new applications and functionalities of the web in our lives. 

Moreover, the final reason is a better understanding of web applications and the internet by web developers and 

software engineers, which resulted in acknowledging that we need new methodologies to develop web applications 

(Deshpande et al., 2003; Taleb et al., 2007). 

The rapid growth of the web as a platform for software development (with all sorts of applications in our daily 

lives) in recent years made a noticeable impact on the software engineering discipline. Web engineering is looking 

for ways to solve some of the problems and challenges in web development. By applying a set of integrated, 

systematic, and quantifiable software development methodologies to develop, deploy, test, and maintain web 

applications (Schwinger & Koch, 2006). 

 

2.5.2.4. Web modeling tools 

As has been explained in the previous section, all the web modeling methodologies represent a set of modeling 

concepts and elements suitable for modeling the specific characteristics of web applications. In addition, they 

define an application development process, and there are a set of tools and software to support this process. These 

tools provide a big help for software engineers and architects to (semi) automatically implement the development 

process and finally generate required models and code based on each methodology (Schwinger & Koch, 2006). 

visualWADE 

Developed by The Web Engineering Group of the University of Alicante, the visualWADE is a software tool and 

a set of methods to model web applications. VisualWADE is language independent and based on OO-H 

methodology. This tool can automatically model web applications and generate codes for them in PHP, JSP, ASP, 

and XML (Knapp et al., 2003). 

VisualWADE integrates a UML model with two views: a “navigation view” and a “presentation view.” The 

presentation view handles appearance, user interface, and application behavior. The visualWADE builds navigation 

view by creating a class diagram with hypermedia navigation features. A set of interconnected template structures 

expressed in XML are responsible for modeling presentation view  
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OpenUWE 

OpenUWE is a web application modeling environment based on the UWE modeling framework. This tool is 

developed by the web engineering group of the ML Munich university. One of the essential features of this tool is 

that it is developed based on verified standards supported by open source and commercial tools (Ziegeler & 

Langham, 2002). 

openUWE includes ArgUWE and UWEXML. The argUWE is a case tool that could be used for the model-driven 

development of web applications (Schwinger & Koch, 2006). The UWEXML framework consists of different 

models and tools for consistency checking, layout editing, and code generation (Sparx Systems, 2019). 

 

ArgoUML 

The ArgoUML case tool is the main foundation of ArgoUWE. The agroUWE can support the UWE modeling 

notion and check model consistency based on a set of OCL considerations (Martínez-García et al., 2015; Wimmer 

et al., 2007). 

 

Enterprise Architect (EA) 

Sparx System’s Enterprise Architect (EA) is a modeling tool for designing and developing software systems and 

web applications. EA is based on UML specification and is suitable for creating business process models and 

visualizing development processes in software projects and web applications. EA covers almost all aspects of a 

software development project, from initial phases like system design and basic modeling to more advanced phases 

such as product testing, deployment, and maintenance. 

EA supports code generation for many languages such as C, Java, JavaScript (Schwinger & Koch, 2006). One of 

the main advantages of EA is its scalability which makes it a useful tool for applications with a high number of 

users or very complex and advanced architecture (Brambilla et al., 2012; Martínez-García et al., 2015). 

Figure 2-10- snapshot of the visualWADE tool (http://gplsi.dlsi.ua.es/iwad/ooh_project/cawetool.htm) 
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Eclipse Modeling Framework (EMF) 

Although there are several tools for model-based software engineering and web application development, Eclipse 

Modelling Framework (EMF) has been one of the prominent modeling frameworks globally. It is well known in 

the software development community. EMF contains several software modeling tools. Each of them provides a 

special opportunity for a specific software modeling task, making the toolset interesting for many developers with 

different software and web projects. 

EMF allows developers to define metamodels based on Ecore modeling language, which is the heart of EMF. 

EMF then uses generator components for metamodel production, model manipulation, and edition. This way 

provides a fantastic tool to develop various kinds of models for a set of different software and web applications 

(Brambilla et al., 2008). 

 

 

WebRatio development framework 
WebRatio is a low-code platform that enables us to develop web applications faster and more efficiently. Based on 

web modeling language (WebML), the WebRatio application development tool is a model-driven platform to create 

web applications (Houben et al., 2003). 

The code generator integrated into this tool uses XSL to transform models from XML format into the required 

web component representations or database connections with different formats (such as HTML, PDF, Microsoft 

Word, and WML). Using the easyStyle tool, WebRatio generates presentations for web pages and automatically 

transforms them into XSL format. The application architecture in this development platform is based on the MVC-

2 pattern. The produced web application will be deployed into a Java runtime framework using a collection of Java 

components (Schwinger & Koch, 2006). 

 

Figure 2-11- Eclipse modeling framework interface (https://wiki.eclipse.org/File:Taipan_diagram.png) 
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Figure 2-12- WebRatio development environment 

 

2.5.3. Web application methodologies conclusion 

Web development projects often contain specific needs and features (i.e., the need to use specific web services, 

add a new page for the application, or even satisfy a particular user group). So, any of the web development 

methodologies explained above should have a certain level of flexibility, adaptability, inclusion, and documentation. 

While each web development methodology has some specific characteristics to address web development issues 

at some level, they cannot be considered the most appropriate methodology for every web development project. 

It might be the case that some development methodologies are more suitable for specific phases in application 

development. At the same time, they could not deliver the expected results for the other parts of the development 

phases. The choice of web development methodology should be based on the specific needs and requirements of 

the project, with consideration of future changes and challenges. 

The review of methodologies and development tools for web application development provides the knowledge 

necessary to understand them (at some level) better and to choose the suitable methodology and development tool 

based on the project specification. Looking at web development technologies reviewed in this section, one can say 

that OOHDM is a web application development methodology mentioned by several authors as one of the 

sophisticated methodologies. However, it is not widely used in the industry. Many professionals and companies 

prefer to use hybrid methodologies since they have some experience using and developing them (Chernichkin & 

Nikiforova, 2009).  
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While software engineers and project managers are aware of these methodologies and the possible benefits of 

using them, personal experience and knowledge acquired during previous projects are among the main factors that 

impact choosing web development methodology. 

However, software engineers and project managers must always consider the web application’s life cycle, the 

conceptual design, the presentation specifications, and the level of each project’s complexity before favoring any 

specific development methodology over others. In other words, the choice of application development 

methodology should address specific issues and goals of each project, namely project requirements, stakeholder 

inclusion, the analysis of project functionalities with suitable diagrams, best use of UML devices, prototyping, and 

user interface (Molina-Ríos & Pedreira-Souto, 2020).
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3. RESEARCH METHODOLOGY 

3.1. Introduction 

The most important part of this research is developing a methodology for pattern-based model-driven architecture 

(PBMDA) for integrating software design patterns into the MDA process. These two software development 

approaches have been used separately in software and web application development projects (Buschmann et al., 

1996; Gordillo et al., 1999; McArthur, 2008; Prakash & Karri, 2018; Riehle, 2011). However, there are few examples 

of their integration (D. K. Kim et al., 2017; Seffah, 2015).  

This chapter will explore the scientific literature on the MDA and design patterns for developing the research 

methodology to integrate software design patterns into the MDA. After a thorough analysis of the existing 

methodologies for integrating software design patterns into the MDA, the best integration method in terms of 

suitability for developing geospatial web applications and its applicability will be selected and developed further. 

At first, in the next section, the MDA approach to software development will be introduced. There will be in-

depth explanations about the principles of MDA, MDA’s basic models, and other concepts such as metamodeling 

and DSL. In the end, some of MDA applications will be presented along with the issues and challenges in software 

development using MDA. 

The final section of this chapter is devoted to describing the PBMDA methodology, which is mainly based on the 

MDA principles. PBMDA tries to integrate the concept of software design patterns into the MDA by using the 

Pattern Based Model Transformation (PBMT) in the MDA process. 

According to the PBMDA methodology, we generated the PIM metamodel using manual CIM to PSM 

transformation and DSL design principles. Then we developed a metamodel for the PSM based on the generated 

PIM metamodel and the application’s technological specifications (programming language, platform of choice, and 

desired functionalities).    

Since PBMT is the most crucial concept in the PBMDA approach, we tried to describe it in more detail in a 

separate section. In this section. We explained how PBMT could be used to integrate software design patterns into 

the MDA. The Observer design pattern will be used to show the effectiveness of this methodology and be used in 

the next chapter for implementation. 

 

3.2. Model-Driven Architecture (MDA) 

In the last two decades, a series of methodologies based on use of models and object-oriented programming 

principles have been proposed for software and web development. Because of the recent advantages and 

improvements in class-instance relations provided by OOP languages, now many software modeling tools can be 

more focused on logical issues such as model editing and defining the structure of metamodel (J. Saraiva, 2013). 

These methods have a common characteristic: the automatic or semi-automatic transformation of a computer 

model with a high level of abstraction to other models with a lower abstraction level and, finally, code generation. 

They are referred to with different names as Model-Driven Development (MDD), Model-driven software 

development (MDSD), model-driven engineering (MDE), and model-driven web engineering (MDWE) (Mellor et 

al., 2003; Schmidt, 2006; Taleb et al., 2007). Moreover, they are widely acknowledged by the software engineering 

and software development community (Favre, 2004). 

MDA is an architectural framework for software development that was adopted by the object management group 

(OMG) in 2001 (Taleb et al., 2007) and is the OMG’s particular approach to MDD paradigm. In the MDA 

approach, the model is the central element in the process of software development (Meservy & Fenstermacher, 
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2005; Taleb et al., 2007), and model implementation and software code generation happen through a set of 

automatic transformation rules (Schwinger & Koch, 2006). Applying models in MDA structure, domain experts 

and software engineers can deal with complex issues in large information systems and enhance communication 

between organizations, experts, developers, hardware, and software (OMG, 2014). 

In the MDA approach for software development, there are three types of models at different abstraction levels 

that could be used to represent different viewpoints. At first, the information system is analyzed and expressed in 

the Computation Independent Model (CIM). Next CIM has to be transformed into The Platform Independent 

Model (PIM). The PIM describes the information system and specifies its computational and technical 

requirements regardless of any particular platform. The Platform Specific Model (PSM) is the model with the 

lowest level of abstraction than PIM and specifies the system's technical details with respect to a specific platform 

and technology. 

 

 
Figure 3-1- MDA basic models (Betari et al., 2018) 

The MDA’s models and model transformations have to be defined and expressed through a set of modelling 

languages and standards. MDA is based on OMG’s modeling standards including the Unified Modeling Language 

(UML), the Meta-Object Facility (MOF), the Common Warehouse Metamodel (CWM), and the XMI (XML 

Metadata Interchange). These modeling standards are being used in almost every development environment (Java, 

.Net, XML) as a basis for modeling specification and model transformation (Barbosa et al., 2013; Gorton, 2011; 

Kulkarni & Reddy, 2003; OMG, 2014; Soley & OMG Staff Strategy Group, 2000) in different domains (figure 3-

2). 

 
Figure 3-2- The principles of MDA (https://www.omg.org/mda) 

https://www.omg.org/spec/UML
https://www.omg.org/spec/UML
https://www.omg.org/spec/MOF
https://www.omg.org/spec/CWM
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UML and CWM as two common modeling languages have been used in several domains. In UML, the focus is on 

object modeling, and in CWM, the focus is on data modeling. XMI is a mapping standard for model and metamodel 

(with XML structure) exchange and is based on MOF notation. At the heart of MDA, the MOF is responsible for 

providing means to define other modeling languages using its four-layered metamodeling hierarchy.  

 

3.2.1. Metamodeling 

A metamodel is the structure of objects, entities, and concepts for the definition of a model. Metamodel tries to 

describe developers' environment (consider a software engineering problem and the environment developers are 

dealing with that problem) for a particular purpose (solving the software issue). Metamodel uses a set of basic 

definitions, constructs, rules, and relationships needed to define a model (de Sousa Saraiva & Rodrigues da Silva, 

2008; J. Saraiva, 2013). In other words, a metamodel is a language used to define a model. Figure 3-3 illustrates a 

metamodel and the way it describes a model through a modelling language. Based on these descriptions of 

metamodel, we could refer to metamodeling as the process of creating a metamodel and generating a model from 

it (J. Saraiva, 2013).  

 

 
Figure 3-3- The relationship between model, metamodel, and modeling language (J. Saraiva, 2013) 

 

“Talking metamodel” is the best way to evolve, check, and validate the metamodel and to use it to communicate 

and exercise it with domain experts, developers, and all stakeholders. This makes it possible for domain experts 

and developers to create and enhance metamodels for better expression and efficient(de Sousa Saraiva & Rodrigues 

da Silva, 2008) communicate domain concepts and processes. 

 

3.2.2. Meta-Object Facility (MOF) 

Along with the UML and CMW, the MOF (OMG, 2011) is one of the main pillars of the OMG’s tactic to MDD.  

OMG has designed MOF so that it can be used as a metamodeling framework to define other modelling langauages 

in MDA such as, UML and CWM.  MOF has this capacity to be used as a metamodel do define itself and other 

metamodels. This way, both UML CWM and also MOF can be inferred as instances of MOF. Figure 3-4 shows 

the four-layered structure of MOF metamodels and how it can be used to define a model at different abstraction 

evels. The left image shows an example of a car modelled using UML and based on these four layered structures 

(Gorton, 2011; Liu & Wang, 2011; OMG, 2003, 2011, 2014).  

Looking at the figure 3-4, we can understand the vital role of the MOF in the MDA process as a meta-meta model, 

which means it provides a metamodeling language (Gorton, 2011; J. Saraiva, 2013) for models and transformation 

between them.  
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The modelling language in MDA could be a generic language such as UML which can be used for multiple domains 

such as IT. The MOF metamodeling structure also facilitates defining Domain Specific Languages (DSLs) which 

expand MDA applications to other domains beyond IT such as biology, geography (Gorton, 2011).  

 

3.2.3. DSL 

While UML is well-suited to use for creating models in several disciplines (e.g., IT) it does not have the required 

elements to specify particular problems and solutions in some desciplines (e.g., biology, earth science). It is really 

challenging for experts and developers to for modelling problems and communicate them Using UML. That’s 

where software development introduces DSLs as a set of specifications defined by domain experts and developers 

to be used where it is not possible to use conventional modelling languages.  

DSLs are modeling languages for each specific domain and are used increasingly by domain experts to 

transform their knowledge to other experts and software developers (J. d. S. Saraiva & Silva, 2009). It is the 

responsibility of domain experts to capture domain knowledge into a DSL. Application developers can then 

use the developed DSL to develop and configure the required system (Liu & Wang, 2011). 

DSLs are one of the most important concepts in MDA. They are of high value in the modeling process in 

MDA since they help domain experts and software developers to transform and express domain knowledge 

into metamodels (Ahmed, 2013).  
There are some benefits, using DSLs instead of ordinary modeling languages such as UML (Betari et al., 2018; 

de Sousa Saraiva & Rodrigues da Silva, 2008; Gorton, 2011; OMG, 2011; J. Saraiva, 2013; J. d. S. Saraiva & Silva, 

2009; Thomas, 2004): 

• It makes the problem comprehension easier for all stakeholders (clients, domain experts, software 

developers) 

• It is easily transferable between different stakeholders (there is no need to know certain modeling 

languages) 

• It is more flexible and can capture specific aspects of a problem in a domain since it is based on that 

domain, while modeling languages are more general and usually act better when applied to certain domains 

• It is extensible, which means that if we create a DSL for a specific domain, in case of changes to the 

problem or additional problems, we could easily use the current DSL and extend it (Ahmed, 2013). 
 

Figure 3-4- the MOF four-layared metamodeling structure (right) - an modeling example in UML (left) - Adopted from (Gorton, 2011; 

OMG, 2003, 2014; J. Saraiva, 2013) 
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By using MOF four layered metamodeling structure MDA provides the opportunity for domain experts and 

developers to define DSLs for their particular domains. So if it is not possible to express MDA models (CIM, PIM, 

and PSM) using conventional modelling languages first a DSL (metamodel) should be defined for them and then 

we can creatre models. 

Creating DSLs through metamodeling is considered a significant asset in MDA software development (Ahmed, 

2013; Seffah, 2015) that grows over time. Incremental development and consulting domain experts are the mean 

to come up with a good metamodel (Cáceres et al., 2020; Liu & Wang, 2011; Marcos et al., 2003; Nguyen & 

Richta, 2014) and upgrade it. Therefore, after a while and several attempts, the resulted DLS could be used in 

almost any project within that particular domain without any manipulation. This will increase productivity and 

decrease the amount of time and energy needed for developing any application in this particular domain 

regardless of its complexity.  

 

3.2.4. CIM 

CIM or the application business model describes the application's working logic or its business model. A business 

model describes abstractly how the business is operating and modeling business processes help to improve 

communication between software developers, customers, and partners for better controlling the business or 

establishing an information system (Kherraf et al., 2008; OMG, 2014). CIM has the highest level of abstraction 

and is the first model in the MDA life cycle. Creating a fine-tuned CIM model (a rich business model) is vital to 

have a relatively smooth transformation into PIM and finally to make a fine-tuned PSM (Kriouile, 2015).  

A CIM for an application (including geospatial applications) is generated through constant consultation with 

domain experts, business owners, and clients. It also requires direct communication with external partners and 

clients. According to the stakeholders' needs and requirements, different models could be used to describe the 

same reality in the application. In this section, the main objective is to find ways for designing business process 

models as the first stage in geospatial web application development. 

As shown in the figure 3-5, CIM could be represented by two types of models: business process models or 

requirement models. According to Sharifi and Mohsenzadeh, 2012, different representations of the business 

process model could be classified into three types: UML Diagram, Data Flow Diagram (DFD), and Business 

Process Modeling Notation (BPMN). Also, The Requirement Model aspect can be classified into two types: Use 

Case Model and Feature Model. 

 

 
 

 

 

This research will effectively use the UML 2.0 activity diagram to present the business process model in order to 

achieve a concentrated CIM that (Rhazali et al., 2018). The activity diagram is another important behavioral 

diagram in the UML diagram to describe dynamic aspects of the system (Koch et al., 2002). The activity diagram 

Figure 3-5- Taxonomy of CIM (Sharifi & Mohsenzadeh, 2012) 
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is essentially an advanced flow chart that models the flow from one activity to another activity. The following 

points should be considered when create an activity diagram: 

• Identify candidate use cases through the examination of business workflows 

• Identify pre-and post-conditions (the context) for use cases 

• Model workflows between/within use cases 

• Model complex workflows in operations on objects 

• Model in detail complex activities in a high-level activity Diagram 

 

Figure 3-6- UML activity diagram for the digitization phase of a geospatial application (Tekavec & Lisec, 2020) 

 

3.2.5. PIM 

PIM is suitable to describe a domain problem (represented by CIM) in a proper information system. The 

most crucial point in PIM is its independence from a particular platform. There shouldn’t be any details and 

technical specifications that could make PIM dependent on a specific platform. However, software engineers 

and developers have a more dominant role in creating PIM than CIM (Kardos & Drozdova, 2010). 

As described, there are some limitations in using predefined modeling languages (such as UML) for PIM 

development and they cannot provide the required means to define PIM in several domains. Also they  

challenging to understand for domain experts and stakeholders with limited backgrounds in computer 

modeling (Kriouile, 2015). 

The meta-object facility (MOF) specifications developed by OMG (OMG, 2011) allow developers and 

domain experts to define their modeling language by using the metamodeling concept (Ahmed, 2013). This 
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way, in MDA, before creating PIM and PSM, a metamodel should be created for each one of them. 

Metamodeling is the first step to create domain-specific languages (DSLs) for PIM. Since DSL is all about a specific 

domain, the domain knowledge should be captured and well maintained in defining DSL (Gorton, 2011; Osis & 

Nazaruka, 2008).  

1- The modelling process depends extremely on the level of knowledge and experience of modeller 

2- Based on the modeler’s personal view, it might be possible to develop more than one PIM for the same 

problem 

3- The main criteria are that how much model design help developers to achieve their goal 

4- Depends on domain experts and their collaboration with developers 

5- There is no bad PIM, however some models could represent the information system better than others 

6- There are no widely accepted standards for creating PIM metamodel, the way to do the modelling 

mainly depends on the modeler 

7- This is a continues process, more projects and more editions, more perfect PIM metamodel 

 

3.2.6. PSM 

PSM is a model of the information system that is more specific about using certain platforms or applying a 

particular technology for the development process. PSM has a lower level of abstraction than PIM (OMG, 2014). 

PSM will be created based on the MDA’s model transformation concept. Unlike an ordinary MDA software 

development project, transformation in this research combines the ordinary PIM to PSM model transformation 

with specific transformation rules based on selected software design patterns. So, the resulting PSM is created for 

a particular platform and has the characteristics of those design patterns. The model transformation and creation 

of PSM from PIM is an automated process that uses transformation rules. These specific transformation rules are 

based on selected design patterns and created PIM to create and make a PSM. 

In the MDA, PSM development should be done by experienced software developers and platform specialists and 

there is no need for domain experts to take part in this process. 

 

3.2.7. Model transformations 

Transformation is a fundamental theme in software engineering, and model transformation is one of the central 

elements of MDA. It refers to the automated way of modifying and creating new models from existing ones 

(Thomas, 2004). The MOF provide necessary concepts for developers and software engineers to define 

metamodels and transformation rules in the MDA process. Generally speaking, both input and output models of 

a transformation should have a distinct metamodel that confirms the MOF. Transformation rules that define model 

transformation come from a metamodel that describes transformation language, and transformation language itself 

should confirm the MOF (Kriouile, 2015; Marcos et al., 2003).  
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The most important applications of model transformations in the MDA process are (Gorton, 2011; Liu & Wang, 

2011; OMG, 2003, 2014; Soley & OMG Staff Strategy Group, 2000): 

• Producing lower level models from higher-level models and finally generating code from lower-level 

models 

• Once the transformation is done (developing mappings and transformation rules) and there is no change 

in the information system, it could be used several times for different models and applications. 

• To generate query-based views of the whole software system 

• Managing tasks related to model evolution such as upgrading models or model refactoring in case of 

introducing changes to the system  

• Facilitating reverse engineering of high-level models from low-level models and code  

• It reduces the amount of time and energy needed to software code, basically by introducing an automatic 

and providing the possibility of model reuse. 

• helps development process to support multiple technologies, platforms, and programming languages 

• More engaging other stakeholders such as domain experts 

• The possibility to use software design patterns and create a more consistent product 

• Model-based software design allows the information system to be more flexible toward changes and 

updates, easily integrate them (OMG, 2014) 

There are mainly two types of model transformations in MDA. CIM to PIM transformation and PIM to PSM 

transformation. CIM to PIM transformations are usually done manually (the process is not automatic). However, 

there are several attempts to (fully or at least partially) automate this process. This means still there is no fully 

functional machine-readable approach to map CIM elements into PIM (Sharifi & Mohsenzadeh, 2012). 

PIM-to-PSM transformation is the most complex part of the whole MDA process. Technical experts mostly do 

this transformation with no or, in some cases, minor contributions from the project’s clients. Model 

transformations in the MDA also could be used as bridges to transform to different PSM models (Kardos & 

Drozdova, 2010; Meservy & Fenstermacher, 2005) or, in some cases, to help to create a model with high level of 

abstraction from models with the lower abstraction (reverse transformation). 

 

3.2.7.1. CIM to PIM model transformation 

The main goal in CIM to PIM transformation is to convert the business model expressed by the UML activity 

diagram into PIM expressed in the class diagram or represented as a DSL. This transformation should be done 

using the developed CIM (the business model) and adding some technical information related to the information 

system and software design applying a set of transformation rules. 

Figure 3-7- Integrating design patterns into MDA (OMG, 2003) 
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There have been several efforts to find a methodology for doing CIM to PIM transformation in a fully (or partially) 

automatic manner. However, manual transformation still is one of the most trusted and most accessible ways for 

this transformation.  

Looking at the literature on CIM to PIM transformation, it could be seen that several efforts have been made to 

establish a structured methodology for this transformation. Considering the research scope and the fact that CIM 

to PIM transformation is one step in the whole MDA process and the limited amount of time, we decided to use 

the manual method for CIM to PIM transformation. The application’s business logic (CIM) logic will be expressed 

using UML 2.0 activity diagram, and manual transformation based on a set of transformation rules proposed by 

Rhazali et al. (Rhazali et al., 2018) will be used to generate PIM.  

One point worth noting is that the goal of this manual transformation is to Generate a metamodel (not a model) 

for PIM. It is slightly different from the actual methodology developed by Rhazali et al. For this thesis, the CIM 

to PIM transformation is about creating a PIM metamodel from the CIM model. to do this, the main rules of CIM 

to PIM transformation plus other considerations related to metamodeling creating DSL have to be taken into 

account.  

The rules of thumb for CIM (detailed activity diagram) to PIM (metamodel) transformation are 

• An object node translates into a class. 

• The state of each object node becomes a class method (Rhazali et al., 2018) 

We have to consider these two rules when dealing with and to try to define DSL for PIM. During creating a good 

CIM model and during CIM to PIM transformation, it is of high value to include domain experts, professionals, 

customers, and other stakeholders in the process, not just software engineers and developers (Rhazali et al., 2018). 

As the level of abstraction in the development process is reduced (from CIM to PIM, from PIM to PSM, and 

finally PSM to software code), software engineers and developers will be more involved, and domain experts will 

have more minor rules. 

 

3.2.7.2. PIM to PSM Model transformation 

Since introducing MDA as another software development paradigm, there have been several attempts to use it in 

the software industry and academic research (Meservy & Fenstermacher, 2005; Rahmouni & Mbarki, 2011; Rhazali 

et al., 2018; Schmidt, 2006; Thomas, 2004). Many studies and publications in this area focused on PIM to PSM 

model transformation to find an excellent approach to transform PIM to PSM in a fully (or partially) automatic 

manner. They have used different transformation rules, model transformation languages and also tried to apply 

them for different applications from health services to web development (Marcos et al., 2003; Rahmouni & Mbarki, 

2011; Rodriguez et al., 2010). 

To develop a web application based on the MDA principles, Huang and Chu tried to transform PIM into PSM 

automatically. They have introduced three types of mapping rules (namely boundary, control, and entity) for this 

transformation and a different set of transformation rules for generating source code from PSM in their application 

(Huang & Chu, 2014). However, their work on model transformation and the transformation rules definition is 

not precise, and it is not explained how they acquired those transformation rules and what kind of transformation 

methodology and languages they have used in their work. 

In another work, Rahmouni and Mbarki proposed an approach for developing web applications based on the 

MDA process. Their goal was to increase the level of automation and increase development speed and decrease 

development-related errors. They have developed two metamodels for PIM and PSM in UML class diagrams and 

use UML notation for specifying transformation rules. Finally, they have transformed PIM into PSM using the 

ATL model transformation language (Rahmouni & Mbarki, 2011). 

In their paper about model-driven development of information systems based on MVC (model view controller) 

architecture, Kazato et al. proposed a model transformation methodology based on MVC architecture. They have 
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used UML profiles to capture specific information system requirements and applied a set of transformation 

mappings to generate various PSMs (Kazato et al., 2009). 

In MDA, PIM to PSM model transformation typically includes a set of transformation rules and two metamodels, 

one metamodel as input metamodel and the other as output metamodel. Based on the input metamodel, a model 

instance is also needed for the process. The final output of the model transformation is the model instance of the 

output metamodel generated by applying transformation rules to the input model (Ahmed, 2013). In this research, 

after developing a metamodel for PIM based on CIM transformation, PIM will be created. The next part is to 

define a metamodel for PSM based on the specific platform we want to develop our application and related 

programming language. Having two metamodels (one for PIM and one for PSM) and an instance of PIM 

metamodel, QVT transformation language will be used for PIM to PSM model transformation and automatic 

generation of PSM. 

 

3.2.7.3. Model transformation languages 

In MDA, software development uses the metamodel concept to reflect changes in information systems and 

models. The MDA model transformation provides necessary means for automatic (fully or partially) transforming 

the input model (with higher level of abstraction) into the output model (with lower level of abstraction). This way, 

the output model instance will be updated in case of any change to the input model. This is the best way to ensure 

some level of consistency in the system models (J. Saraiva, 2013). 

The most crucial role of model transformation is to reflect the relationship between input and output metamodels 

using transformation rules. This way, any changes or updates in the information system and thus in input 

metamodel will be reflected in the output metamodel (J. Saraiva, 2013). 

There are three main model transformation approaches in MDA: The first one is OMG's QVT transformation 

language. The second one is the ATL transformation language. And the third one is MOF based model to text 

transformation. 

The ATL (ATL transformation language) developed by AtlanMed research team is a model transformation 

language that provides a rather natural approach to model transformation. This transformation language is 

successfully integrated into Eclipse Modeling Framework’s M2M (model to model) modeling project as a plugin 

(Rahmouni & Mbarki, 2011). 

MOF model to text (MOFM2T) transformation is a transformation language developed by OMG, and its primary 

purpose is to generate code from models. It is mostly used to generate source code from PSM models in MDA, 

unlike QVT that is normally used for PIM to OSM model transformation (J. Saraiva, 2013). 

 

3.2.7.4. QVT transformation language 

One of the famous transformation languages is QVT (Query/View/Transformation), a standard set of languages 

for model transformation in MDA, defined and developed by the Object Management Group (Czarnecki et al., 

2006). 

 

 
  Figure 3-8 QVT model transformation (D. K. Kim et al., 2017) 
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There are three different domain-specific languages (DSLs) within the QVT: core, operational mappings and 

relations, and black box operations integrated with each of these DSLs (D. K. Kim et al., 2017). 

Relations is a declarative transformation language that requires two models and a couple of conditions to define 

relations between model components. The core is also a declarative transformation language smaller than the 

others and does not use patterns. Often called as QVTo, operational mappings are imperative transformation 

languages that help to extend relations and core. Unlike relations which are bi-directional, operational mappings 

are unidirectional. Finally, the black box is an important part of QVT since it allows implementing complex 

algorithms in the desired programming language (D. K. Kim et al., 2017; Nolte, 2010; The Object Management 

Group, 2006; The Object Management Group., 2007). 

 

3.2.8. Software development using the MDA  

The architectural separation of concerns is the main foundation of MDA. Adaptation and successful 

implementation of MDA principles in web development help software engineers and web developers reach three 

crucial goals: reusability, interoperability, and portability (Schwinger & Koch, 2006). 

There are several examples of the application of MDA for developing software and web applications in the last 

two decades. The information system developed by Caceres et al., 2003 is among the first systems developed based 

on MDA concepts (Huang & Chu, 2014). In the web application domain, the study by Tai et al. 2004 is among the 

first studies that shows the result of applying MDA to develop several a large-scale web application. They broke 

the main information system into smaller subsystems, developed a metamodel for it and use a team of developers 

to work on each subsystem individually. The result of study shows that using MDA and metamodeling 

specifications could increase the level of collaboration and communication in the project (Schwinger & Koch, 

2006).  

One example of using the MDA pattern in the geospatial domain and the public sector is using the model-driven 

development process by Danish Geodata Agency (DGA) for the integrated dissemination of national geographic 

data. The process starts from the conceptual modeling of the geographic data to the end, where data are distributed 

via WFS services and download capabilities (Huang & Chu, 2014). In a study by Aydinoglu and Kara, they 

examined the combination of MDA application development and linked data approaches in modeling and its 

impact on the dissemination of geographic data sets. This study used Turkey's administrative unit's geographical 

data (Aydinoğlu & Kara, 2019). The study results show that using linked data along with modelling and publishing 

geospatial data using MDA methodology, provides more opportunities for semantic interoperability, software 

reuse, and data accessibility. 

Prakash and Kerry applied well-defined software design patterns to develop the display component of GIS 

software (Prakash & Karri, 2018). Their work focuses on finding suitable design patterns for recurring problems 

in developing GIS software. They explained the display component of a GIS application into several subsystems 

with various design problems and tried to use suitable design patterns to deal with each design problem (J. Saraiva, 

2013).  

3.2.9. MDA critics 

While there are promising results in using MDA in software engineering and web development, there are a few 

issues and challenges regarding its functionality. One of the most important criticisms is about the prominent use 

of UML for modeling purposes. UML itself faces some challenges as a modeling language it is hard to understand 

and work with for several people (domain experts) without any background in computer science. The other issue 

with UML is its limitation to model beyond IT related domains such as biology or geoscience. However, this can 

be addressed using design-specific languages (DSL) in the development process.  

The next one regards model and code maintenance and update. While the software code is generated automatically, 

it is not enough to build an application from it. In many cases the generated code covers less than 50% of the code 
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required application so lots of manual enhancements should be done to an automatically generated code (J. Saraiva, 

2013; Thomas, 2004). 

 

3.3. Pattern Based Model Driven Architecture (PBMDA) 

As described in the introduction, the main objective of this chapter is to describe PBMDA methodology developed 

for geospatial web application development. The PBMDA developed in this chapter is based on principles of 

MDA and tries to integrate software design patterns into the MDA process. The most important part of this 

methodology is to find a way for this integration. While there are several types of research on design patterns and 

how to use them in an actual real-life problem (Buschmann et al., 1996; Dong et al., 2010; D. K. Kim et al., 2017; 

McArthur, 2008; Pang et al., 2011), there are few studies that look at design patterns and their implementation as 

part of the MDA software development process (Seffah, 2015; Taleb et al., 2007; Zadahmad Jafarlou et al., 2010). 

In the initial MDA specification published by OMG (OMG, 2003), OMG proposed using design pattern concept 

within MDA (figure 3-9). It suggested that the design patterns could be incorporated into the MDA process as 

part of PIM to PSM model transformation. That means a certain model transformation methodology that 

considers design patterns shoulb be applied to generate PSM  from PSM. 

 

Seffieh (Seffah, 2015) proposed an approach for pattern-oriented model-driven architecture (POMA) and a way 

to integrate design patterns into the MDA development process. This approach enables software engineers and 

developers to deal with more complex and interactive systems. He suggested that these two programming 

paradigms could be incorporated at different abstraction levels and create a heterogeneous architecture for 

developing complex software. 

The proposed system is combined MDA’s regular models (CIM, PIM, and PSM) in 5 different architectural levels 

and the respective model transformations. As figure 3-6 shows the integration of design patterns to this structure 

happens as a set of mapping rules in PIM to PSM transformation. The PIM to PSM transformation includes two 

types of transformation: one is the regular transformation rules for PIM to PSM transformation. The other is 

specific mapping rules for transforming PIM (without any trace of design patterns) into a pattern-oriented PSM 

(Seffah, 2015). This proposed framework is also in line with the OMG’s original for pattern integration into MDA 

process (OMG, 2003). 

Figure 3-9- Incorporating Design patterns into MDA (OMG, 2003) 
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Figure 3-11 shows the PBMDA methodology for developing geospatial web applications. PBMDA proposed in 

this research combines MDA principles and software design patterns based on POMA methodology proposed by 

Seffah, 2015 that is the same process as MDA with slight changes and enhancements in PIM to PSM model 

transformation. 

 

Figure 3-10- POMA architecture (Seffah, 2015) 

Figure 3-11- The PBMDA methodology 
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At first, it is very beneficial to divide the information system into several smaller and simpler subsystems, each 

subsystem with one specific goal. Then we can consider a separate viewpoint for each subsystem and use the 

PBMDA approach for its development. Viewpoints can be defined based on context and abstraction level. Each 

viewpoint can have its metamodel (DSL), models, and model transformations in MDA (Ahmed, 2013). Then it is 

possible to link those subsystems and create an integrated system. This way, the level of system complexity will 

decrease significantly since we only have to deal with one subsystem in the modeling process. 

The first is creating CIM based on the application’s logic and specific problems and related solutions to address 

them. There has to be constant consultation with all stakeholders in creating CIM, including organizations, domain 

experts, and end-users. The goal in this step is to reach some specifications to express the application’s business 

logic. The UML activity diagram will be used to show the results. 

The next step is creating PIM with respect to the resulted CIM. In PIM development, system design principles 

have to be considered, and domain experts have to be consulted regularly. Since UML is not suitable to capture all 

aspects and specifications of problems, processes, and solutions in our field (Geoscience), we need to define a 

DSL for this domain (since a functional DSL for this domain does not exist yet). It should be mentioned that the 

DSL created in this research is not a complete one, and it should be adjusted and enhanced many times to be a 

complete DSL and be used for other domain projects. The PIM metamodel (DSL) has to be generated mainly by 

domain experts with a small contribution of developers. PIM is a model instance of PIM metamodel and has to 

be generated after creating PIM metamodel based on the project specifications. 
The next step is to generate a metamodel for PSM, considering all the specifications related to a particular platform 

and the technologies we want to use in the implementation phase. PSM metamodel has to be developed mainly by 

software developers and platform specialists based on project needs and requirements. It is also possible to develop 

more than one PSM from a PIM each PSM designed based on a particular platform specification. 

Creating PIM and PSM metamodels is essential to investigate them and identify the possibility of using specific 

design patterns in certain parts of them to generate a pattern-based PSM metamodel from a pattern-less PIM 

metamodel. This way, it is possible to use Pattern-Based Model Transformation (PBMT) for PIM to PSM 

transformation. The PBMT will be explained in detail in the next chapter. This transformation will be done using 

QVT transformation language. Two sets of transformation rules have to be defined for this transformation, 

ordinary transformation rules for transforming PIM into PSM and pattern mapping rules for design patterns. 

Defining PBMT for PIM to PSM model transformation, by introducing PIM and PSM metamodels and PIM 

model instance to the transformation function as input, we can have PSM model instance as the final output of 

the transformation. The final part is to generate application code from PSM. 

This approach will be implemented in this thesis as the way to integrate design patterns into MDA for developing 

a geospatial web application. The following section is dedicated to PIM to PSM model transformation and pattern-

based model transformation (PBMT). 

 

3.3.1. Pattern-Based Model Transformation (PBMT) 

Design patterns are one of those concepts in computer science that are somehow challenging to use in the software 

development process. Many software engineers and developers mainly rely on their experience for a successful 

implementation of design patterns (D. K. Kim et al., 2017). however, it is possible to use design patterns in various 

parts of the development process in the MDA, from PIM to PSM model transformation and even in code 

generation phase. In recent years, design patterns have been used by many academics and field professionals for 

developing complex software systems (Pang et al., 2011). Design patterns are great tools that increase software 

quality by bringing an acceptable solution for a common problem in software design (D. K. Kim et al., 2017). 

By incorporating design patterns into the MDA software development process, software engineers and developers 

are able to use software development units within MDA. This will increase the modeling granularity in MDA and 

allow to build of extensible and more flexible information systems (Pang et al., 2011). 
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Several studies have shown how to implement design patterns into model transformation, and many researchers 

proposed different approaches for pattern-based model transformation (D. K. Kim et al., 2017; Pang et al., 2011; 

Seffah, 2015). However, it is worth mentioning that this transformation is not a simple task. Many factors should 

be considered, like pattern detection, automation, transformation rules, and transformation language. 

Briand et al. worked on developing automatic pattern detection techniques in software models and applying design 

patterns into software models. Their work emphasized pattern applicability and how it can be found that a design 

pattern is suitable for a particular model (Briand et al., 2006). 

El Boussaidi and Mili tried to identify design problems in a development model in their work on software design 

patterns. Then they tried to apply appropriate design patterns into the software model to solve those problems 

related to system design. Finally, they have transformed the information system’s model based on the identified 

patterns and using a set of transformation rules (el Boussaidi & Mili, 2012). They used two types of information 

models: the problem model (input) and the solution model (output). They transformed the problem model into 

the solution model using a set of transformation rules based on the applied design patterns in the Eclipse Modeling 

Framework (EMF). 

In another initiative, Dong et al. used QVT model transformation language for applying design patterns into the 

software development process. They transformed a problem model (a model with no trace of design patterns) 

based on a set of design patterns to a solution model. They imported pattern solutions as input model, defined 

transformation mappings, and used them in QVT language to create a new model. However, they only focused on 

class diagrams in their work (Dong et al., 2010). 

To implement the design pattern in our thesis, we will use pattern-based model transformation approach 

introduced by Kim et al. (D. K. Kim et al., 2017). In pattern-based model transformation (PBMT), a problem 

model will be transformed into a solution model using a set of transformation rules (D. K. Kim et al., 2017). 

In PBMT, each design pattern will be described as a set of specifications related to the problem, solution, and 

transformation. This will happen at the metamodel level (M2). The problem specifications are actually a set of 

problem models that could be addressed using solution specifications or design patterns (D.-K. Kim & el 

Khawand, 2007). Each solution specification is designed based on a particular design pattern and corresponds to 

a problem specification. Transformation specifications in this approach include rule bindings between problem 

and solution specifications and related transformation rules (figure 3-12). They explain how a particular problem 

specification should be addressed by its equivalent solution specification (D.-K. Kim & el Khawand, 2007). 

QVT transformation is the model transformation language that helps us to define transformation rules and 

transform the input model (with the problem specifications) to the output model (with the solution specifications). 

This whole approach is developed based on the metamodeling concept where every design problem, design 

solution (which is somehow design patterns) are defined at the metamodel level (M2), and the application model 

has to be defined at the model level (M1). 

One of the main objectives of this research is to present a systematic methodology to develop an application by 

using design patterns in the MDA model transformation to increase software quality during the design process. 

Figure 3-12- Pattern based model transformation at metamodel level (D. K. Kim et al., 2017) 
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This research will try to demonstrate this approach by applying PBMT for the observer design pattern (Gamma et 

al., 1995) in our final application. 

The reason for choosing the observer pattern as the candidate pattern for PBMT is that this pattern is widely used 

in many software development projects, so showing its application in the PBMT process could be helpful for other 

researchers and developers. Also, the main objective of this research is to represent an approach suitable for 

integrating design patterns into the MDA process. For showing the effectiveness of research methodology, one 

design pattern (in this case, the observer pattern) was needed to be used in PBMT as part of the research 

methodology. The procedure to identify the use of design patterns in the information model and choose suitable 

patterns to be used in the PBMT and other issues like pattern applicability and pattern conformance is out of the 

scope of this research and should be addressed in other studies. 

Observer design pattern (Gamma et al., 1995) is a well-known example of software design patterns. As shown in 

figure 3-13, the Observer design pattern solves the issues related to the management of state dependencies in 

software systems by introducing callback interfaces and registration (Riehle, 2011). During the application of this 

design pattern, software engineers and developers use specific terms like “observer” and “subject” as part of their 

language to communicate the design, implementation, and documentation of the software development process 

(Riehle, 2011; Riehle & Züllighoven, 1996; Taleb et al., 2007). 

 

First thing to do for PBMT in this thesis, is to analyze the PIM metamodel and identify where we could apply a 

certain design pattern (the observer pattern). There are several publications related to how the pattern 

applicability could be done. However, since in this thesis only one pattern once will be applied to the PIM 

metamodel, this will be done manually and the part of metamodel (those classes) suitable for observer pattern 

application will be identified. 

After a brief explanation about the observer design pattern, it is time for presenting this pattern as a set of problem 

specifications and solution specifications. After introducing the solution specifications and the problem 

specifications, their respected metamodels should be expressed. These metamodels are going to be used in the 

transformation. the UML will be used to represent those metamodels because of its compatibility with the QVT 

transformation notation and its ease of use. Figure 3-14 shows the problem specifications of the observer design 

pattern and its respective metamodel in UML. 

 

Figure 3-13- The Observer design pattern 
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Figure 3-15 shows the observer design pattern solution specifications and its respective metamodel in UML. 

 

 

By looking at the observer pattern’s problem specification and solution specification, it is clear that these 

specifications conform to their respected metamodel presented in UML. Also, it is recognizable that the solution 

specification is designed to help developers to address the design problem specified in the problem specification 

through the application of the Observer design pattern notation (D. K. Kim et al., 2017; D.-K. Kim & el Khawand, 

2007). 

After identifying design patterns, specifications, and their respective metamodel, it is time to incorporate these 

patterns (e.g., their problem specification and solution specification) into the MDA development process. The best 

way is to integrate the pattern problem specification into PIM and the pattern solution specification into PSM. It 

is vital to consider other aspects of MDA when doing this integration.  

For example, when we want to integrate solution specification into the PSM, we have to consider the specific 

platform that we want to develop the application, so there should be specific changes to make solution 

specifications ready for integration with PSM, and it has to be designed based on the platform in use. 

The next part is to define transformation rules based on the problem and the solution specifications. These pattern-

based transformation rules have to be defined for transforming PIM (with problem specifications) to PSM (with 

solution specifications) and are a part of MDA transformation rules. Based on the specific pattern selected for this 

research (the observer pattern) and corresponding problem specifications and solution specifications, three general 

transformation rules have to be defined “problem-to-solution-subject,” “problem-to-solution-observer,” and” 

problem-to-solution-observes-association.”  

The following image illustrates the “problem-to-solution-subject” transformation rule and how it translates a 

problem specification into a solution specification. As it can be seen from the image, in the observer design pattern, 

Figure 3-14- Observer pattern problem specifications (left) and corresponding metamodel (right) (D. K. Kim et al., 2017) 

Figure 3-15- Observer pattern solution specifications (left) and corresponding metamodel (right) (D. K. Kim et al., 2017) 
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the subject (which is observed by the observers) gets a new method (notify()) which allows it to notify observers 

when there is a change in its state. 

 

 

The following image illustrates the “problem-to-solution-observer” transformation rule and how it translates a 

problem specification into a solution specification. As it can be seen from the image, in the observer design pattern, 

observers (which observe the subject) no longer need to note the subject for any updates constantly, and there is 

no need for notify() method because, in case of any update, the subject will notify them. 

 

After integrating the problem specifications and the solution specification into PIM and PSM metamodels 

respectively and defining pattern-based transformation rules based on the specified pattern, it is time to integrate 

this PBMT into the MDA model transformation and implement it using QVT transformation language.   

 

3.3.2. Developing PIM metamodel 

As it was discussed in the previous section, first we have to define a metamodel for PIM. The PIM metamodel 

should be defined with respect to the application’s characteristics provided by domain experts and the principles 

of metamodeling and DSL generation. 

Here are the main statements regarding to the CIM in order to create PIM: 

• In the application there are three main parts: database, back-end, and front end (user interface) 

• The application could have one or more databases. Each database has one or more data collections, and 

each data collection consists of one or more datasets. 

Figure 3-16- The Observer pattern, toSolutionSubject() operation (D. K. Kim et al., 2017) 

Figure 3-17- The Observer pattern, toSolutionObserver() operation (D. K. Kim et al., 2017) 
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• The application could have one back-end component. The backend component includes several backend 

services, each backend service works with one dataset. 

• The application should have at least one front end component. Each front end component has a 

navigation bar and includes several sub-components (in this case map component, table component, and 

form component) 

• The component gathers user’s search information from it’s subcomponents (e.g., form component) and 

sent it to the backend service. Backend services transform it to a request, send it the dataset, and receive 

the response from the dataset. Then send the response to the front-end component. Based on this 

response, front end component updates itself and its subcomponents. 

• Each sub-component gets information from the main components and updates itself. Then displays 

relevant information by using web services (for example map component shows location information 

using WMS, WFS). 

 

The PIM metamodel development is done using EMF. Since this research don’t use a particular automatic 

methodology for CIM to PIM transformation, in Creating PIM metamodel, developers have to constantly check 

the resulted metamodel with the CIM and make sure they match. The developed PIM metamodel gives us a 

language and provides a framework for us to define PIM. It means that the PIM always confirms to its metamodel. 

Appendix A provides the necessary information and explains working steps regarding creating a modelling project 

and a metamodel for PIM in EMF. Also, you could find the generated metamodel in XML format in Appendix B. 
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Figure 3-18- PIM metamodel 
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3.3.3. Developing PSM metamodel 

Creating the PSM metamodel and the PIS to PSM model transformation are the most complicated tasks in the 

MDA software development process. Usually, experienced software engineers and platform specialists are in 

charge of developing PSM and doing PIM to PSM model transformation since these tasks require professionals 

with knowledge and experience of software architecture and software development on particular platforms. 

The PSM metamodel has to be generated concerning the project’s platform specifications and technical 

requirements, the generated PIM metamodel, and suitable software design patterns to use. The requirements and 

specifications of the application have to be introduced to the MDA process after developing PIM. 

The choice of technology for the project’s implementation and its platform specifications usually depends on the 

project goals and objectives. For example, some programming languages and their respective platforms are lighter 

and faster than others, more suitable for scalable projects with many interactions between users. Some are more 

suitable for heavy processing tasks dealing with various datasets. While these platforms can provide high 

performance, they cannot be used for scalable and fast projects. 

Aside from the platform performance, scalability and efficiency, feasibility (in terms of time and labor needed to 

reach the desired functionalities), the knowledge and experience level of the software development teams play an 

essential role in choosing a platform for the project implementation. It should be reminded that platforms should 

help us reach project goals and provide tools to support desired functionalities and performance. 

For this project, implementing the designed geospatial web application in MDA will be entirely based on the 

JavaScript programming language. Here you could find the related platforms that support almost all the desired 

functionalities in the project. Based on these specifications, PSM should include all the necessary functions, 

methods, and classes for project implementation. 

• Programming language: JavaScript 

• Front-end platform: React JS 

• Backend Platform: Express JS (Node JS) 

• Database: MongoDB 

 

 

In developing PSM metamodel, the last thing to consider is software design patterns and how to use them in the 

PSM design. To develop a pattern-based PSM metamodel, the first thing to do is identify the opportunity to use 

design patterns in the PIM metamodel (as a set of problem specifications). We have to look at the PIM metamodel 

and identify those parts of the PIM metamodel (those classes and relationships between them) that could be 

considered a pattern’s problem specification. Then try to change those parts using the pattern solution 

specification. We have to apply design patterns in PSM metamodel so the PSM metamodel would be based on 

solution specifications. 

Figure 3-19- The application development stack (https://medium.com/techiepedia/what-exactly-a-mern-stack-is-60c304bffbe4) 
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As it discussed in the previous chapter, in this thesis we are going to use the Observer design pattern as an example 

to show how PBMDA works. The first thing to do is to identify problem specifications related to the Observer 

design pattern in the PIM metamodel. Figure 3-20 shows the problem specifications related to the observer design 

pattern in the PIM metamodel. 

Based on the provided platform specifications, the generated PIM metamodel, and the pattern problem 

specification in the PIM metamodel, we start to generate the PSM metamodel. The procedure to create the PSM 

metamodel in EMF is the same as creating a metamodel for PIM, but this time with new classes, attributes, and 

methods. Figure 3-21 shows the provided PSM metamodel. Appendix C shows this metamodel in the XML format. 

Figure 3-20- The Observer pattern problem specifications in PIM metamodel 
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Figure 3-21- The developed PSM metamodel 
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4. RESULTS AND CONCLUSIONS 

4.1. Introduction 

This chapter could be a good starting point for those willing to work on MDA-based geospatial software 

development dealing with concepts like modeling, metamodeling, and model transformation. In this 

chapter, a geospatial web application (with one or more functionalities) has been developed for 

implementing the research methodology. The idea is to develop a standard geospatial web application and 

characterize it using the PBMDA methodology introduced in the previous chapter. So, it is essential to 

understand specific problems and issues in developing web applications and try to solve them by applying 

the PBMDA methodology. 

At first, a short introduction about the tools and framework for applying the PBMDA approach has been 

provided. This research uses Eclipse Papyrus and Eclipse Modeling Framework (EMF) as the main toolsets 

for implementing the research methodology. So, some explanations on each tool and its essential 

characteristics are provided. 

After explaining the research tools and frameworks, it is time to define and a geospatial web application as 

the case study to showcase the research methodology (PBMDA) introduced in chapter three. After 

providing some essential explanations about this geospatial web application, such as its goal, characteristics, 

and main features, the application has to be divided into different viewpoints, and one viewpoint (such as 

data management, data visualization, or data analysis) has to be selected for the application development. 

The next step is to apply the PBMDA methodology to develop a web application for the selected viewpoint. 

At first, A CIM will be created for the selected functionality using UML 2.0 activity diagram notation. 

Creating the PIM from CIM would be the next step. The PIM will be generated using the PIM metamodel 

developed in chapter 3 and the CIM developed in this chapter. The next phase is PIM to PSM model 

transformation. A set of transformation rules have to be defined to convert PIM into PSM. These 

transformation rules have to be designed based on the suitable design patterns (for the PIM), mappings 

between PIM and PSM metamodels (developed in chapter 3) and considering the final web development 

platform (programming language, web framework). The PSM is the result of this transformation and an 

essential outcome in the whole PBMDA methodology. 

After applying transformation rules and creating PSM from PIM, it is time to generate platform-specific 

code from the PSM model. The generated code from this step is the actual code and is used for the 

application development. Although the code generation process is supposed to be automatic, it always 

needs some manipulations and editions. The generated code is not enough to cover all aspects of desired 

functionality and usually requires manual enhancement. The last part is the manual enhancement of the 

generated code and making sure that it is suitable for the final application. 

4.2. Modeling toolset 

Since one of the main objectives of this research is to develop a geospatial web application based on the 

PBMDA methodology, metamodeling, modeling, and how the models are created, manipulated, and 

transformed is highly important to the research. Based on the developed methodology, a set of software 

modeling tools and frameworks have to be used in this thesis. The main criteria for choosing tools and 

frameworks are open-source, widely used, and available support in the software community. As a result, 

the Eclipse Modeling Framework (EMF) has been used as the primary toolset to implement this 

methodology for creating models and metamodels (PIM and PSM) and doing the transformations. Also, 

Eclipse Papyrus has been used for creating the CIM model based on the UML 2.0 activity diagram. 
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4.2.1. Eclipse Papyrus 

Papyrus is an open-source modeling environment developed based on Eclipse. This tool could be used as 
a stand-alone tool or as a plug-in in EMF and allows developers and software engineers for graphical 
modeling according to several modeling standards, including UML 2. Papyrus is an extensible modeling 
tool with the possibility to support Domain-Specific Language (DSL) and Systems Modeling Language 
(SysML). The adapter allows to trace into such models and extract artifacts and links. For this research, 
Papyrus is used for developing CIM in the UML 2.0 activity diagram. 
 

4.2.2. Eclipse modelling Framework (EMF) 

The Eclipse Modeling Framework (EMF) project is an open-source modeling framework for all sorts of 

development-related works, including modeling, metamodeling, model transformation, and automatic code 

generation. This framework has many built-in modeling facilities, and several plug-ins enable developers to 

create different kinds of applications for different purposes. This framework is highly suitable for 

developing tools and applications (software applications or web applications) based on a structured data 

model. So far, several applications and DSLs have been developed using EMF, and today more developers 

are using EMF in their projects. Its vast ecosystem allows developers to use it for developing a wide range 

of complex software and applications. 

The Eclipse Modeling Framework (EMF) is used as the primary toolset for dealing with models, 

metamodels and transforming them for this research. The main reason for using EMF as the primary tool 

for developing a geospatial web application based on PBMDA is its built-in capabilities to work with OGC 

standards like (MOF, QVT model transformation) and its ability to work with metamodels and DSLs. Also, 

this framework is supported by a large and very active open-source community. 

EMF is using XMI (XML metadata interchange) for storing and communicating models and metamodels. 

The modeling and EMF structures are based on three main concepts: core, edit, and codegen. EMFcore is 

the most important component in the EMF. It is developed based on the OMG's MOF notation. It also 

helps developers create and manipulate metamodels (DSLs or UML). Also, it is the main base for model 

transformation within EMF. EMFedit helps create and display model instances, model validation, and other 

operations and services and builds editors and model views. Finally, EMFcodegen is automatically 

Figure 4-1- Papyrus User interface (eclipse.org) 
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generating platform codes from models and providing code editors. The following picture shows the 

necessary steps to create and run a model in EMF. 

 

 
Figure 4-2- the process to build metamodel and generate model in EMF (Ahmed, 2013) 

4.3. The application 

Based on the descriptions provided in the previous sections, the case study application has been developed 

using the PBMDA methodology, and related models (CIM or the application's business logic, the PIM, and 

PSM) are defined or generated through this process. However, before starting the application development, 

it is better to introduce the geospatial application (the research case study), describe its main characteristics, 

and explain some of its functionalities. Also, it is crucial to choose one specific viewpoint of the application 

and focus development work on it. 

In this section, the application and its specific development viewpoint are described. This process (to define 

and explain the main application and choosing one viewpoint) has to be done jointly by software developers 

and domain experts concerning the specific domain problems and the provided solutions to address them. 

This way, they can avoid several different issues simultaneously and reduce a great deal of software 

development complexity (by dividing the application into several relatively autonomous components). 

When describing the application and its specific viewpoint, there is no need to add any technicality regarding 

application development, desired programming languages, and frameworks. The application logic has to be 

explained in simple plain text. The goal here is to express the application's primary purpose, components, 

and workflow. However, domain experts should provide these explanations, and they have to consider all 

the clients, end-users, and stakeholders. There are some formats (forms or structured questionnaires) to 

identify critical aspects and principles of the application. However, there is no use for such a questionnaire 

in this research, and everything required for its development is explained by text in this section. 

In this research, a property rental application is selected as the geospatial web application to be developed 

using the PBMDA. The application's primary purpose is to help users find a particular property (house, 

apartment, studio, room, or land parcel) to buy or rent based on the user's specific criteria (money, property 

size, location, and other characteristics of the property). The user can search for a property based on 

different spatial and non-spatial queries. The specific viewpoint selected for development in this research 

is focusing on visualizing information (based on a query). By focusing on this viewpoint, there is no need 

to deal with other unrelated issues like database, storing data, or application's search logic. 

Here are some descriptions about this particular viewpoint of the app (for showing the data): 

• When the user opens the application, she/he will see a webpage including four different tabs: Main 

tab, properties tab, login tab, and register user tab. Also, there is one toolbar allowing the user to 

navigate through app and switch between these tabs. 

o The first tab, the application's main page, combines three components: a form component, 

a map component, and a table component. 
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▪ The first component in the main tab is the form component that would be empty 

at the first opening. This component allows the user to look for the desired 

property by creating a query by filling the form. Using this form, a user could 

search properties based on their value, property type, size, and room numbers. 

The application turns these imported values into a query and sends them to the 

backend service. there is a predefined section for each query that user can feel any 

of them and look for the options under it 

▪ The second component is a map viewer that shows all the properties registered 

to the website and selected in the form component as dots.  

▪ The third component is the table component that shows all the properties selected 

in the form component. The table component shows the selected properties and 

their characteristics in a textual format in a table. 

o The second tab is the property tab, where users can see all the properties, browse between 

them, edit, add or remove them (if they are logged in to the website). 

o The third tab is the login tab, where registered users could log in to the system with their 

specific usernames and passwords. 

o The fourth tab is a form component allowing users to register themselves on the website 

providing required information. 

• When the user opens the application for the first time, all the registered properties can be seen in 

both the map component (as dots) and table component (as raws) 

• Different colors will show different types of properties (e.g., apartment, house) on the map. 

• If it is not possible to show each property by dot, a combination of properties in an area will show 

by a number representing the number of properties in that area. 

• Next phase is to make a query. When users navigate through the map (for example zooms in to a 

certain area, the system makes a request from the server and ask server to send back data from that 

certain area. This happens for the form component too. If a user fill one or many of the places in 

the query form, the system will automatically create a request based on the information in the form. 

Then checks if the query is valid and combine it with the spatial query that comes from the map 

section. Then send a final request to the server and ask for some specific properties with certain 

qualifications. 

• In the backend, the system receives the request, creates a query, and asks for results from the 

database. The server will send a response with zero, one, or more property information based on 

the query. This response will be sent back to the front end and visualized in those three 

components. 

• Every component visualizes the new data. 

• If there is a mouse over from the user to one property, a new pop-up window will come up and 

give some additional information about that property. 

• If the user clicks on one specific property, a new URL including that property webpage will be 

open in a new tab. 

• The map component and the property component show the results from the form component and 

are constantly looking to this component for updates. 
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To provide the above functionalities, it seems that we can follow a client-server architecture for application 

development. The main benefit of such an architecture is its logical and physical separation of functionality 

and ease of implementation for junior developers. Of course, depending on the project needs and the level 

of development teams, different web architectures could be used for developing such an application. This 

architecture includes three main layers: the presentation layer (or user interface), the application’s logic layer 

(business layer or backend), and the data storage layer. 

The presentation layer, also called the Graphical User Interface (GUI), deals with serving static and dynamic 

contents to the user, loading web pages, and visualizations (e.g., maps, tables, and other visuals) in the 

application. This layer is also responsible for getting the user inputs. Html, CSS and JavaScript, and some 

JavaScript libraries and frameworks such as React.js, Vue.js, and Angular are normally used for developing 

this layer. 

The application’s logic layer (the backend) is mainly responsible for the application’s business logic. This 

layer is responsible for saving and processing all the information from the presentation or data-storage 

layers. It simply processes and translates user requests into database queries on the one hand and converts 

query results from the database into the proper format and sends them to the presentation layer. This layer 

is often developed in programming languages such as Java, JavaScript, C#, and Python using popular 

frameworks such as STRUTS, ExpressJS, .Net, and Django. 

The data storage layer (or database) has to store all necessary data about the application (in this case, the 

users and properties data) and includes both datasets and the database management system. Different types 

of technologies (relational databases such as PostgreSQL or non-relational databases such as MongoDB) 

could be used in this layer. 

4.4. CIM development 

This part is about developing CIM based on the application descriptions provided in the previous section 

and the instructions introduced in chapter three for developing CIM. As discussed earlier, this thesis uses 

the UML 2.0 activity diagram for CIM creation. This diagram is generated based on two sets of rules to 

construct UML activity diagrams discussed in the previous chapter. 

Also, the following basic principles suggested by Rhazali et al. (Rhazali et al., 2018) for creating detailed 

activity diagrams are used. The rules of construction of a detailed model of the activity diagram are: 

o to represent each of the model activities as a set of consecutive actions 

o do not use this model for presenting a manual task that could not be done automatically 

o represent the connections between activities 

o an object node in the activity diagrams consists of an object state and one action output. 

Based on the rules mentioned and the descriptions of the application and its mentioned viewpoint, the 

following activity model has been developed in Papyrus. The following diagram (figure 4-3) shows the CIM 

level model as a detailed activity diagram model (without swimlanes). In this model, it is tried to model each 

activity as several consecutive actions. 
The step-by-step instructions on how to create an activity diagram is described in appendix D. 
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Figure 4-3- The application CIM
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4.5. PIM development 

The PIM is a model of information system regardless of the platform and technology in use. PIM is the result of 

CIM (business model, application logic) integrated with basic principles of designing information systems. It is 

independent from any particular technology and platform and could be used to produce several PSMs for different 

technologies and platforms. 

After developing the PIM metamodel in chapter three, the PIM instance has to be generated from it since this 

model will be needed in the later stages of the work (e.g., for PIM to PSM model transformation). The PIM 

metamodel creates a framework to define classes, their attributes, and their methods for PIM based on the project 

specifications. 

While creating a metamodel for a particular software project takes much time and needs constant care and 

consultation with domain experts, building a model based on this metamodel is more straightforward, does not 

need so much effort, and can be done relatively fast. After developing a metamodel for PIM, generating a PIM 

instance from it is relatively simple in EMF comparing to the metamodel development. 

As described earlier, the EMF edit module is responsible for generating model instances of metamodels and their 

manipulation. All needed to be done is to identify the required classes for the project, their attributes and methods, 

and use the PIM metamodel to generate it. First, in EMF, a model generator has to be defined from a developed 

PIM metamodel. The model generator helps to create the model, edit, editor codes. It also creates the editor plugin, 

which provides wizards for creating new model instances. The editor plugin allows entering model information in 

those instances. 

Here are the project specifications required in generating PIM from its metamodel and has to be imported in the 

editor plugin: 

• The main application has three main elements: one database, one backend, and one front-end element. 

• The backend element has two backend services (usersBack and properiesBack) each of them are 

connected to their respected data set. 

• The application uses only one data base (name: mongoDB) which have only one data collection (name: 

Collection1). The data collection has two data sets (usersData and propertiesData) 

• The application has one controller or user interface(frontend). The main user interface has one navigation 

bar and four different components (mainTab, usersTab, propetiesTab, and loginTab). Each of these 

components is connected to one backend service. One of these components (mainTab) has three different 

subcomponents (FORM, TABLE, and MAP), interacting with each other. 

Figure 4-3 shows the generated PIM instance from the PIM metamodel based on the above specifications in the 

EMF environment. Appendix E provides step-by-step instructions on how to generate the PIM instance in EMF. 

Also, it is possible to find the resulted PIM in XMI format in appendix F. 
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The representation of the PIM instance as class diagram can be seen in figure 4-5. This diagram is another form 
of representation for the application’s PIM. As you can see, different colors are assigned to classes based on their 
rule in the three layered structure of the application. 
 

Figure 4-4- The PIM instance generated from PIM metamodel 
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Figure 4-5- The PIM class diagram 
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4.6. PIM to PSM model transformation 

This section deals with PIM to PSM transformation and describes the process in the QVT model transformation 

language. An overview of the mapping rules (pattern mappings and PIM to PSM metamodel mappings) is provided, 

and the process to generate a PSM instance using the transformation function has been explained. As described 

earlier, we use EMF for defining mapping rules and doing the model transformation (Barendrecht, 2010; 

Gerpheide, 2014; Gerpheide et al., 2016). 

In the PIM to PSM transformation, mapping rules help describe how an object from an instance of PIM 

metamodel will be transformed into an instance of PSM metamodel. Mapping rules specify which objects, classes, 

attributes, and methods should be removed, added, or modified and how. Mapping rules and their definition are 

at the heart of MDA model transformation; they directly impact transformation function and, therefore, should 

be done by highly experienced developers with vast knowledge of software architecture and the target platform. 

As described in the introduction, this chapter aims to show how model transformation based on design patterns 

could be used as a part of MDA software development and provides an overview of the process for an actual 

geospatial web application. So, there is no intention of going through a new modeling language (QVT operational) 

and explain its syntax. While we are going to explain the logic behind mapping rules and the transformation 

function, describing the whole language is outside of the scope of this thesis. There is too much technicality 

involved, and it does not serve the goal of this research. More information on QVT model transformation 

language, syntax, and how to use it could be found in Barendrecht 2010 and Gerpheide 2014. 

As it was discussed in the previous chapter, the QVT model transformation language is a family of three languages:  

Core (QVTc), Relations (QVTr), and Operational Mappings (QVTo) (Barendrecht, 2010). For this thesis, we are 

going to use QVTo transformation language. According to the PBMDA approach, two sets of mapping rules are 

involved, one for the ordinary PIM to PSM model transformation and the other for pattern mappings. While this 

section is not going through the transformation language syntax, there will be a detailed explanation of the structure 

of transformation language, a pattern mapping (the Observer pattern), and one normal component mapping from 

PIM to PSM. A rather complete description of these transformation syntaxes in the QVTo transformation 

language can be found in Barendrecht, 2010.   

The overall structure of transformation syntax in QVT operational is shown in figure 4-6. At first, the input and 

output models and corresponding metamodels have to be introduced to the system. Before starting programming 

in QVTo, the PIM and PSM metamodels have to be imported to the system separately. The first two lines (lines 

2-3) are about introducing metamodels. In the transformation declaration (line 7), the input and output models 

(also known as source and target models) have to be identified. The purpose of the main function is to work as an 

entry point to the whole transformation, initialize the main variables, and introduce the first mapping. Mappings 

are the essential elements in QVTo transformation language as they specify how an input element turns to the 

output element. Each mapping in QVTo has three main parts: initialization, population, and end. The initialization 

section aims at variable initialization. The population section helps populate the output element based on the input 

and mapping input features to their equivalent output features. The end section describes the code to be executed 

after mapping is done. The “self” element in each mapping refers to the input element and provides access to one 

specific feature of the input element. 
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As described earlier, mapping rules for transforming some components from PIM to their corresponding 
components in PSM based on the Observer design pattern have been explained. The idea is to describe how these 
transformation rules work in the QVTo language. Figure 4-7 shows the identified observer pattern as problem 
specifications in the PIM metamodel and solution specifications in the PSM metamodel. In this section we are 
using mappings in QVTo to convert the solution specifications in PIM metamodel to the problem specifications 
in PSM metamodel. For this transformation, three classes in the PIM metamodel (MAP, TABLE, and FORM) 
must be mapped into three classes in the PSM metamodel (map, table, form). Figure 4-8 shows these mappings in 
QVTo transformation language syntax.

Figure 4-6- The main structure of QVTo 
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Figure 4-7- the observer pattern problem and solution specifications in the PIM and the PSM metamodels respectively 
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The first few lines (lines 20-33) are about mapping declarations of the pattern elements. There are declaration for 

four elements namely “FORM”, “MAP”, “TABLE”, and the” observes” elements from the PIM metamodel.  Each 

mapping declaration has a mapping operation. The rest of the syntax is about these mapping operations for each 

element and how the attributes, methods and properties of each element should be transformed from the PIM 

metamodel into the PSM metamodel.   

Figure 4-8- QVTo syntax - the observer pattern mappings 
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By having the PIM and the PSM metamodels, the PIM instance and the model transformation function, we can 

generate the PSM instance automatically. The process is relatively simple in EMF and a proper step-by-step 

description can be found in this online tutorial (http://redpanda.nl/index.php?p=tutorial). The generated PSM 

instance could be found in the figure 4-9. 

 

Figure 4-10 shows the class diagram of the generated PSM. As it can be seen from the diagram, all necessary 
classes and methods are added based on the technology selected for the project implementation. Relevant classed 
and diagrams for a presentation layer based on React.js, required classes and methods for the back-end layer 
based on Node.js and all necessary classes and function for creating a MongoDB database. 

Figure 4-9- The generated PSM 
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Figure 4-10- The PSM class diagram 
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4.7. Code generation 

According to the MDA process, the next step after developing PSM is to automatically generate software code 

from it. Automatic code generation in MDA usually is done using different transformation languages such as  

MOF Model to Text Transformation Language. The automatic code generation is one of the highly technical steps 

in the whole MDA development process and as it has been mentioned before, the generated code is not enough 

for developing the whole application and needs significant enhancements.  However, the quality of the generated 

code is directly related to the model to text transformation process and the tools for this transformation (e.g., the 

availability of software plugins) to automatically transform models into the code in a specific programming 

language.  

Having the PSM there are tools in EMF that allow us to automatically generate source code in Java. But since the 

application is intended to be developed on JavaScript stack (MongoDb, ExpressJs, NodeJS, and ReactJS) and the 

fact that still there is not reliable transformation tool that works with JavaScript, the final source code for the 

application has been developed manually considering the generated code in Java with constant consultation with 

the application’s PSM. 

For implementing the model and creating the application, a dataset including 500 records of random coordinates, 

property types, room numbers, prices and other necessary values have been created and imported to a MongoDB 

database and the application code have been developed as described earlier. Figure  4-11 exhibits the application’s 

main window (the main component) and its three sub-components (form component, map component, and table 

component). 
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Figure 4-11- A screenshot of the developed application 
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5. DISCUSSION 

In this research, we tried to introduce the Pattern Based Model Driven Architecture (PBMDA) to integrate 

software design patterns into the MDA methodology for web application development. We also provide a detailed 

description of how to develop geospatial web and mobile applications using this methodology. Using PBMDA for 

geospatial web application development, domain experts and developers have the opportunity to use the MDA’s 

standard specifications for web application modeling along with common solutions for development challenges 

provided by design patterns. The applications developed based on PBMDA have several characteristics. They are 

loosely coupled with their data, implementing technologies and platforms. There is a separation of concerns 

between different stages of the development lifecycle. Also, using MDA and software design patterns in developing 

web applications provides the opportunity for better documentation and communication of the development 

process. All these lead to an increase in productivity, flexibility, and interoperability in application development. 

Because of the importance of the OO paradigm and its rule as is the backbone for several new development 

methodologies and approaches in the software development field, such as software design patterns and the MDA, 

we discussed the concept of OO, its main principles and characteristics in the first step. Then we explained design 

patterns, their origins, and main characteristics, and how they could solve current problems and issues in the 

software development process. Then we explained web applications emphasizing geospatial web applications. We 

discussed their main features, their origins, and how they can be developed. Different methodologies for web 

application development have been reviewed, and the advantages and disadvantages of each methodology have 

been described. Finally, we started to explain the MDA process for software development, its basic principles, and 

its use for geospatial web application development. 

After discussing the research basics, we proposed the PBMDA to integrate software design patterns into the MDA. 

We explained this methodology and introducing how it could improve the MDA process by incorporating the 

design pattern concept. We also describe how to create a platform-independent metamodel for a geospatial web 

application, a PSM metamodel for implementing this application into a set of JavaScript-based platforms using the 

PBMDA methodology. We have developed a geospatial web application for property finding using the PBMDA 

methodology and the created PIM and PSM to showcase the developed methodology. Then we have generated 

the code based on the developed PSM and develop an application from it. 

Throughout this research we were guided by following research objectives: 

 

• Objective 1: To investigate different web development methodologies 

• Objective 2: Introducing MDA methodology for geospatial web development 

• Objective 3: To propose a Pattern-Based Model Driven Architecture (PBMDA) for geospatial web 

application development by integrating software design patterns into MDA  

• Objective 4: To develop a prototype geospatial web application based on the proposed pattern to 

demonstrating its applicability to the field 

Questions and answers related to the first objective: 

What are the essential criteria to consider for web application development? 

Web applications have specific characteristics and requirements that should be considered in their development 

using a certain development methodology. These issues have been discussed in detail in chapter two. But here are 

the most important criteria that should be considered developing web applications: 
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• Comparing to conventional software, web applications have a shorter development lifecycle. That is why 

the development methodology for web applications should efficiently work through different phases of 

application development, from the analysis to design and implementation. This is the only way to ensure 

the final product will be ready on time for the market. 

• The web development methodology should be able to create web applications that are loosely coupled 

from specific technologies and platform and data. There are constant changes and improvements in the 

web development landscape regarding development technologies and platforms, architectural design, and 

data forms. This makes it necessary to use development methodologies that enable web applications to be 

compatible with these new technologies and cope with changes.  

• Web applications should deal with constantly changing user needs and requirements using specific web 

services and functionalities. These changes might require some updates in the application’s logic or some 

of its objectives. Web development methodologies should consider this by providing the required facilities 

to easily upgrade applications based on changes in the application’s logic and objectives. 

• Developing web and mobile applications, it is crucial to consider security risk and privacy issues. These 

subject are gaining more attention as security challenges are among the most important risks that web 

applications are facing. 

• It is of high importance to document the application development process since it makes it easier to 

communicate between team members, more efficient for debugging, and easier maintenance and update. 

• Web applications should be able to use different web services  

• Web applications should be able to perform well under different situations such as network traffic. They 

should be reliable as tools for users as more people do more work using them. 

 

What are the specific requirements of geospatial web applications that should be considered in the 

development process? 

Aside from the general features mentioned above about web applications, geospatial web applications have special 

characteristics and requirements that should be considered in their development process. Here they are the most 

important requirements that should be considered in geospatial web application development: 

• The possibility to work with different data types (e.g., spatial and non-spatial) with different formats from 

different sources. They should be able to combine these data, process them and create valuable 

information. 

• Emphasis on different types of data visualization such as maps, charts, diagrams, and tables. 

• They have to be able to consider privacy issues regarding geospatial data and its distribution. 

• To have to be able to deal with massive amounts of geospatial data from different sources e.g., sensor 

data, conventional databases, satellite image, and maps. 

• Providing enough processing power for their users to process spatial data and information, to do spatial 

analysis, and to visualize them. 

• The ability to Dealing with different web services and APIs for example to collecting spatial data  
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What are the main approaches and methodologies for web application development? 

This question has been answered in length in chapter two. Speaking of web development, there are two sets of 

philosophies: traditional web development methodologies and those based on the OO paradigm. In this research, 

we introduced another classification that categorizes web development methods into five categories. It is really 

hard work to separate development methodologies because of the interrelationships between them and that some 

of the newer methodologies are developed based on, the older ones. Here are these five categories: 

• Data-driven methodologies that focus on the application data and uses a data-driven structure for 

application development. Hera is a good examples of web development methodologies in this category. 

• Hypertext-oriented methodologies which focuses on the hypertext dimension of the web applications. 

Well know methodologies in this category are HDM and W2000. 

• Object Oriented methodologies are mainly based on the OO notation. UWE and OOHDM are two 

famous development methodology in this category. 

• Software oriented methodologies try to develop web application based on the principles of software design 

and the OO notation. An example would be WAE. 

• MDE based methodologies. These methodologies are based on the prominent use of models in all stages 

of development process such as MDA. 

 

What is the best methodology for web application development? 

An ideal methodology for web application development should be flexible to work with different web services and 

data sources, be adaptable to any platform development or technology upgrade, and be inclusive to consider the 

needs and requirements of all users and stakeholders in the web development process. 

Among the several methodologies for web application development, MDE based web development methodologies 

seem good since they are based on the principles of the OO, and they use models and model transformation in 

the development process. As a result, they can provide some level of automation in the process. However, this 

methodology is not used widely by many in the industry because of some technological issues.  

When we are talking about choosing the best methodology for web application development, we need to consider 

several factors such as project requirements, available tools, and stakeholder's requirements before making any 

decisions. We also need to consider the level of knowledge and experience of the development team. This way, we 

can choose a methodology that can satisfy our needs and ensure that the development team can implement it. 

 

Questions and answers related to the second objective: 

What is MDA, and what are its main characteristics? 

Developed by OMG, MDA is a methodology for software development that is mainly based on MDD and the 

OO. MDA is a set of standards for creating models and metamodels for different phases of software development. 

The automatic transformation between models in different abstraction levels happens by model transformation, 

and the final transformation generates the application code from a model. There are three main models in the 

MDA process, namely CIM, PIM, and PSM. Using MDA for software and web development, we can have 

separation of concerns, some level of automation, and better documentation and communication between software 

development team members. 
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How does the MDA approach addresses those criteria important for geospatial web application 

development? 

The main foundation of MDA is the architectural separation of concerns (OMG, 2014; Osis & Nazaruka, 2008) 

in which it separates a system’s specifications from its implementation in a certain platform (Barbosa et al., 2013; 

Rossi et al., 2016). In the MDA development process, there are three models in three different abstraction level 

one independent from another: For example, PIM allows developers to focus on the system’s main specifications 

(system analysis and design) without being concern about platform specific details (system implementation). This 

way, issues related to the implementation of information system on a particular platform could be addressed at 

another abstraction level by platform specialists and developers.  

The separation of concerns facilitates traceability, reuse, and evolution in the information system. The system will 

be traceable because all steps related to its design, analysis, and implementation are developed and documented 

using models which makes it easier to understand and communicate. It also promotes reuse and evolution in the 

information system, because using model specifications and modelling concepts developers and domain experts 

are able to extend models and upgrade their model elements according to new requirements and reuse software 

elements in new specifications. 

 

 

What are the main steps to develop a geospatial web application using the MDA approach? 

Developing a web geospatial web application using MDA approach the following steps have to be taken: 

1- Developing a DSL for GI domain 

2- Developing the platform specific metamodel for the application based on the technical specifications (such 

as platform for application implementation) 

3- Defining PIM to PSM transformation rules based on these metamodels and creating transformation 

function 

4- Defining the application logic in the form of text 

5- Creating CIM in the form of UML activity diagram using the application logic 

6- Generating PIM from DSL and with the help of CIM 

7- Developing PSM using the generated PIM and transformation function developed in item 3 

8- Automatic code generation from PSM 

9- Code revision and application development 

If already a DSL is defined, we can skip the first three steps and start from step four. 

 

What are the negative issues working with the MDA? 

There are several (not necessarily negative) points that should be noticed when we trying to work with 

the MDA. 

Several points (not necessarily negative) should be noticed when we try to work with the MDA. 

• It should be noticed that this methodology is not fully automatic, and some manual enhancements might 

be necessary for different stages of application development with MDA (such as tuning models and 

metamodels, model transformations). However, this approach is still under development and 

improvement, and some of these issues related to the automation rate will be solved shortly. 
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• While the methodology generates the software code from PSM at the final stage, The automatically 

generated code covers almost 30% of the code needed for application development. This code has to be 

manipulated and enhanced manually to be helpful for the application. 

• There are limitations in using UML for modelling problems and solutions in some particular domains. In 

this case DSLs have to be defined which can be a lengthy and costly process. 

• For using this methodology for a particular domain on a specific platform, there is a need for highly 

knowledgeable developers and domain experts, and platform specialists to develop PIM and PSM 

metamodels. But once we created these metamodels for the domain and the particular platform, generating 

new applications would be easy and could be done by domain experts. 

 

 

Questions and answers related to the third objective: 

What are design patterns, and how they can improve the web development process? 

As described in chapter 2, software design patterns are common solutions for recurrent problems in the software 

development process. During web development, there are many times that developers face problems with the 

same root and structure (in different contexts). These problems could be solved using standard solutions. Knowing 

this, developers could use these predefined solutions whenever they face a particular problem, and it could be 

solved by using a specific design pattern. Software design patterns can significantly impact the efficiency of web 

development projects since they improve the level of communication between developers, provide the opportunity 

for code and algorithm reuse, and facilitate documentation. 

 

What are the main challenges in geospatial web application development using MDA? 

Aside from some of the downsides of using the MDA for web application development that have been already 

discussed, there are still particular issues for using this methodology for geospatial web application development. 

One minor issue is that using structured methods and frameworks for geospatial applications (particularly the 

MDA methodology) is not widespread in the GI domain. Many developers and field experts are not aware of them 

or look at them as fancy approaches used for academic publication. However, the primary issue is initiating and 

developing a DSL for the GI domain (because of the UML limitations in capturing and expressing GI domain 

particular problems and solutions). Such DSL for GI domain barely exists, and it takes a lot of time and energy to 

develop one. But once the DSL for the GI domain is created, it would be highly convenient to create different 

geospatial applications. Also, limitations in current standards and platforms in application development, making it 

harder for developer and GI domain experts to incorporate the MDA-related concepts into their work. 

 

How can software design patterns be integrated into MDA to create a Pattern-Based Model Driven 

Architecture (PBMDA)? 

One way to integrate software design patterns into the MDA process is through PIM to PSM transformation as 

suggested by OMG (OMG, 2003) and others (Kim et al., 2017; Seffah, 2015). The idea is that when creating PIM 

and PSM metamodels, developers have to consider the possibility of applying design patterns in these two 

metamodels. This way, we can have two sets of model transformation rules to create a model transformation 

function—the pattern mapping rules and ordinary PIM to PSM transformation rules. As a result, when we import 

a PIM into the transformation function, the output would be a pattern-based PSM. The whole idea of defining 

metamodels based on design patterns and pattern-based model transformation has been described in Chapter 3. 
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Questions and answers related to the fourth objective: 

What are the user requirements in a proposed geospatial web application? 

Generally speaking, geospatial web application users should be able to get, edit, visualize, download, and upload 

geospatial data on the web. They should be able to access various types of data (geospatial and non-spatial, vector 

or raster, sensor data) from multiple sources and different web services and combine them and process them. 

Chapter 2 describes in more detail the actual needs and requirements of the geospatial users. 

Speaking on the “property finder” application developed in chapter 4, application users need to have access to 

property data and see the list of all the properties, define queries from it and visualize the results in the form of 

maps, charts, and tables. They also should be able to register a property in the database or remove it from the 

database. 

 

What are the main functionalities (components) in this application to address user requirements? 

In this research, we tried to use the PBMDA methodology for developing a geospatial web application for locating 

properties (such as houses, apartments, and studios) for rent or sale. The application provides information about 

suitable properties to the user based on the user requirements by generating queries about the area, price, location, 

and other property features. The main designed functionalities of this application are the ability to store property 

data, define queries for the data, and visualize the query results in different formats (e.g., maps, charts, and tables). 

To provide these functionalities, we specifically used JavaScript libraries such as Mapbox GL JS to visualize data 

on the map (using WMS and WFS formats) and D3 (Data-Driven Documents) for visualizing data in the form of 

charts and diagrams. 

 

How can we use the PBMDA approach to develop a web application for one of these functionalities? 

To develop a geospatial web application using the PBMDA methodology and provide the desired user 

functionalities in this application, the first thing to do is create a PIM metamodel for this domain. Then based on 

generated metamodel and some additional information regarding the application implementation (e.g., 

technological requirements and desired platform to implement the application), a PSM metamodel has to be 

created. Transformation rules have to be defined for transforming PIM metamodel into PSM metamodel and 

considering the role of design patterns in these metamodels. By defining model transformation rules, we can create 

a model transformation function that generates an output PSM from an input PIM. 

Then it is time to create CIM based on the application business model. Then PIM has to be generated from its 

metamodel and based on the defined CIM. Having PIM and model transformation function, PSM could be 

generated automatically. The last phase is to generate code from PSM for the application implementation. 

 

5.1. Research limitations 

• One of the significant limitations of this research was the lack of DSL (or the PIM metamodel) for the GI 

domain. Creating a DSL is one of the most complicated tasks in the whole PBMDA process. 

• The developed DSL (PIM metamodel) in this research cannot be considered a perfect DSL for the GI 

domain. The purpose of this metamodel is to show the applicability of the research approach. Generating 

a DSL for the GI domain is not an easy task. It requires knowledgeable domain experts and software 

developers and might need some time to be completed by international organizations or research facilities. 
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• The lack of informative articles and detailed reports on using the MDA for web application development 

was another issue in this research. Unfortunately, most of the literature on this topic only covers one or 

two parts of the whole MDA process, for example, just model transformation. This way, it becomes hard 

to research the whole MDA process for web application development. 

• Although we tried to explain the whole MDA methodology for developing geospatial web applications, 

we did not cover the last part of the process (automatic generation of application’s code from the PSM 

and code edition) since it is a highly technical issue and is outside of the research scope. 

 

5.2. Suggestions and Recommendations for future work 

• While the application development and working with models and metamodels is not a task of GI domain 

experts and GIS professionals, they should have a minimum knowledge of these concepts to understand 

software models and work with software engineers and developers to develop better geospatial 

applications. Universities and other educational centers should offer elementary courses and lectures on 

computer modeling and metamodeling for students in the GI domain. 

• Separate research on the automatic identification and use of software design patterns for geospatial web 

applications has to be conducted. In this research, we can work on the automatic detection of design 

patterns in MDA models. It is also necessary to know software design patterns in more detail and find out 

which design patterns could be used more in geospatial web applications. 

• Separate research could be conducted for developing several Platform Specific metamodels for the same 

domain problem and transformation between these PSMs. This means by having one PIM, we can 

generate multiple PSMs and do the model transformation between them. For example, we can easily switch 

between different platforms for application implementation. 

• We suggest that all centers and organizations working in the GI domain (such as OGC), universities, and 

research centers start developing DSLs for this domain. This way, we can have multiple DSLs, which 

could be used to generate new and more elaborate DSLs. By having DSLs, developing a geospatial web 

application using the MDA methodology would be simple and efficient for GI domain experts. 
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APPENDIXES 

Appendix A: Creating a modeling project and a metamodel in EMF 

• In the Eclipse IDE, open the “Ecore” perspective. 
 

Window → perspective → open perspective → ecore 

 
 

• Create an empty EMF project. 

 

File → new → other… → Eclipse Modeling Framework → Empty EMF project 
 

 
 

• Create a new Ecore metamodel 

 

File → new → other … → Eclipse Modeling Framework → Ecore mode (then select the ecore modelling project and 
enter a name for the ecore metamodel) 
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• Open the created ecore metamodel, enter values for “Name”, “Ns Prefix”, and “NS URI”. 

 

 

• Create classes, data types, enumerations and packages in your metamodel and add attributes, references 

and types to them.  
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Right click on the metamodel → new child 
 

 
 

• Create annotations, attributes, references and operations for your classes. 

Right click on the class in metamodel → new child 
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Appendix B: The Platform Independent Metamodel in XML format 

 
<?xml version="1.0" encoding="UTF-8"?> 
<ecore:EPackage xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
    xmlns:ecore="http://www.eclipse.org/emf/2002/Ecore" name="PIM" nsURI="http://pim/1.0.0" 
nsPrefix="pim"> 
  <eClassifiers xsi:type="ecore:EClass" name="APPLICATION"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="Title" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="uses" upperBound="-1" eType="#//DATA-
BASE" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="includes" eType="#//BACKEND" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" eType="#//CONTROL-
LER" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="DATABASE"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="DBName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" upperBound="-1" 
        eType="#//DATACOLLECTION" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="DATACOLLECTION"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="DCName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" upperBound="-1" 
        eType="#//DATASET" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="DATASET"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="DSName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="BACKEND"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="BName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" upperBound="-1" 
        eType="#//BACKSERVICE" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="BACKSERVICE"> 
    <eOperations name="put"/> 
    <eOperations name="get"/> 
    <eOperations name="post"/> 
    <eOperations name="delete"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="worksWith" lowerBound="1" 
        eType="#//DATASET" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="SName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="CONTROLLER"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="COName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" eType="#//NAVBAR" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="includes" lowerBound="1" 
        upperBound="-1" eType="#//COMPONENT" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="COMPONENT"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="CName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="updates" upperBound="-1" 
        eType="#//COMPONENT" containment="true"/> 
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    <eStructuralFeatures xsi:type="ecore:EReference" name="isConnectedTo" lowerBound="1" 
        eType="#//BACKSERVICE" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" eType="#//FORM" contain-
ment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="hass" eType="#//MAP" contain-
ment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="hasss" eType="#//TABLE" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="NAVBAR"/> 
  <eClassifiers xsi:type="ecore:EClass" name="MAP"> 
    <eOperations name="observeForm" lowerBound="1"/> 
    <eOperations name="update"/> 
    <eOperations name="displayProperties"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="Observes" lowerBound="1" 
        eType="#//FORM" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="FORM"> 
    <eOperations name="update"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="TABLE"> 
    <eOperations name="observeForm" lowerBound="1"/> 
    <eOperations name="update"/> 
    <eOperations name="showTable"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="Observes" lowerBound="1" 
        eType="#//FORM" containment="true"/> 
  </eClassifiers> 

</ecore:EPackage> 
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Appendix C: The Platform Specific Metamodel in XML format 

 

<?xml version="1.0" encoding="UTF-8"?> 
<ecore:EPackage xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
    xmlns:ecore="http://www.eclipse.org/emf/2002/Ecore" name="specific01" nsURI="http://spe-
cific.com/1.0.0" nsPrefix="specific-01"> 
  <eClassifiers xsi:type="ecore:EClass" name="application"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="appName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" upperBound="-1" eType="#//data-
base" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="runsBy" lowerBound="1" 
        eType="#//controller" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="isBasedOn" eType="#//backend" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="backend"> 
    <eOperations name="requireExpress"/> 
    <eOperations name="requireConfig"/> 
    <eOperations name="requireWinston"/> 
    <eOperations name="createSever"/> 
    <eOperations name="listenServer"/> 
    <eOperations name="exportServer"/> 
    <eOperations name="requireMiddlewares"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="serverAddress" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="portValue" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EInt"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="requires" eType="#//middleware" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" eType="#//route-
Module" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="controller"> 
    <eOperations name="importReact"/> 
    <eOperations name="importReactcomponents"/> 
    <eOperations name="importCSS"/> 
    <eOperations name="render"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="loads" lowerBound="1" 
eType="#//navbar" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" upperBound="-1" 
        eType="#//component" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="database"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="address" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="name" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="includes" lowerBound="1" 
        upperBound="-1" eType="#//dataCollection" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="dataCollection"> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="includes" lowerBound="1" 
        upperBound="-1" eType="#//dataset" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="dataset"> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="datasetName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
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  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="middleware"/> 
  <eClassifiers xsi:type="ecore:EClass" name="cor" eSuperTypes="#//middleware"> 
    <eOperations name="requireCores"/> 
    <eOperations name="exportCors"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="db" eSuperTypes="#//middleware"> 
    <eOperations name="requireWinston"/> 
    <eOperations name="requireMongoose"/> 
    <eOperations name="requireConfig"/> 
    <eOperations name="connectToDB"/> 
    <eOperations name="exportDB"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="dbName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="configuration" eSuperTypes="#//middleware"> 
    <eOperations name="requireConfig"/> 
    <eOperations name="exportConfig"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="validation" eSuperTypes="#//middleware"> 
    <eOperations name="requireJoi"/> 
    <eOperations name="exportJoi"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="routeModule"> 
    <eOperations name="requireExpress"/> 
    <eOperations name="requireMiddleware"/> 
    <eOperations name="createApp"/> 
    <eOperations name="appUseRoute"/> 
    <eOperations name="exportApp"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" upperBound="-1" 
        eType="#//router" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="router"> 
    <eOperations name="requireDataModel"/> 
    <eOperations name="requireExpress"/> 
    <eOperations name="requireAdmin"/> 
    <eOperations name="requireAuth"/> 
    <eOperations name="requireValidateObjectId"/> 
    <eOperations name="requireMoment"/> 
    <eOperations name="expressRouter"/> 
    <eOperations name="routerGet"/> 
    <eOperations name="routerPost"/> 
    <eOperations name="routerPut"/> 
    <eOperations name="routerDelete"/> 
    <eOperations name="exportRouter"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="isConnectedto" lowerBound="1" 
        eType="#//dataModel" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="uses" lowerBound="1" eType="#//admin" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="use" lowerBound="1" eType="#//vali-
dateObjectId" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="requires" lowerBound="1" 
        eType="#//auth" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="navbar"> 
    <eOperations name="importReact"/> 
    <eOperations name="importLink"/> 
    <eOperations name="importNavLink"/> 
    <eOperations name="renderNavbar"/> 
    <eOperations name="exportNavbar"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="component"> 
    <eOperations name="importReact"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="getsInfoFrom" lowerBound="1" 
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        eType="#//service" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="updates" eType="#//component" 
        containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="CName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" eType="#//form" contain-
ment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="hass" eType="#//map" contain-
ment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="hasss" eType="#//table" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="map"> 
    <eOperations name="importMapboxGL"/> 
    <eOperations name="createNewMap"/> 
    <eOperations name="loadMapData"/> 
    <eOperations name="addLayer"/> 
    <eOperations name="exportMap"/> 
    <eOperations name="update"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="observes" lowerBound="1" 
        eType="#//form" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="form"> 
    <eOperations name="update"/> 
    <eOperations name="notify"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="table"> 
    <eOperations name="update"/> 
    <eOperations name="showTable"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="Observes" lowerBound="1" 
        eType="#//form" containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="service"> 
    <eOperations name="create"/> 
    <eOperations name="read"/> 
    <eOperations name="update"/> 
    <eOperations name="delete"/> 
    <eOperations name="exportCRUD"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="serviceName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="isConnectedTo" lowerBound="1" 
        eType="#//httpService" containment="true"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="uses" lowerBound="1" eType="#//router" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="httpService"> 
    <eOperations name="importAxios"/> 
    <eOperations name="axiosIntercepter"/> 
    <eOperations name="setJwt"/> 
    <eOperations name="exportAxiosGet"/> 
    <eOperations name="exportAxiosPost"/> 
    <eOperations name="exportAxiosPut"/> 
    <eOperations name="exportAxiosDelete"/> 
    <eOperations name="exportJwt"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="has" lowerBound="1" eType="#//logS-
ervice" 
        containment="true"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="logService"> 
    <eOperations name="init"/> 
    <eOperations name="log"/> 
    <eOperations name="exportInit"/> 
    <eOperations name="exportLog"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="errorLogging" eSuperTypes="#//middleware"> 
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    <eOperations name="requireWinston"/> 
    <eOperations name="requireExpressAsyncErrors"/> 
    <eOperations name="winstonHandleExceptions"/> 
    <eOperations name="winstonAddFile"/> 
    <eOperations name="exportNewWinston"/> 
  </eClassifiers> 
  <eClassifiers xsi:type="ecore:EClass" name="admin"/> 
  <eClassifiers xsi:type="ecore:EClass" name="auth"/> 
  <eClassifiers xsi:type="ecore:EClass" name="validateObjectId"/> 
  <eClassifiers xsi:type="ecore:EClass" name="dataModel"> 
    <eOperations name="requireJoi"/> 
    <eOperations name="requireMongoose"/> 
    <eOperations name="createNewMongooseSchema"/> 
    <eOperations name="CreateNewMongooseModel"/> 
    <eOperations name="validateModel"/> 
    <eOperations name="exportModel"/> 
    <eOperations name="exportValidation"/> 
    <eStructuralFeatures xsi:type="ecore:EAttribute" name="modelName" eType="ecore:EDataType 
http://www.eclipse.org/emf/2002/Ecore#//EString"/> 
    <eStructuralFeatures xsi:type="ecore:EReference" name="confirmsTo" eType="#//dataset" 
        containment="true"/> 
  </eClassifiers> 

</ecore:EPackage> 
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Appendix D: Creating the activity diagram in Papyrus 

• Create a new UML project. 

 

File → new → other … → Papyrus → UML Light Project 
 

 
 

• Create a new UML model and select the generated project as its parent folder. 

 

File → new → other … → Papyrus → UML Light Model (enter the project and model names) 
 

 
 

• Initiate a new activity diagram. 

 

Open the generated model by double clicking on it → Papyrus → New Diagram → Light Activity Diagram 
 

• Then use the elements in the palette at the right side of the application screen to create the required 

elements (nodes, flows, etc.) 



ARCHITECTURAL PATTERNS FOR DESIGNING GEOSPATIAL WEB AND MOBILE APPLICATIONS 

91 

Appendix E: Generating the PIM from its metamodel 

• First the model generator (.genmodel file) has to be created from the Ecore metamodel. 

 

Right click on the model subfolder in the project folder → New → Other … → Eclipse Modeling Framework → EMF 

Generator Model 

 

 

Select the project folder and enter a name for model generator. In the next window select “ecore model “option. In the 

next window from the “browse workspace …” button navigate to your project folder and select the Ecore metamodel 

you’ve developed before. Then Click finish in the next window. 

  

• The next step is generating the model, edit, and editor codes and plugins from the model generator. 

 

Right click on the developed model generator → Generate All 

(If done properly, tree new folders with the names *.edit, *.editor, and *.test will be created automatically.) 
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• Run the developed .editor plugin as Eclipse 

 

Right click on .editor plugin folder → Run As Eclipse Application (a new Eclipse application will open) 

 

 
 

• Create the PIM in the newly opened Eclipse application window 

 

First create an Eclipse modeling project 

Then File → Other … → Example EMF Model Creation Wizards → Choose your previously developed metamodel 
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• Start adding elements, items, attributes, and properties to the model (considering the CIM) 

 

Right click on the mode → New Childe → select item 
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Appendix F: The PIM in XML format 

 
<?xml version="1.0" encoding="UTF-8"?> 
<pim:APPLICATION xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI" 
xmlns:pim="http://pim/1.0.0" Title="PropertyFinder"> 
  <uses DBName="mongoDB"> 
    <has DCName="Collection1"> 
      <has DSName="usersData"/> 
      <has DSName="propertiesData"/> 
    </has> 
  </uses> 
  <includes> 
    <has SName="usersBack"> 
      <worksWith DSName="usersData"/> 
    </has> 
    <has SName="propertiesBack"> 
      <worksWith DSName="propertiesData"/> 
    </has> 
  </includes> 
  <has COName="frontEnd"> 
    <has/> 
    <includes CName="mainTab"> 
      <isConnectedTo SName="propertiesBack"> 
        <worksWith DSName="propertiesData"/> 
      </isConnectedTo> 
      <has/> 
      <hass/> 
      <hasss/> 
    </includes> 
    <includes CName="propertiesTab"> 
      <isConnectedTo SName="propertiesBack"/> 
    </includes> 
    <includes CName="usersTab"> 
      <isConnectedTo SName="usersBack"/> 
    </includes> 
    <includes CName="loginTab"> 
      <isConnectedTo SName="usersBack"/> 
    </includes> 
  </has> 
</pim:APPLICATION> 

 

 

 

 

 
 


