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Abstract

Static Fault Trees (SFTs) can visualize and quantify risks. One domain which uses SFTs
is within thermohydraulic systems of nuclear power plants. Fault Tree Analysis (FTA)
is a research field providing diverse insights into these risks. While an SFT focuses on
event risk and probability, understanding the event’s location within a system requires the
system’s design and a graphical representation of the power plant.

Piping and Instrumentation Diagrams (P&IDs) serve as graphical representations of in-
dustrial plant designs. Existing software can already generate SFTs from P&IDs, including
P&IDs of a nuclear power plant’s thermohydraulic systems.

However, experts often manually create SFTs, lacking a digital, formal P&ID for the
power plant. A formal P&ID offers a different perspective on the plant’s risks and events in
comparison to existing SFTs. It encompasses process flows, instrumentation, and alarms,
providing additional and varied information beyond SFTs.

If an automated process could generate P&IDs from SFTs, these resulting P&ID(s)
serve as an initial formal representation. This enhances consistency, reduces design faults,
and helps prevent conflicts and hazards.

This Master’s Thesis presents an initial algorithm for automatic P&ID generation from
SFTs. It defines a P&ID using a graph structure and outlines the algorithm in three steps.
First, it determines component labels and types based on a naming convention in the SFT.
The second step addresses components related to power plant system maintenance. Finally,
the algorithm establishes an initial topology using Post-Order Depth-First traversal of the
SFTs. The Python tool implementing this algorithm is the SFT to P&ID Converter (SPC).

The validation process for the SPC involves two inputs: four basic examples and a
RiskSpectrum case study. This yields four insights. First, the algorithm serves as an
initial formal method for inferring basic P&IDs from SFTs in the nuclear power plant
domain. Second, P&IDs defined as graphs provide a way to formally show the relationship
between SFTs and P&IDs. Third, it marks a preliminary step in inferring P&IDs from
SFTs in other domains. Lastly, current limitations of the approach involve Basic Event
ordering, P&ID Configurations, and Scalability.

Keywords: Static Fault Trees, SFTs, Piping and Instrumentation Diagrams, P&IDs, Risk
Analysis, Risk Management, Power Plants
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Chapter 1

Introduction

Fault Trees (FTs) [72] are trees which visualize and quantify the risks of various systems and
items. It is possible to create FTs of situations existing in trains, coffee machines and many
other domains. There are many different types of FTs (e.g. DFTs, SFTs [68, 38, 30, 79]).
Furthermore, many FT extensions exist (e.g. Fuzzy FTs, Repairable FTs [74, 61]). In
particular, they offer insights into their reliability, availability and safety [46, 68, 27, 28].
Usually, performing Fault Tree analysis (FTA) gains these insights. Many FTA methods
exist (e.g. MTBF, MTTF, MTTFF) to analyse the risks described in FTs.

Various industries (e.g. the energy, aerospace & transportation, and chemical & process
industries [3, 72, 29, 11]) use models based on Fault Trees (FTs) for safety assessment.
Especially FTs for nuclear power plants are notable for their complexity and level of detail.
One type of FT is a Static Fault Tree (SFT). I define SFTs, Top Events (TEs), Basic
Events (BEs) and their gate types AND, OR and VOT(k) in Section 2.1.

A limitation of SFTs is that they only show information about the risk and probability
of an event happening. Another limitation is that they only show the impact of this risk on
the whole system. I also want to know where that event happens and what impact that has
on the components of the power plant itself. For that, I need a graphical representation of
the power plant. This is where Piping and Instrumentation Diagrams (P&IDs [77]) come
in.

A P&ID is a graphical representation of industrial plant designs. They represent the
process flow, instrumentation and alarms within such a plant. Creating and using P&IDs
increases consistency and decreases design errors. It helps to identify and correct issues in
the design because they contain a lot of versatile information. An example of this is when a
plant consists of many links which can carry different fluids, gases or signals. A P&ID helps
to identify areas where those links may lead to potential conflicts or hazards. Typically,
reliability analysts build SFT models manually. They transfer the system information
present in system design representations together with the failure behaviour analysis into
SFTs. Examples of such system design representations are P&IDs and single-line diagrams
for electrical systems [48].

Another alternative is so called Model-Based Safety Assessment (MBSA), which:

• Encapsulates the reliability knowledge in a tool,

• Allows analysts to create safety models closely resembling the system models and,

• Automatically generates the SFTs.

This thesis uses an MBSA tool called RiskSpectrum ModelBuilder (RSMB1), which is
1https://www.riskspectrum.com/riskspectrum-modelbuilder
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Figure 1.1: P&ID of a simple fluid system with three pumps and check valves in
parallel.

based on KB3 [8]. Electricité de France (EDF) is developing KB3 since the early 1990’s.
Nuclear safety is a major concern for EDF, which operates 58 nuclear power plants in
France. This is why this company developed an MBSA approach and KB3; speeding up and
improving the quality of safety studies. It is also the reason for working towards inferring
P&IDs from SFTs in this thesis. RiskSpectrum ModelBuilder commercializes and further
develops KB3 in a partnership between EDF and RiskSpectrum AB. RiskSpectrum AB is
one of the market leaders with a proven commercial suite of risk software for modelling,
quantifying, and monitoring risk and reliability. Of the world’s nuclear power plants, 60%
uses a licence of the RiskSpectrum software. The company released its first software of this
kind in 1986 and has since developed a suite of tools for risk, reliability, and availability
assessment.

Subsection 2.3.1 further discusses MBSA, RSMB and KB3.

1.1 Problem example

Figures 1.1 and 1.3 show an example of an SFT generated from a P&ID. The P&ID in
Figure 1.1 shows a part of a plant. The plant contains:

• A tank;

• Two motor-driven pumps (“mdp_1” and “mdp_2”)

• One turbine-driven pump (“tdp_1”)

• Three check valves (“check_valve_1”, “check_valve_2” and “check_valve_3”)

The P&ID also has two nodes (“node_1” and “node_2”). After the first node, the fluid
flows in parallel over the three pumps and check valves. The second node brings these fluid
streams back together. For this plant, I want to visualize the risk of insufficient pumping.
In this case, it means no fluid reaches “node_2”. This is a failure event and will be the
Top Event (TE) in the generated SFT. The event can happen when:
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1. There exist only closed check-valves or;

2. There exist only broken check-valves or;

3. There exist only inactive pumps or;

4. There exist only broken pumps or;

5. The tank has no fluid output or;

6. Any other combination of mentioned events in which no fluid reaches “node_2”.

To visualize the measurements, the P&ID contains a “leakage_group_1” and a
“test_loss_fluid_a”. The first one groups the measurements. The second one tests the
measurements to the condition that there should be some fluid at “node_2”. Components
within the P&ID can contain failure events. For each failure event, RSMB can generate
an SFT. When components are in parallel, the SFT generation process uses an AND
gate. When they are in series, the process uses OR gates. The actual SFT generation
process is substantially more complex than this. This complexity is necessary to correctly
reflect failures and their propagation throughout the system. Important to note is that
the component names always correspond to the descriptions of Basic Events and/or gates
in the resulting SFTs.

The P&ID also contains non-visual data. The components “mdp_1” and “mdp_2”
are already running and both adjacent check valves are open. The state of “tdp_1” is
currently on “standby”. The state of the check valve adjacent to “tdp_1” is currently
closed. The SFT generation process takes this into account since changing these states
contains risks. This non-visual data becomes very clear in Figure 1.3. This figure shows
the generated SFT. For the motor-driven pumps, insufficient pumping only happens in
two ways. Either the operation of the pump fails, or the operation of the tank fails (e.g.
“MDP_1_FO” and “TANK_1_FO”). The turbine-driven pump takes two more things
into account. This is the opening of the check-valve, and the actual liquid flow through
the links (“CHECK_VALVE_3_FO” and “TDP_1_FD”). In the labels, the abbreviations
“FO” and “FD” mean “Failure of Operation” and “Failure of Demand”. The colours in
both Figures 1.3 and 1.1 depict the link between the Basic Events in the SFT and the
components in the P&ID.

P&ID SFT

P&ID SFT

?
✓

Figure 1.2: Simple representation of the problem

In this example, the SFT visualizes the risks of unwanted events happening in a power
plant. An expert created this SFT without having an actual P&ID of that power plant.
The problem is that there is only the SFT describing when there is insufficient pumping.
I would love to also infer the P&ID as another source of analysis for the power plant.
Figure 1.2 shows a simple representation of this problem. Currently, there already exists
software which generates SFTs from P&IDs. Hence, the green checkmark with the arrow
representing this. The question mark represents the process in the opposite direction. This
is what I want to find a solution for. The solution could offer one P&ID with the highest
probability of it being a good P&ID. It may also offer many P&IDs to an expert to choose
the best option from. The latter one is especially useful if the use case differs per P&ID.
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Figure 1.3: Generated SFT of the P&ID depicted in Figure 1.1

1.2 Problem context

One domain in which risk analysis and hazard prevention play a big role is the energy
sector [32, 69, 52]. Especially within electricity-producing power plants. Every type of
power plant has its own risks. In the current digital age, electricity is essential to have.
Emergency services without electricity will not function. Current communication methods
rely on electricity. The financial sector depends on computers having electricity. In other
words, society relies on electricity to thrive and survive. This reliance will only increase
given the planned energy transition addressing climate change [76, 6].

1.3 Problem relevance

Luckily, both governments and electricity companies are aware of the problem’s context.
They invest in managing risks related to power plants. Either with funds or with legisla-
tion. The industry currently uses SFTs as a way to visualize, quantify and analyse risks.
Currently, there are many proven methods to generate SFTs [35, 55], of which some already
do use existing P&IDs [75, 34, 64].

There are situations where the transformation in the other direction becomes relevant.
This is because P&IDs are very versatile. It would help many disciplines to generate P&IDs
from SFTs. These disciplines use it to analyse flows, controls and alarms of a power plant.
Furthermore, it is easier to apply research into predictive maintenance or other analysis
methods on P&IDs [13, 5]. Other industries than the energy sector also use P&IDs.

Often, industry experts create the SFTs by hand or use software made for this purpose.
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Automatic generation from a P&ID is impossible because of one of the following reasons:

• The P&ID is missing or does not exist

• The P&ID only exists physically

• A digital, non-formal P&ID exist

So, both SFTs and P&IDs are well-known models. There is value in having them both
to manage risks within power plants. Solving the problem is relevant because it helps to
have both SFTs and P&IDs as a representation of a power plant.

1.4 Research questions

This section discusses the research questions (RQs) to specify and clarify the scope of the
research. Since P&IDs exist in a wide variety of domains, there also exist many types and
definitions. Hence, the first question focuses on formally defining a P&ID:

RQ 1: Is it possible to formally define a P&ID?

P&IDs can have different symbols representing many different objects and processes.
Therefore, it is necessary to divide RQ 1 into multiple parts. The first subquestion focuses
on the structure of a P&ID. Since SFTs are graphs (see Section 2.1), it would be nice to
define a graph structure for P&IDs. The second subquestion reduces the type of P&IDs
— and the domain — for which to eventually infer P&IDs. Hence, the research will focus
on one metamodel. Section 3.4 elaborates on the concept of a metamodel.

The metamodel I will focus on is the EXPSA metamodel in RSMB. This metamodel
focuses on the definition of a P&ID for thermohydraulic systems. Section 2.3 explains this
metamodel in detail. The representation of the metamodel is text-based and can be quite
explicit and descriptive. This makes it more complex to read and interpret. Hence, I want
to answer the following sub-questions:

RQ 1.1: How can we use graphs as a formal structure to define P&IDs?

RQ 1.2: How does the EXPSA metamodel relate to a formal definition of a P&ID based on a
graph structure?

Section 2.2 proposes an idea and an initial definition to answer RQ 1.1 with. RQ 1.2
follows from RQ 1.1 since it influences the characteristics of a graph-based P&ID.

Next to the RQs on the formal definitions, the following RQs focus on the process itself:

RQ 2: To what extent can we infer P&IDs from (manually created) SFTs?

RQ 2.1: To what extent can we determine what type of P&ID node we need to create?

RQ 2.2: What information do we need to infer relationships or connections between nodes in
P&IDs and how can we use that information?

The sub-questions focus on altering and applying existing methods for inferring P&IDs,
P&ID topology, and node types. Chapter 3 discusses related works and gives inspiration
for possible answers to RQ 2. After that, Chapters 4 until 6 elaborate on a proposal
for an algorithm to answer RQ 2, the algorithm’s implementation and its verification &
validation. Subsection 4.2 is especially interesting for RQ 2.1, whereas Subsection 4.4 goes
deeper into RQ 2.2. Then, Chapters 7 and 8 show the results and discuss accomplishments
and limitations to the proposed algorithm. This thesis ends with two chapters summarizing
and concluding the research, as well as suggesting areas for future work.
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Chapter 2

Background

The following Sections provide background information. More specifically, this Chapter
covers three topics: Fault Trees (Section 2.1), Piping & Instrumentation Digarams (Sec-
tion 2.2) and the Figaro language (Section 2.3).

2.1 Fault Trees

Fault Trees (FTs) [72] are, despite their name suggests, Directed Acyclic Graphs (DAGs) [71].
Their vertices visualise and represent events with a certain risk. An FT has two types of
nodes: Events and Gates. There is a distinction between a Top Event (TE) and a Basic
Event (BE). An FT always has one TE at the root of the tree. BEs usually are the leaves
of the FT and are Booleans. The Gates of a FT show how to evaluate the Boolean values
of the BEs to determine whether the TE fails. The amount of gate types depends on the
type of the FT.

(a) AND (b) OR

2/5

(c) VOT(k/N) (d) Event (e) BE (f) Transfer

Figure 2.1: SFT symbols

One type of FTs is a Static Fault Tree (SFT). For my purpose, I derive a formal
definition from the definition of (Dynamic) Fault Trees (DFTs) given by Ruijters and
Stoelinga [68] and Junges et al. [38]. It is worth noting that the formal definition of
Ruijters and Stoelinga follows Codetta-Raiteri et al. [61].

SFTs can make use of six different symbol types. Figure 2.1 shows these types. They
are:

(a) An AND gate (a logical AND gate)

(b) An OR gate (a logical OR gate)

(c) An VOT(k/N) gate (a voting gate)

(d) An event (a failure description)

(e) A BE (signalling the event is a Basic Event)

(f) A Transfer node (referencing other input- or output FTs)

7



Example 2.1.1. Figure 2.2 shows an example of an SFT containing every symbol type
except the Transfer symbol. On the bottom are the BEs of this SFT. These nodes are
the leaves of the DAG. The BEs are an empty battery (E11), a broken engine (E12) or
one tire failure (E21 - E25). BEs can fail constantly or optionally. The former means a
component can be working forever or broken forever. The latter means a component fails
based on a probability distribution. This distribution then indicates how likely it is for
the component to fail within a certain amount of time T. When a BE fails it evaluates to
True.

Car fails
(E0)

No power
(E1)

Battery
empty
(E11)

Engine
failure
(E12)

Tire
failure
(E2)

Tire 1
fails (E21)

Tire 2
fails (E22)

Tire 3
fails (E23)

Tire 4
fails (E24)

Tire 5
(spare)

fails (E25)

2/5

Figure 2.2: Simple SFT modelling failures of driving a car

On the top of the SFT, there always is the TE. The nodes and gates between itself
and the BEs evaluate the TE. For Example 2.1.1, the car failing is the TE. The nodes
between the TE and the BEs are the gates. There are three types of gates: OR, AND and
VOT(k) gates. These gates evaluate their children (either BEs or other gates) based on
their type. They fail if respectively one, all or k number of children fail. Sometimes, other
gate types exist, but for my research, this is out of scope.

A formal, mathematical definition of an SFT is, however, within scope. Again, Ruijters
and Stoelinga [68] offer a clear one:

Definition 2.1.2 (SFT). Let GateType = {And,Or} ∪ {V OT (k/N) | k,N ∈ N>1, k ≤ N}.
Then, an SFT consists of a five-tuple SFT = ⟨SLA,BE,G,GT, I⟩.

• SLA: The label of the SFT.

• BE: The set of Basic Events.

• G: The set of gates.

• GT : G → GateTypes: Function describing each gate’s type.

• I : G → P (E): Function describing the gate’s inputs.

The following rules and conditions apply:

• BE ∩G = ∅ where E = BE ∪G is the set of elements
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• I(g) ̸= ∅

• GT (g) = V OT (k/N) → |I(g)| = N

The graph formed by ⟨E, I⟩ is a DAG with a unique root TE. The TE is reachable
from all other nodes.

It is possible to perform both qualitative and quantitative analysis on an FT. Usually,
a bigger FT is more complex to analyse since there are more nodes and gates to consider.
The qualitative analysis of the FT in Figure 2.2 is quite trivial. It is clear that the k in the
VOT(k) increases when there are more tires for the car. Hence, the chance of having three
or fewer functional tires is lower. This does assume the failure probability of one tire failing,
stays the same. It is common to use (minimal) cut sets for qualitative evaluation [68].

One method of quantitative FT analysis is by using failure probabilities. For this
purpose, each BE has a failure probability function. With this, it is possible to calculate
the chance of the TE failing. The complexity of this calculation depends on the size of
the fault tree, as well as the probability distribution of the BE failing. At one point, this
calculation can become too complex. Methods exist to estimate this probability instead of
calculating it like using the Minimal-Cut-Set (MCS). Lee et al. [46] reviewed a selection of
algorithms to calculate the MCSs of FTs back in 1985. In 2015, Ruijters and Stoelinga [68]
surveyed the state-of-the-art in modelling, analysis and tools for FT analysis. Within
the nuclear power plant domain, the MOCUS algorithm (with cutoff) is the standard
method [63].

2.2 Piping & Instrumentation Diagrams

Piping & Instrumentation Diagrams [77] are diagrams describing a variety of (industrial)
processing plants. The diagrams can include (emergency) processes, alarms and controls.
Examples of processing plants are food processing, pulp-and-paper and wastewater treat-
ment plants. This research focuses on nuclear power plants. P&IDs usually describe plants
making non-discrete products. They consist of predetermined symbols which visualize and
represent the components of the plant. Each type of component (tanks, valves, pumps
etc.) has its own symbol. The size and orientation of the symbol are not linked to the
component’s size and orientation. Lines between symbols represent links between the
plant’s components. Amongst others, these links can be fluid pipes, gas pipes or signals.
The length of the lines does not represent the length of the physical connection between
the plant’s components. Different lines (e.g. dashed, dotted or straight) show different
connection types (e.g. fluid, gas or signals) between components.

The EXPSA metamodel in RiskSpectrum ModelBuilder (RSMB) uses a variety of sym-
bols in their P&IDs. Figure 2.3 shows twelve of them. Almost all correspond to types of
components which physically exist in the system the P&ID represents. Exceptions are
symbols A, D and E; these symbols represent abstract components. Section 2.3 elaborates
on this metamodel.

Appendix A shows an overview of the object types in the EXPSA metamodel. For now,
you can ignore the colours in the Appendix. RSMB also uses symbols for other component
types. The component types defined in Definition 2.2.1 are based on the twelve symbols
visible in Figure 2.3.

Developing P&IDs is a field of research on its own since P&IDs are multidisciplinary,
and they can serve many purposes. P&IDs can describe most aspects of a (chemical)
process plant, either graphically or textually. There is a disadvantage of especially complex
and big P&IDs. For one person to understand such a P&ID, they need knowledge of many
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Figure 2.3: Examples of symbols for components in RSMB

different fields. More developed projects need more developed P&IDs, either because of
the sheer size of the plant(s) or because of regulations.

One way to formally define P&IDs is as a directed graph;

Definition 2.2.1 (P&ID). Let PID = ⟨PLA,C,L⟩ be a P&ID as a directed graph. Then
PLA is the label of the PID, C is the set of components (vertices) and L the set of links
(edges) of PID. Furthermore, let:

• ComponentTypes = {DPS_pressure_relief_valve, tank, heat_exchanger,
basic_event, turbine, motor_driven_pump, check_valve, maintenance_group,
manual_valve, EXPSA_MO_valve, MFW_isolation_valve, node}

and

• LinkTypes = {FluidPipe}

One element in C consists of a tuple C = (CLA, CT ):

• CLA: The label of C.

• CT : The ComponentType of C.
CT ∈ ComponentTypes holds.
Section 4.2 elaborates on classifying CT for P&IDs of thermohydraulic systems.

One element in L consists of a four-tuple L = ⟨LLA,LT,CA,CB⟩:

• LLA: The Label of the Link.

• LT : The Type of the Link. LT ∈ LinkTypes holds.

• CA: The Component at the head of the Link. CA ∈ C holds.

• CB: The Component at the tail of the Link. CB ∈ C holds.
Section 4.4 describes determining CA & CB in more detail for P&IDs of thermohy-
draulic systems.
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Note that there currently is only one type available in the set of LinkTypes. EXPSA
does define three more classes which can link component: comp_test_link, block_link and
dependency_link. These classes are used to signal abstract relations between components
instead of physical ones. Hence, there exists only one type of physical link. This set can,
in the future, be extended to eventually deal with gas pipes and/or electricity cables.

Now that an initial definition exists for P&IDs as directed graphs, the following ex-
tension and properties are necessary for validating the methodology (see Section 6.2). Let
PID = ⟨PLA,C,L⟩ be a P&ID. Then:

• |L| is the size of the set of links of a P&ID

• CLA = {CLA | (CLA, CT ) ∈ C}
This is the set of component labels of a P&ID.

• ρ : CLA → PLA: A function describing the relation between CLA and PLA.
More specifically, this function retrieves the PLA from CLA. The way this function
works differs across domains. Sections 4.1 and 5.4.4 describe this function in more
detail for P&IDs of thermohydraulic systems.

• Componenta ⇒ Componentb: component a is adjacent to component b.
∃L ∈ PID : Componenta = CA ∧ Componentb = CB

• Componenta ⇏ Componentb: component a is not adjacent to component b.
∄L ∈ PID : Componenta = CA ∧ Componentb = CB

• AbstractComponentTypes = {node, maintenance_group, basic_event}
is the set of abstract (non-physical) component types.
AbstractComponentTypes ⊆ ComponentTypes holds here.

• AbstractComponents(PID) = {c | c ∈ C ∧ CT ∈ AbstractComponentTypes}
is the set of abstract components in a P&ID.

• PhysicalComponents(PID) = {c | c ∈ C ∧ CT /∈ AbstractComponentTypes}
is the set of physical components in a P&ID.

Definition 2.2.1 offers one idea to answer RQ 1.1 and RQ 1.2 with, which then can be
used as a data structure for answering RQ2. Note that for simplicity and easier validation
(see Sections 6.2.1 , 7.1 and 7.2), connections between PID components are unidirectional
in this thesis. This means that the following holds:

∀L ∈ PID : CA ̸= CB ∧ CA ⇒ CB −→ CB ⇏ CA

Figure 2.3 already shows a visual representation of P&ID components, which offers a
fitting introduction to the following example:

Example 2.2.2. Figure 2.4 shows a trivial example of a P&ID’s visual representation in
RSMB. The diagram shows a plant which only moves a liquid from one tank to another
with a motor-driven pump and a manual valve. There are no checks or alarms on any
node. Furthermore, there is no redundancy. Note that this is only one example of a P&ID.
There exists a wide variety of P&ID types and a wide variety of symbols.

This is only one example of a P&ID. Nowadays, there is a variety of online tools1 to cre-
ate digital P&IDs. Furthermore, there exist various file formats which can describe P&IDs.
One standardized notation is in DEXPI [56]. This thesis uses graphical representations of
components from the EXPSA metamodel to denote P&IDs.

1https://www.edrawsoft.com/5-best-pid-software-and-tools.html
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Figure 2.4: Simple P&ID showing an industrial plant. The plant moves a liquid
from one tank to another. It has a motor-driven pump and a manual valve.

2.3 The Figaro Language

Figaro [8] is a modelling language aimed at modelling discrete state space systems and
processes within those systems (amongst other goals). The main purpose of this language
is to evaluate, study and visualize these systems and processes. This decreases the time
necessary to perform reliability analysis and the risk of human errors.

2.3.1 Model-Based Safety Assessment (MBSA)

As mentioned in Chapter 1, Model-Based Safety Assessment (MBSA) is an alternative to
manually building SFT models. Model-Based Safety Assessment can:

• Encapsulate the reliability knowledge in a tool;

• Allow analysts to create safety models closely resembling the system models and;

• Automatically generate the SFTs.

One such tool is RiskSpectrum ModelBuilder (RSMB), which is based on KB3. EDF has
been developing KB3 since the early 1990’s. A basic concept of KB3 is encapsulating
reliability information into Knowledge Bases. An analyst builds graphical models of the
system based on pre-defined components (e.g. P&ID components). A Knowledge Base
defines the behaviour of these components, including failures and failure propagation. An
(expert) user can use the Figaro modelling language to specify a Knowledge Base. So,
KB3 allows (expert) users to define their own Knowledge Bases suitable for the domain
and analysis type of their choice.

RiskSpectrum ModelBuilder commercializes and further develops KB3 in a partnership
between EDF and RiskSpectrum AB2. One of the aims is to integrate this tool with the
RiskSpectrum software suite. A special tool in this software suite is the event tree/fault
tree modelling and analysis tool RiskSpectrum PSA (RSPSA). This currently is a leading
tool in Probabilistic Safety Assessment (PSA) for nuclear power plants.

This thesis uses RiskSpectrum ModelBuilder (RSMB) together with the EXPSA Knowl-
edge Base as the tool to represent P&IDs. Furthermore, RSMB can automatically generate
fault trees from them and export those to RiskSpectrum PSA (RSPSA).

2.3.2 Language Levels

KB3 – and thus also RSMB – is based on the Figaro language. There are two “levels” in
Figaro, called level 0 and level 1 by analogy with rule-based expert systems [7]. Figaro 0 is
a simple sublanguage of Figaro 1; it can only describe specific systems. Figaro 1 contains

2https://www.riskspectrum.com/
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sophisticated constructions making it possible to write generic models of components.
These components then will fit in different system topologies, with various numbers of
connections to other components. Some of the sophisticated constructions in Figaro 1
are similar to first order quantifiers (∀ and ∃). It is possible to use Figaro 1 to define
metamodels (see Section 3.4) suitable for categories of systems. Such a metamodel is in
fact a set of classes described in the Figaro 1 language, usually called a Knowledge Base
(KB). An example is the EXPSA KB for thermohydraulic systems. It is thus possible
to consider Figaro as both a domain-specific modelling language (Khan et al. [41]) and a
generic one (Kriaa et al. [43]).

Once a user of KB3 or RSMB has loaded a knowledge base in the tool, they have a
dedicated tool enabling them to describe a system graphically. RSMB can then transform
this system (in this thesis, a P&ID) into a Figaro 0 model. The user then can create
simulations or generate SFTs for various Top Events based on this model.

2.3.3 Occurrence & Interaction Rules

In both models and metamodels, Figaro offers occurrence rules and interaction rules. Oc-
currence rules model the events which can occur on an object. They also define when
and in which conditions those events happen. When generating SFTs, occurrence rules
define the BEs of an SFT. Interaction rules model the consequences of these events. They
express the propagation of state changes from an object to the objects it is connected to.
These rules determine the logical structure of an SFT. The software of RiskSpectrum uses
backpropagation over these rules to generate the SFTs of a P&ID (cf. Section 3.1).

As mentioned in the previous subsection, some constructions are similar to first order
quantifiers. With the addition of occurrence and interaction rules, parts of Figaro look
very similar to first-order logic conditions. Do keep in mind that Figaro only uses finite
sets of objects.

2.3.4 Alternatives

Kriaa et al. [43] mention two alternatives for Figaro. Both alternatives are Domain-Specific
Languages (DSLs) within the safety domain. These alternatives are AltaRica [58] and
AADL [25].

The disadvantage of AltaRica is that it is less friendly to users than Figaro. This is
because system analysts have to work with the AltaRica language itself to change a model.
Figaro has the advantage of offering a graphical user interface.

AADL differs from both languages. It focuses more on electronic systems (processors,
buses, buffers, etc.). Furthermore, it is less concise, and it cannot model dynamic failure
propagation.

2.3.5 Figaro and P&IDs

For my research, I will use the Figaro language to describe both the P&ID models and
the metamodel as a definition for a P&ID. I chose to use Figaro because of the following
reasons:

• It provides an appropriate formalism for defining models and metamodels;

• Using Figaro’s inference rules to generate SFTs from P&IDs is a proven and validated
method;

• The language is legible and associable with graphic representations.
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For the full documentation, syntax description and accompanying examples I would like
to point the reader to the Visual Figaro IDE3. One can find the Figaro files of the example
used in Section 1.1 on the GitLab repository4 under “/doc/”. The metamodel I will use in
my research (EXPSA) is also available here.

3https://sourceforge.net/projects/visualfigaro/
4https://gitlab.com/wbos/spc
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Chapter 3

Related Works

Unfortunately — as far as I know — there exists no relevant literature about inferring
P&IDs from SFTs. However, there are three subjects giving more context:

1. Converting P&IDs into FTs

2. Inferring P&IDs from other models

3. Using FTs to infer other models

Next to these subjects, there also exist relevant papers on Model-Driven Engineering
(MDE). Throughout this proposal, I already use several concepts and definitions related
to MDE.

For now, the field of Fault Tree Analysis (FTA) is out of scope. So far, FTA did not
help with answering the research questions. I do keep FTA in mind since it can become
relevant at a later stage of solving the problem.

3.1 Converting P&IDs into FTs

This section focuses on ways to convert P&IDs into FTs. It starts with a look at RSMB’s
algorithm. After that, it looks at four alternatives.

Renault et al. [64] describes how they infer FTs from P&IDs using Figaro. It starts
from the Figaro 0 model of a given system. One can obtain this model after applying
generic rules of a Figaro Knowledge Base on the objects (in our case: pumps, valves, tanks
etc.) of this system. The Figaro 0 model describes:

1. The probability of occurrence of component failures (via occurrence rules) and,

2. How these failures can propagate in the system (via interaction rules).

It is possible to obtain the FT gates by backwards-chaining on the interaction rules. The
occurrence rules determine the probabilistic parameters of the basic events. This whole
process actually starts by merging all rules contained in the various objects into one single
set. Because of this, it is impossible to trace back from the fault tree where (meaning: in
what object) the rules originally were. This is why we can only rely on a rigorous naming
scheme of basic events to be able to find object names. Nevertheless, the paper of Renault
et al. [64] is still the most relevant for the proposed methodology in Section 4.

Next to Figaro, there exists AltaRica [58] and AADL [25] as Domain-Specific Languages
(DSLs [42]) within the safety domain. Prosvirnova [58] introduces AltaRica as DSL and
presents an algorithm which compiles Guarded Transition Systems (GTS) — the underlying
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mathemetical formalism of AltaRica — into FTs Feiler and Delange [24] generate FTs
from AADL models using the SAE AADL Error Model V2 Annex (EMV2) standard [1].
Subsection 2.3.4 further discusses these alternatives

Taylor [75] developed an algorithm for synthesizing FTs from a flow chart, wiring
diagram or a P&ID. The paper describes a four-step process:

1. Hazard classification

2. Identification of necessary hazard causes

3. Localization of hazard causes

4. FT construction

Taylor focuses especially on the last step. This step assumes a P&ID has been constructed
and represented as a Mealy Machine. Then, a user of their algorithm selects a mission
failure event which becomes the TE of the SFT. The rest of the SFT is then composed of
mini fault-trees which are event outputs of earlier mentioned Mealy Machines. The next
step is to compose the SFTs by traversing the Mealy Machines. Here, redundant loops
could occur. This can happen when a part of a Mealy Machine is traversed more than
once. Taylor does describe how the algorithm deals with possible loops.

Hunt et al. [34] give an overview of modelling the decomposition, flow, propagation
and tracing of P&IDs for fault-tree synthesis using FAULTFINDER. In FAULTFINDER,
their FT generation algorithm FLTGEN uses many different kinds of diagrams and tables
based on the initial P&ID.

Currently, no source exists using the methodologies of Talor and Hunt et al. on Fault
Trees to synthesize P&IDs. However, because of the complexity of those methods, they
could serve as inspiration for this aim.

3.2 Inferring P&IDs from other models

On the topic of inferring P&IDs from other models, I only found papers related to the con-
version from P&ID images (e.g. JPEG, PNG or PDF files) to object-oriented or database-
compatible data formats.

I want to highlight two papers which go deeper into this process as a whole. Both Arroyo
et al. [2] and Paliwal et al. [57] describe their own method of deriving and/or digitizing
P&IDs for further processing. For us, Paliwal et al. may have an interesting dataset of 500
P&IDs. This dataset could be useful in the proposed methodology in Section 4.

There are four more papers [73, 59, 21, 26] I found interesting related to inferring
P&IDs from image data. These papers have a narrower scope. They describe different
methodologies for component and information detection within the bigger process. I choose
to use a different method for my research. Based on one or more of these four papers, future
research may be done into using different component and information detection methods to
infer P&IDs from SFTs. A first step here would be to replace the input for these methods
for SFT image data. Because I expect this results in poor quality P&IDs, a second step
could be to alter the methods.

Lastly, I would like to point towards one paper describing a data structure in which
P&IDs could be saved. Oeing et al. [56] describe the DEXPI standard. DEXPI is a
“machine-readable, manufacturer-independent exchange standard for P&IDs”. It seems
mostly focused on making P&IDs accessible for AI-related research.
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3.3 Using FTs to infer other models

For the last subject, I found five papers which infer other models from FTs. All these
papers transform FTs into other models or data structures with the goal of improving
Fault Tree Analysis. The first paper which gives a stat-of-the-art overview is published by
Ruijters and Stoelinga [68]. They review quantitative and qualitative analysis methods for
extended, repairable, dynamic and standard fault tees with many examples.

Liu et al. [49] propose the Cut Sequence Set Algorithm (CSSA) which generates the
Cut Sequence Set (CSS) of an FT. A cut sequence is an ordered list of BEs which induce
the TE. This differs from Minimal Cut Sets (MCSs) in that a CSS is the ordered sequence.
The order in MCSs is irrelevant. Hence, CSSA provides another qualitative method of
FTA.

For a quantitative method, a model-to-model transformation exists from Dynamic Fault
Trees (DFT) to Generalized Stochastic Petri Nets (GSPN). Codetta-Raiteri [60] uses graph
transformation rules for this transformation. The resulting GSPN can then be used to
generate a Continuous Time Markov Chain (CTMC) of the system. A CTMC is useful
for determining the reliability over time. Codetta-Raiteri does identify a problem with
this method, however. Analysing DFTs by transforming it into other models remains
a state space solution. Because of the state explosion problem [78], this can become
computationally expensive.

Fortunately, this problem inspired Junges et al. [37] to reduce DFTs through graph
rewriting. They presented rewriting rules which yielded timing gains. These gains were up
to two orders of magnitude within their set of benchmarks. Despite rewriting resulting in
the same model type, simpler SFTs might help to infer P&IDs. The extent to which this
helps, depends on which properties of the original SFT are preserved.

The final paper which is interesting is about the uniform analysis of FTs through model
transformations. Here, Ruijters et al. [67] present a unified metamodel describing a variety
of FTs, attack trees (ATs) and combined attack-fault trees. Furthermore, they provide
model-to-model transformations between different formalisms of FTs and ATs.

3.4 Model-Driven Engineering (MDE)

Model-Driven Engineering [39] is one of many fields of research within computer science.
Usually, when engineering software, we make models and diagrams which focus on archi-
tecture. This principle is also known as Model-Driven Architecture (MDA). MDE is the
combination of MDA with a process and analysis. In this case, it offers another perspective
on the problem, which helps me to describe and define some related concepts. Furhter-
more, MDE is relevant because the research questions focus on combining an MDA with a
process and analysing both this process and the architecture.

Within MDE, I would like to introduce the reader to the following three definitions:

• Models;

• Metamodels;

• Model-To-Model Transformations.

Models are abstract representations of an existing system, usually made with a specific
purpose in mind. Both P&IDs and SFTs can be seen as models of industrial systems, but
with widely different purposes, advantages and disadvantages. P&IDs are a more general-
purpose type of model, describing both the structure and many other concepts of the
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industrial system. SFTs, however, are used to show a certain risk of an event happening
in this industrial system.

Metamodels can be defined in many ways which all offer their own perspective on the
concept of a metamodel.

Seidewitz [70] views a metamodel as something that defines what can be expressed in
valid models of a specific modelling language. Kühne [45] gives a variation of definitions
of which the simplest, in my opinion, are: “a model is an instance of a metamodel”, and
“a metamodel is a model of models”. The paper elaborates more on the concept of both
models and metamodels related to MDE.

Figaro can be used both to describe P&IDs and the metamodel of this P&ID. This
metamodel can be vastly different between P&IDs for different kinds of industries. Since the
research questions focus on inferring P&IDs from SFTs, this process seems similar to a uni-
directional model-to-model transformation. Well-known related languages or frameworks
for defining model-to-model transformations are ATL1, MMT2 and QVT3. The use of any
languages or frameworks related to MDE is out of scope in this thesis. Future research
could focus on defining the adhoc solution in ATL, MMT or QVT.

1https://www.eclipse.org/atl/
2https://wiki.eclipse.org/Model_to_Model_Transformation_-_MMT
3https://www.omg.org/spec/QVT/1.3/About-QVT/
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Chapter 4

Methodology

This chapter focuses on the methodology of inferring P&IDs from SFTs. The methodology
uses an algorithm which iterates over a list of SFTs. For each SFT it creates a fresh, empty
P&ID and fills this by following three steps. Figure 4.1 shows these three steps. The first
step (Section 4.2) consists of determining P&ID components from the BEs of an SFT. The
second step (Section 4.3) removes each BE of the SFT, which relates to maintenance. The
third step (Section 4.4) determines the topology of the P&ID (i.e. the links) by a post-order
depth-first traversal of the SFT.

Figure 4.1: Three steps for inferring a single P&ID from a single SFT.

4.1 High-level Algorithm Overview

The main focus of this chapter is on translating a single SFT ⟨SLA,BE,G,GT, I⟩ to a
single PID ⟨PLA,C, P ⟩. However, it is possible that multiple SFTs exist for one system.
This can happen because of (e.g.) different system configurations, different system repre-
sentations, and the use of transfer gates. Ideally, the algorithm merges the information
of these SFTs into one resulting P&ID. Hence, the method needs to reduce a tuple of
(SFT1, SFT2, . . . , SFTn) to a single P&ID.

The algorithm does this before and after following the aforementioned three steps for in-
ferring a single P&ID from a single SFT. It first determines whether a P&ID already exists
for the SFT it is now converting. Then, as a post-processing step (see also Section 5.4.4),
it merges the resulting P&ID with the already existing one.

Listing 4.1 shows the pseudocode for converting a list of SFTs to a list of P&IDs. Most
of this method focuses on the aforementioned post-processing. It starts with creating an
empty list for the resulting PIDs. Then, it iterates over the list of SFTs, converting each
SFT to a P&ID. Line six, calls a different method to convert a single SFT to a P&ID.

After this converting step, it looks at the current list of resulting P&IDs whether a
P&ID with the same ID exists. If that is the case, it merges both P&IDs. Subsection 4.1.1
explains how the algorithm merges two P&IDs. If no P&ID with the same ID exists, it can
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simply add the P&ID to the resulting list. For merging two P&IDs, the algorithm simply
takes the union of two P&IDs. Thus, let:

PIDA = ⟨PLA,C,L⟩ and PIDB = ⟨PLA′, C ′, L′⟩

Then the following holds:

PLA = PLA′ −→ PIDMerged = ⟨PLA, {C ∪ C ′}, {L ∪ L′}⟩

1 Method: infer_pids_from_sfts(sfts: List[SFT]) -> List[PID]
2 result = []
3 For sft in sfts:
4 converted_pid = convert_sft_to_pid(sft)
5 existing_pids: Set[PID] = {p for p in result if
6 converted_pid.graph_id in p.graph_id}
7 If len(existing_pids) == 1:
8 pid_to_replace = existing_pids.pop()
9 pid_merged = merge(pid_to_replace , converted_pid)

10 result.remove(pid_to_replace)
11 result.append(pid_merged)
12 Else:
13 result.append(converted_pid)
14 Return result

Listing 4.1: Infer P&IDs from SFTs

Listing 4.2 shows the conversion of a single SFT according to the three steps mentioned
at the start of this chapter. The SFT’s SLA (see Definition 2.1.2) determines the PID’s
PLA. First, the algorithm splits the SLA on the hyphen character. This uses the fact that
a naming scheme exists based on the EXPSA metamodel. The algorithm uses the first
part as the ID for the fresh P&ID. So, let:

SLA = SLA1 − SLA2 − . . .− SLAn

Here, SLA1 − SLA2 − . . . − SLAn represent the substrings obtained after splitting SLA
based on the hyphen character. Then:

PLA = SLA1

1 Method: convert_sft_to_pid(sft: SFT) -> PID:
2 pid = new PID(directed=False)
3 pid.pla = sft.sla.split(’-’)[0]
4

5 determine_pid_components_based_on_sft(pid , sft)
6 delete_sft_maintenance_groups_to_prevent_linking(sft)
7 insert_pid_pipes_based_on_sft(pid , sft)
8

9 return pid

Listing 4.2: Convert SFT to P&ID

4.1.1 Merging two P&IDs

Before explaining the three steps in more detail, this subsection explains how the algorithm
merges two P&IDs. Listing 4.3 shows the pseudocode for merging two P&IDs. It first
creates a fresh, directed P&ID which gets the label of the first input P&ID. Then, it stores
the union of the components in the result. After that, the algorithm does the same for the
links and returns the merged P&ID.
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1 Method: union(pid_a: PID , pid_b: PID) -> PID
2 res = new PID(pla = pid_a.pla , directed = True)
3 res.c = union(pid_a.c, pid_b.c)
4 res.p = union(pid_a.p, pid_b.p)
5 return res

Listing 4.3: Merge two P&IDs

Subsection 8.3.4 discusses alternatives to taking the union as a method for merging two
P&IDs.

4.2 Determining P&ID Components from SFT BEs

The first step of inferring a P&ID consists of determining its components. For this, the
algorithm assumes that the IDs of an SFT’s BEs follow a naming schema. This is possible
because the naming scheme is based on the EXPSA metamodel. So, the naming scheme
does suit larger P&IDs for the use case described in Chapter 1.

The general idea is to use this naming schema to deduce a component’s label (CLA),
type (CT) and ID (CID). As mentioned, CT and CID are a function of CLA (see also
Section 2.2). The algorithm determines the CLA by iterating over the BEs of the SFT.

Listing 4.4 shows the pseudocode to obtain this. For each BE, it looks at its ID. The ID
consists of the type of the P&ID component (two characters, CT), followed by the actual
ID of the component (a number, CID). An example BE ID is TK01 where TK is CT (a
tank) and 01 is CID. The algorithm uses the full ID of the BE as the label (CLA) for the
new component. When it is impossible to determine CT, the algorithm looks at the fault
code of the BE. For now, a BE’s fault code can only determine the maintenance_group
component type. Note that:

1. The first match statement uses a naming convention to match the component type.
This naming convention is not part of the EXPSA metamodel. Hence, it can be
easily adapted to a domain-specific naming scheme.

2. The fault code also follows a naming convention not part of the EXPSA definition.

3. Currently, the method in the pseudocode chooses to alter the P&ID given in the
parameter of the method, instead of creating and returning a list of components. This
is because it is consistent with the current implementation. Of course, a different
implementation can choose the alternative approach.

Contrary to the naming convention, the component types are based on the EXPSA
metamodel. Each component type can be found in the classes of this metamodel (see also
Appendix A).

1 Method: determine_pid_components_based_on_sft(pid: PID , sft: SFT)
2

3 For basic_event in sft.be
4 basic_event_id = basic_event.id
5 component = new Component(basic_event_id)
6 Match basic_event_id [0:2]:
7 Case "GT":
8 component.type = TURBINE
9 Case "HX":

10 component.type = HEAT_EXCHANGER
11 Case "VC":
12 component.type = CHECK_VALVE
13 Case "VM":
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14 component.type = EXPSA_MO_VALVE
15 Case "VH":
16 component.type = MANUAL_VALVE
17 Case "VI":
18 component.type = MFW_ISOLATION_VALVE
19 Case "VS":
20 component.type = DPS_PRESSURE_RELIEF_VALVE
21 Case "PM":
22 component.type = MOTOR_DRIVEN_PUMP
23 Case "TK":
24 component.type = TANK
25 Default Case:
26 component.type = NODE
27

28 If component.type == NODE
29 and basic_event.faultcode == M:
30 component.type = MAINTENANCE_GROUP
31

32 pid.add_component(component)

Listing 4.4: Merge two P&IDs

4.3 Removing SFT BEs: Maintenance Groups

There is one component type in the EXPSA metamodel which the algorithm treats dif-
ferently: maintenance_group. This component type is an abstract component instead of
a real, physical one. In this specific case, the resulting P&ID must show this component,
without linking it — yet — to real, physical components. Section 8.2.3 elaborates more
on the topology w.r.t. maintenance_group components.

Currently, the algorithm removes BEs with a fault code indicating maintenance groups
from the SFT. This happens between the steps of deducing components and determining
the topology, because no link types exist in our P&ID definition for maintenance_group
components (see Definition 2.2.1). Since the fault code of BEs also follows a naming
scheme, the algorithm can use this to match the fault code.

Example 4.3.1. Figure 7.10 shows two SFTs containing BEs related to maintenance_group
components. There are two unique BEs (three in total) which this step removes from their
respective SFTs: RHR-TR01-M and RHR-TR02-M. Note that the SFT containing both
BEs needs reducing afterward to prune the parent gate.

Listing 4.5 shows the pseudocode. The algorithm iterates over the BEs of the SFT.
If the fault code of a BE matches, it removes the BE from the set of BEs. After that,
the algorithm makes sure the BE is removed as input from all the gates. It does this by
making use of the graph structure: it removes all edges incident to the removed BE. As
the last step, it reduces the SFT. This makes sure that the SFT only contains gates with
an input, which is necessary to determine the topology of the P&ID.

1 Method: delete_sft_maintenance_groups_to_prevent_linking(sft:SFT)
2 for basic_event in sft.be:
3 if basic_event.faultcode == FaultCode.M:
4 sft.be.remove(basic_event)
5

6 for edge in basic_event.incidence:
7 sft.i.remove(edge)
8
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9 reduce_sft(sft , True)

Listing 4.5: Remove BEs with Maintenance Group Faultcode from SFT

4.4 Inferring P&ID Topology

In the third and last step, the algorithm infers the topology of (or; links between) the
P&ID’s components. One interesting and vital characteristic of the relation between two
distinct P&ID components is whether they are in series or in parallel. Therefore, the
algorithm focuses on this aspect and makes three assumptions:

1. When two BEs are children of an AND gate, the corresponding components are linked
in parallel.
When one BE fails, the parent gate does not fail (and thus, the components under
this gate are redundant and in parallel).

2. When two BEs are children of an OR gate, the corresponding components are linked
in series.
When one BE fails, the parent gate also fails (and thus, the whole chain of components
which are in series fails).

3. When two BEs are children of a VOT gate, this gate behaves like an AND gate.

Since a VOT gate behaves like an AND gate, this section will omit further mentions of
this gate type concerning the behaviour of the algorithm after detecting a VOT gate.

Figure 4.2: Topology determination with only BEs as children

Since the SFTs are DAGs, it is possible to traverse the graph. The algorithm for
inferring the topology uses this by traversing an SFT from top to bottom.

Figure 4.2 shows two simple examples for which the algorithm can use the aforemen-
tioned assumptions while traversing. Example 1 shows an AND gate with three BEs as
children, all corresponding to distinct P&ID components. This translates to the three
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components being in parallel. Note that it is necessary to create extra nodes to show that
the components are in parallel. Example 2 is very similar, except there now is an OR gate
instead of the AND gate. This translates to the three components being in series. In this
section, AND gates and their resulting structures will be green in figures. For OR gates,
the figures will use blue.

Note that domain-specific knowledge is necessary for the order of the components to
make sense. Furthermore, these examples avoid choosing between depth-first or breadth-
first traversal. This is because they only have BEs as children.

Figure 4.3 shows two examples which also contain gates as children. Now, the order of
the components does matter and the algorithm needs to apply either dept-first or breadth-
first traversal.

Example 3 shows an initial AND gate, which has an OR gate as a child. This signals
that the children of the OR gate are in series and the children of the AND gate in parallel.
On the right, this is visible through B1, B2 and B3 being in series. Then, this substructure
is in parallel with A1 and A3. Again, note the two extra nodes. Both nodes connect to
A1 and A3. The first node connects to the first component of the OR gate’s children. The
second node connects to the last component of the OR gate’s children.

Figure 4.3: Topology determination with Gates and BEs as children

For Example 4, the OR and AND gate switched positions. The children of the AND
gate are still in parallel, and the children of the OR gate still in series. Now, the extra nodes
function as input and output of the substructure resulting from the AND gate. Hence, A1
connects to the first node. Then, the AND gate’s sub-structure follows. After that, the
second node connects to A3.

From examples three and four, it becomes quite clear the algorithm needs Post-Order
Depth-First traversal. It is essential to know the resulting substructure of a child when it
is a gate. Furthermore, determining whether and how to connect the extra nodes can only
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be done after processing a gate’s children.
Listing 4.6 shows the high-level pseudocode for retrieving a list of CLA tuples and

adding links based on those tuples. The algorithm uses a list instead of a set since it
makes use of the order in which CLA tuples are added. Note that in the implementation,
the algorithm needs to ensure that each tuple is unique. This is because it then conforms
to the formal definition of a P&ID where only unique links can exist. Furthermore, the
algorithm assumes a fully reduced SFT as input (meaning that a gate always has one or
more inputs).

On line three the algorithm calls a method to traverse over the SFT’s gates and retrieve
a list of CLA tuples (see Subsection 4.4.1). For this, it passes through the TE of the SFT
(since it assumes the TE is always a Gate). Then, it starts tracking a counter, which
functions as a generator for the Links’ labels. After that, it creates a link for each CLA
tuple in the list of CLA tuples. Here, the first element is the tail of the link and the second
element is the head. Note that the link counter increases for each link that the algorithm
creates and adds to the P&ID.

The next subsections continue elaborating on the details of the Post-Order Depth-First
traversal algorithm.

1 Method: insert_pid_links_based_on_sft(pid: PID ,
2 sft: SFT)
3 _, _, cla_tuples = post_order_depth_first_traverse_element(
4 sft.top_event
5 )
6 pipe_counter = 1
7 for cla_tuple in cla_tuples:
8 pid.add_edge(str(pipe_counter),
9 pid.find_component(cla_tuple [0]),

10 pid.find_component(cla_tuple [1]))
11 pipe_counter += 1

Listing 4.6: Traverses an SFT and creates Links

4.4.1 Post-Order Depth-First Traversal (PODF)

For PODF, the algorithm recursively traverses each node of the SFT. After traversing, the
algorithm returns a list of CLA tuples representing the CA and CB of a link which the
algorithm then needs to create. Traversing starts at the TE. When traversing an element
of the SFT, the algorithm looks at whether this element is a BE or a Gate. If it is a
BE, it returns the BE’s ID as input and output and an empty set (indicating there are no
links). If it is a Gate, it checks the type of the gate. For each gate type, a method exists
returning an input, output and a set of string tuples. This way, the method indicates the
input, output and links in a “substructure” of a P&ID. All methods handling gates make
a recursive call for each child.

Listing 4.7 shows the pseudocode for the high-level PODF algorithm. Lines four up
until six show the case when the element is a BE. Lines seven up until nine show the case
when the element is an OR gate. Lines ten up until twelve show the case when the element
is an AND (or VOT) gate. Subsections 4.4.2 and 4.4.3 elaborate more on the two methods
handling gate elements.

1 Method: post_order_depth_first_traverse_element(
2 element: Gate | BasicEvent):
3 input , output , cla_tuples = "", "", set()
4 if isinstance(element , BasicEvent):
5 input , output , cla_tuples = \
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6 element.id, element.id, set()
7 elif element.gate_type == GateType.OR:
8 input , output , cla_tuples = \
9 podf_traverse_or_gate(element)

10 elif element.gate_type in (GateType.AND , GateType.VOT):
11 input , output , cla_tuples = \
12 podf_traverse_and_vot_gate(element)
13 return input , output , cla_tuples

Listing 4.7: Traverses an SFT and creates Links

4.4.2 Traversing an AND gate

When the algorithm traverses an AND gate, it knows that it has to put the children of
this gate in parallel if there is more than one child. This means that in this case, it has to:

1. Create a component with Node as type, which is the start (or input) of the parallel
structure

2. Create a component with Node as type, which is the end (or output) of the parallel
structure

3. Traverse each child of the AND gate and deal with it properly by 1) copying the child’s
links; 2) linking the input node to the child substructure’s input and 3) linking the
output node to the child substructure’s output.

Listing 4.8 shows the pseudocode for this. Lines two up until five generate the node
components. Currently, it simply keeps track of a node_counter variable in the background
which starts at one. This ensures that every node component in a P&ID eventually has
a unique CLA. Then, lines six and seven deal with an AND gate with only one child by
ignoring the node components and simply traversing the child.

After that, it traverses over the children of the AND gate. For each child, it first copies
the child’s CLA tuples if necessary. Then, the algorithm creates a tuple for the input of
the child’s “substructure” and the input node. Lasly, it creates a tuple for the output of
the child’s “substructure” and the output node.

1 Method podf_traverse_and_vot_gate(gate: Gate):
2 input_node_cla = "NODE" + str(node_counter)
3 node_counter += 1
4 output_node_cla = "NODE" + str(node_counter)
5 node_counter += 1
6 cla_tuples = set()
7 if len(gate.children) == 1:
8 return post_order_depth_first_traverse_element(gate.children [0])
9 for child in children:

10 child_input_cla , child_output_cla , child_cla_tuples = \
11 post_order_depth_first_traverse_element(child)
12 if len(child_cla_tuples) > 0:
13 cla_tuples = \
14 cla_tuples.union(child_cla_tuples)
15 if child_input != "":
16 cla_tuples = \
17 cla_tuples.union ({( input_node_cla , child_input)})
18 if child_output != "":
19 cla_tuples = \
20 cla_tuples.union ({( child_output , output_node_cla)})
21 return input_node_cla , output_node_cla , cla_tuples

Listing 4.8: Traverse an AND gate in PODF
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Let’s now apply this algorithm on two examples.

Example 4.4.1. In Figure 4.3, Example 1 shows an AND gate with three BEs as children.
The algorithm starts at the top AND gate. It first creates two nodes. Then, it traverses
the three children A1, A2 and A3. The children have a mapping to a component with A1,
A2 and A3 as CLAs, and the algorithm links both nodes to this component. The result
of traversing this AND gate hence is:

1. Node1 as input

2. Node2 as output

3. CLA tuples {(Node1, A1), (A1, Node2), (Node1, A2), (A2, Node2), (Node1, A3), (A3, Node2)}

Since this AND gate is the TE, it eventually ignores the resulting input and output.

Example 4.4.2. In Figure 4.3, Example 3 shows an AND gate with an OR gate as a child.
The algorithm starts at the top AND gate. It first creates two nodes. Then, it traverses
the first child A1. This child has a mapping to a component with A1 as CLA, and the
algorithm links both nodes to this component. It continues traversing the second child,
which is an OR gate. After traversing this, the algorithm has:

1. B1 as input

2. B3 as output

3. CLA tuples (B1, B2), (B2, B3)

The first node then is linked to B1 and the second node to B3. Furthermore, the algorithm
passes through the CLA tuples resulting from traversing the OR gate. As the last step, it
traverses A3 and links this to both nodes. The result of traversing this AND gate hence
is:

1. Node1 as input

2. Node2 as output

3. CLA tuples {(Node1, A1), (A1, Node2), (Node1, B1), (B1, B2), (B2, B3), (B3, Node2),
(Node1, A3), (A3, Node2)}

4.4.3 Traversing an OR gate

When the algorithm traverses an OR gate with multiple children, it knows it has to put
the children of this gate in series. This means that when traversing the children of the OR
gate, it has to do the following steps:

1. Use the first child’s input CLA as input CLA;

2. Use the last child’s output CLA as output CLA;

3. Link a previous child’s output CLA to the current child’s input CLA and;

4. Copy any other CLA tuples of the gate’s children.

Listing 4.9 shows the pseudocode for this. Lines six and seven cover step one. Line twelve
makes sure the last child’s output gets passed on as output CLA. Lines eight up until ten
deals with step three. Note that the first part of the condition on line eight deals with the
edge case when traversing the first child of the gate. The last step is visible on line eleven.
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1 Method: podf_traverse_or_gate(gate: Gate):
2 input_cla , output_cla , cla_tuples = "", "", set()
3 for child in gate.children:
4 child_input_cla , child_output_cla , child_cla_tuples = \
5 post_order_depth_first_traverse_element(child)
6 if input_cla == "":
7 input_cla = child_input_cla
8 if output_cla != "" and child_input_cla != "":
9 cla_tuples = \

10 cla_tuples.union ({( output_cla , child_input_cla)})
11 cla_tuples = cla_tuples.union(child_cla_tuples)
12 output_cla = child_output_cla
13 return input_cla , output_cla , cla_tuples

Listing 4.9: Traverse an OR gate in PODF

Let’s now apply this algorithm on two examples.

Example 4.4.3. In Figure 4.3, Example 2 shows an OR gate with three BEs as children.
The algorithm starts at the top OR gate. It traverses the three children A1, A2 and
A3. The children have a mapping to a component with A1, A2 and A3 as CLAs. When
traversing A1, it saves that as input. Then, with A2 it links this to A1 and saves A2 as
output. Lastly, by traversing A3, it links this child to A2 and overrides the earlier output.
The result of traversing this OR gate hence is:

1. A1 as input

2. A3 as output

3. CLA tuples {(A1, A2), (A2, A3)}

Example 4.4.4. In Figure 4.3, Example 4 shows an OR gate with an AND gate as a child.
The algorithm starts at the top OR gate. It first saves A1 as input. Then, it traverses the
second child, which is the AND gate. Subsection 4.4.2 earlier discussed this exact example
of traversing an AND gate. After traversing this, the algorithm has:

1. Node1 as input;

2. Node2 as output and;

3. CLA tuples {(Node1, B1), (B1, Node2), (Node1, B2), (B2, Node2),
(Node1, B3), (B3, Node2)}

So, with this information, the code of Listing 4.9 links Node1 to A1. Furthermore, it copies
the child’s CLA tuples as well as passing on Node2 as output CLA.

Lastly, it traverses the last child under the OR gate. It links A3 to Node2 and saves
A3 as output CLA. The result of traversing the OR gate hence is:

1. A1 as input

2. A3 as output

3. CLA tuples {(A1, Node1), (Node1, B1), (B1, Node2), (Node1, B2), (B2, Node2),
(Node1, B3), (B3, Node2), (Node2, A3)}

Appendix B offers three more examples for the PODF algorithm. You can apply the
algorithm and see whether you get the same result.
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Chapter 5

Implementation

This chapter elaborates on the implementation of the methodology. More specifically, it
discusses the implementation of a Python tool for this purpose. The name of the tool
is the “SFT to P&ID Converter” (SPC). Section 5.1 gives a high-level overview of this
tool. The second section of this chapter discusses the requirements and the design. Lastly,
this chapter focuses on the Model-View-Controller pattern [47, 9] and how the SPC Tool
implements this.

5.1 High-Level Implementation Overview

The process within the SPC consists of seven steps, of which three are part of the method-
ology discussed in Chapter 4. Figure 5.1 shows a simplified overview. Firstly, steps A.1
and A.2 import an .RSA file to an SFT and pre-processes it. Then, it follows the three
steps of the methodology. Lastly, steps B.1 and B.2 post-processes one or more P&IDs
and export them into a .KBI file.

Figure 5.1: Simplified overview of the process within SPC

5.1.1 Directory Structure

Appendix G shows the directory structure the SPC’s repository. There are five main
directories within this project:

• doc
Contains documents like figaro files, requirements, and design diagrams.
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• img
Contains images showing examples of SFTs and the EXPSA metamodel.

• resources
Contains RSA files, KBI files, KBE files (see Section 6.2), numpy files and files
containing Minimal Cut Sets (MCSs)

• src
Contains the source code, structured through the Model-View-Controller Pattern
(See Section 5.4).

• test
Contains the code to test the source code.

5.2 Design & Requirements

Through a number of design choices and tooling decisions, the SPC uses the following
patterns and/or tools:

• The Model-View-Control pattern as source code architecture.
The reason for this is that it is a well-known architecture within the software develop-
ment industry. Furthermore, it helps with separating responsibilities across different
components within the SPC Tool.

• Python as the programming language.
An alternative to Python is using Java or a framework based on this (e.g. the Spring
framework1). However, since there is no need for features next to Python and because
of recent familiarity with Python, the choice for it was sensible. A Pipfile manages
the dependencies of the SPC.

• Git2 as Version Control System (VCS) [82].
Git is currently the industry standard for VCS, experienced personally as well as
surveyed by Stack Overflow3.

• GitLab as the remote VCS.
The University of Twente has a GitLab server running for educational purposes, so
it is sensible to also use it for the SPC Tool. Furthermore, there is recent experience
with Python, GitLab and its CI/CD features.

• The Python package Tox4 as environment orchestrator, focused on testing.
In this case, the purpose was to learn about and familiarize with Tox and its relation
with CI/CD.

• SonarQube5, SonarLint and PyCharm as IDE and for code analysis.
These tools offer functionality to improve code quality. A personal SonarQube server
is available for this purpose, and previous experience with it is present.

1https://spring.io/
2https://git-scm.com/doc
3https://survey.stackoverflow.co/2022/#version-control-version-control-system
4https://tox.wiki/en/latest/index.html
5https://docs.sonarsource.com/sonarqube/latest/
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Next to these choices and tools (and the reasoning behind them), Appendix H shows a
part of the design with two Class Diagrams and a Call Hierarchy Graph. Lastly, SPC’s
repository contains documentation on a number of requirements. The requirements follow
the MoSCoW structure.

5.3 Development Environment

This section discusses the development environment of the SPC. More specifically, it
shortly explores Python, dependencies, CI/CD, versioning and testing.

Because Python 3.10.2 offers pattern matching by using match/case statements, the
SPC uses this Python version. The root spc directory contains the following files:

• .gitignore
A file defining what Git should ignore for Version Control.

• .gitlab-ci.yml
This file defines a CI/CD pipeline for the remote GitLab repository. The pipeline
configuration includes linters, maintainability metrics, testing and coverage reports,
and static analysis through SonarQube.

• Pipfile
This file shows the dependencies of the SPC.

• README
This file contains essential information for repository users.

• setup.py
The setup.py file configures basic information for publishing the SPC as Python
package.

• sonar-project.properties
This file configures variables a SonarQube instance can use to statically analyse the
SPC project.

• tox.ini
The tox.ini file contains configuration variables for testing the SPC tool in a variety
of Python environments.

In the src/pid_dataset directory, a main.py file exists for exploring the data structure of
one of the 500 P&IDs discussed in Section 3.2. For this, the SPC requires the numpy
version to be equal to or higher than v1.23.0 because of distutils getting deprecated6.

One P&ID in this dataset exists of seven numpy files. These files contain meta-data,
lines, symbols, words and links between the latter three entities. However, for the SPC to
interpret this dataset, it needs the P&IDs to conform to the EXPSA metamodel. Subsec-
tion 8.4.1 discusses this further as future work.

The README.md in the root directory of SPC’s repository explains how to use the
SPC tool.

6https://numpy.org/doc/stable/release/1.23.0-notes.html
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5.4 Model-View-Controller (MVC)

As mentioned earlier in this chapter, the SPC’s architecture uses the MVC pattern. The
first subsection focuses on the Model; the implementation of the SFT and P&ID datastruc-
tures as graphs. Then, two subsections focus on the View; importing SFTs from RSA files
and exporting P&IDs to KBI files. Finally, one subsection elaborates on the Controller;
the implementation of the methodology. The full source code is present in the repository
of the SPC Tool7.

5.4.1 Model: SFTs and P&IDs as Graphs

Within the model, there are three files:

• src/model/graph.py
This file defines the data structures for a Graph, a Vertex and an Edge. It also
contains a GraphError class for some basic exception handling.

• src/model/sft.py
This file defines the data structures for an SFT, a Gate and a Basic Event, based
on a Graph. It also contains two enums which define GateTypes and Fault Codes.
The latter one is necessary to support maintenance group component recognition
(see Section 4.3). Next to that, the SFTAttributes class defines the Top Event of an
SFT and performs bookkeeping by splitting the list of vertices based on whether it
is a Gate or a Basic Event.

• src/model/pid.py
This file defines the data structures for a P&ID, a Link and a Component, based on
a Graph. It also contains an enum which defines Component Types.

Figure H.2 shows the class diagram for the model.

5.4.2 View: Importing SFTs from RSA Files

The src/model_io directory is the “View” within the MVC architecture. This directory
contains three files, of which src/model_io/sft_io.py supports importing SFTs from RSA
files. Currently, it contains 20 methods to parse an RSA file line by line. The documen-
tation in the source code describes the purpose of each method. Essentially, for each line,
the first three characters define what to parse. This can be an SFT, BE, Gate, TE or an
input of a Gate. Sometimes, Gate inputs contain elements which do not exist yet; while
parsing it takes this into account. Parsing currently is a sequential process. Note that
RSPSA exports RSA files in UTF-16 LE BOM encoding.

Figure H.3 shows the call flow graph for sft_io.py. In the repository, the resources/S-
FTs/rspsa_expsa_examples.RSA file is an example of a representative RSA file. Riskspec-
trum AB. distributes a document describing the structure of RSA files together with the
RiskSpectrum PSA software.

5.4.3 View: Exporting P&IDs to KBI Files

The second file is src/model_io/pid_io.py, which supports exporting P&IDs to KBI files.
Currently, it contains seven methods to generate a KBI file. Again, the documentation in
the source code describes the purpose of each method. The process is similar to the process

7https://gitlab.com/wbos/spc/-/tree/main/src?ref_type=heads
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for inferring P&IDs from SFTs. First, it generates the KBI lines which define a P&ID.
Then, it generates the components and links respectively. For motor-driven pumps, there
are EXPSA classes for each system; while generating it takes this into account.

When importing a KBI file, RSMB needs location data for the P&ID’s components. In
our implementation, the algorithm takes this into account by placing the components in
three columns. For this, it generates coordinates (x, y) and transforms these into valid KBI
syntax. It is also possible to provide coordinates to links in KBI files. This can improve
the visualization of a P&ID and will be discussed in Section 8.3 Currently, the SPC Tool
places both the P&IDs themselves, and a P&ID’s components in three columns.

In the repository, the resources/PIDs_result_generated/rspsa_expsa_examples.kbi file
is an example of a representative KBI file. Riskspectrum AB. distributes a document de-
scribing the structure of KBI files together with the RiskSpectrum ModelBuilder software.

5.4.4 Controller: Method Implementation

Next to implementing the methodology, the controller also pre-processes SFTs and post-
processes P&IDs. The controller consists of four files:

• src/controller/graph_controller.py
This file contains three methods for retrieving the union, intersection or substraction
of two Graphs. It also provides a different way to retrieve the union of two Graphs’
edges.

• src/controller/sft_controller.py
This file contains 1) three methods for retrieving the union of two SFTs and 2) a
class (SFTController) for pre-processing SFTs. It is impractical to use the union
method of a generic graph because of the preference of explicitly typing classes, de-
spite Python using dynamic typing. The SFTController performs two tasks related
to pre-processing: 1) reducing SFTs (see also Subsections 8.2.2 and 8.2.3) and 2)
checking SFTs for internal transfer gates.

Internal transfer gates refer to other SFTs about the same system (e.g. the Residual
Heat Removal System in Subsection 7.2.1). This is different from external transfer
gates. These are gates referring to SFTs about a different system (e.g. the Emergency
Core Cooling System referring to the Component Cooling Water System in Subsec-
tion 7.2.3).
For internal transfer gates, the SFTController takes the union of two SFTs when the
SFTs are about the same system. Subsection 8.2.6 discusses options for dealing with
external transfer gates.

Figure H.1 shows the class diagram the SFTController.

• src/controller/pid_controller.py
This file contains one method for retrieving the union of two P&IDs. Again, it is
impractical to use the union method of a generic graph because of the preference of
explicitly typing classes, despite Python using dynamic typing.

• src/controller/sft_to_pid.py
This file contains a class (SFTToPIDConverter) which implements the methodol-
ogy described in Chapter 4. One method (infer_pids_from_sfts) performs post-
processing of P&IDs by retrieving the union of two P&IDs. The implementation
only retrieves the union of these P&IDs when it detects that a P&ID already exists
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for the same system. It takes Python’s call by object reference system into account.
However, for future work (see also Section 10.4), an implementation needs to take
the following aspects into account:

– Consider whether a change in one of the original P&IDs should also change the
merged P&ID and alter the implementation accordingly.

– The amount of dynamic programming and bookkeeping involved. Consider
whether the implementation of the P&ID keeps track of extra data next to the
formal definition. Then, alter the implementation accordingly.

Subsection 4.1.1 elaborates further on merging two P&IDs.
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Chapter 6

Verification and Validation

This chapter elaborates on how to verify and validate that the algorithm works. More
specifically, this chapter elaborates on:

• testing the correct implementation of the algorithm explained in Chapter 4 using the
four examples in Figures 4.2 and 4.3 (Subsection 6.1);

• the process to validate that the algorithm works (Subsection 6.2);

Therefore, this chapter starts with a section on testing relevant parts of the SPC tool. This
section will have two subsections focused on unit tests and integration tests. The second
section focuses on validating the methodology.

6.1 Implementation Verification

This section focuses on checking that SPC’s implementation of our methodology is correct
via testing. Both unit and integration tests exist; the two subsections elaborate on them
separately. In the SPC’s GitLab repository, the CI/CD pipeline does include a job to run
all tests and generate a coverage report1.

The system tests, which are part of the validation process, are also a way to verify a
correct implementation. Hence, running the unit tests, integration tests and system tests
locally shows a full picture of the tests’ coverage.

6.1.1 Unit Tests

For each method in the source code, a corresponding unit test exists. Now, there are
multiple methods which call upon a chain of other methods. One can argue a unit test
then becomes an integration test. However, the aim here is to test the method under test
instead of all other methods.

6.1.2 Integration Tests

Since the focus is on verifying a correct implementation of the methodology, the test/con-
troller/test_sft_to_pid file uses the examples discussed in Section 7.1 as integration tests.
To also account for the EXPSA naming convention, the examples contain BE IDs which
conform to this convention. In this way, it was also possible to — in a relatively early
stage — detect a correct implementation for a case study (see Section 7.2) as well.

1https://gitlab.com/wbos/spc/-/pipelines
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6.2 Methodology for Validation

This section will focus on the process to validate our method. The idea here is to test
the whole workflow so that it is possible to compare an original P&ID with a resulting,
inferred P&ID. The reasons to use system tests are two-fold:

• System tests can be done by one individual

• The resulting P&IDs are directly usable for RSMB stakeholders. This will also enable
potential A/B Testing [81] in the future (see Section 8.4.2).

An alternative to system tests is to approach P&ID comparison as a Graph Isomorphism
problem. Subsection 8.3.2 elaborates more on this approach.

An overview of the system is given in Appendix C. The sections in this chapter use
terminology of the mentioned system models to explain the approach to validating the
algorithm. Note that RSMB can export both .KBI and .KBE files. For the purposes
of the SPC’s implementation and the algorithm’s validation, both files work on different
abstraction levels. A .KBE file roughly represents an RSMB Study. A .KBI file contains
the P&IDs of an RSMB Study. The difference between .KBI and .KBE is less relevant
since the SPC can only export to .KBI files. Nevertheless, the README of the SPC’s
repository gives slightly more information about the difference2.

Figure 6.1 shows an overview of the process. For a system test, the idea is to start with
a set of P&IDs and get automatically generated SFTs from RSMB and RSPSA. Then, the
SPC needs RSA files exported from RSPSA, which contain the SFTs. The SPC converts
these to KBI files containing the resulting P&IDs. RSMB can then import these files.
Since the set of original P&IDs and the set of resulting P&IDs are bijective, it is possible
to compare them based on the ID of the P&ID. Hence, there are six steps:

1. Making/retrieving P&IDs in RSMB, including failure modes (which are the equiva-
lent of TEs).

2. Generating SFTs and exporting these to RSPSA.

3. Exporting the SFTs to RSA files.

4. Using the SPC to convert the SFTs back to P&IDs and retrieve KBI files (see Chap-
ter 5).

5. Importing the KBI files into RSMB.

6. Visually comparing the P&IDs from steps one and five.

The actions necessary for step five are the same as the ones for step one. A manual for
the first five steps is available on the SPC GitLab3. An alternative to a visual comparison
is to solve the graph isomorphism problem for P&IDs. A colouring algorithm where the
CLAs are treated as colours could be a solution for this (see Section 8.4.1). The validation
process only contains a visual comparison because of time constraints.

2https://gitlab.com/wbos/spc
3https://gitlab.com/wbos/spc/-/blob/main/doc/Validation-Process-Manual.pdf
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Figure 6.1: Methodolody Validation Process Overview

6.2.1 Visually comparing P&IDs

This subsection will elaborate on comparing two P&IDs visually. After importing the
KBI files back into RSMB, it is possible to visually compare the original P&ID to the
resulting one. This is possible since the input and output P&IDs are still relatively small.
Furthermore, a formal and extensive validation takes significantly more time. Lastly, it
is more important to validate that the method is sound for basic, visual elements in the
transformation instead of validating its completeness.

The goal of comparing the original and resulting P&IDs is to answer the following
questions:

1. Is the number of components the same?

2. Is the number of physical components the same?

3. Are the Component Labels (CLAs, see Definition 2.2.1) of the original P&ID present
in the imported P&IDs?

4. Are the physical components which are in parallel in the original P&ID, also in
parallel in the imported P&ID and vice versa?

5. Are the physical components which are in series in the original P&ID, also in series
in the imported P&ID and vice versa?

6. Are there any unexpected components in the resulting P&ID?

7. Are there any unexpected links in the resulting P&ID?

Definition 2.2.1 elaborates on properties which are necessary to further formalize the com-
parison. The following Boolean statements and properties then tell something on the
validity of our method:

1. |Corig| = |Cresult|

2. |PhysicalComponents(PIDoriginal)| = |PhysicalComponents(PIDresult)|

3. CLAs(PIDoriginal) ⊆ CLAs(PIDresult)

4. ∀r, s ∈ PhysicalComponents(PIDoriginal), r ̸= s ∧ r ⇏ s
∃a, b ∈ PhysicalComponents(PIDresult), a ̸= b ∧ a ⇏ b,
a.CLA = r.CLA ∧ b.CLA = s.CLA
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5. ∀r, s ∈ PhysicalComponents(PIDoriginal), r ̸= s ∧ r ⇒ s
∃a, b ∈ PhysicalComponents(PIDresult), a ̸= b ∧ a ⇒ b,
a.CLA = r.CLA ∧ b.CLA = s.CLA

6. ∀cla ∈ CLAs(PIDresult)∃cla ∈ CLAs(PIDoriginal)

7. ∀i ∈ Links(PIDresult) ∃j ∈ Links(PIDoriginal) :
i.CA.CLA = j.CA.CLA ∧ i.CB.CLA = j.CB.CLA

Note that statements four, five and seven only look at the adjacency of two vertices.
Section 8.4.3 discusses validating P&ID similarity through Graph Isomorphism, which
includes connectedness of two vertices.
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Chapter 7

Results

This chapter discusses the results of comparing original P&IDs and the resulting P&IDs
of the methodology validation process. More specifically, this chapter elaborates on:

• P&IDs based on the examples used when verifying the implementation and (Subsec-
tion 7.1);

• P&IDs based on a case study provided by RiskSpectrum (Subsection 7.2).

The emphasis in these sections will be on:

• Describing the original P&IDs;

• Discussing aspects related to applying the validation process on these P&IDs and;

• Comparing the original P&IDs with the resulting P&IDs.

7.1 Simple Examples

After applying the validation process to the examples of Figures 4.2 and 4.3, there exist four
original P&IDs, SFTs, RSA files, KBI files and resulting P&IDs (see also Figure 6.1). This
section will compare the original and resulting P&IDs for each example. Each subsection
below covers one example. The KBE, RSA and KBI files can be found in the SPC repository
in the resources/PIDs_original, resources/SFTs and resources/PIDs_results_generated
directories1.

For the examples of Figures 4.2 and 4.3, no original P&IDs existed yet in RSMB. Hence,
it was necessary to create these, such that the P&IDs would generate SFTs corresponding
to ones in these two figures. Since no automatic process exists for this, this was done
manually (see the aforementioned manual on the SPC’s GitLab repository2). Furthermore,
the examples consist of simple SFTs. For Examples 1, 2 and 3, manually creating an original
P&ID was relatively simple because of this; exactly one RSMB study exists with exactly
one original P&ID. This P&ID is the original input P&ID.

Unfortunately, it was impossible to find a suitable P&ID which would generate the
SFT of Example 4 within a reasonable timeframe. The main reason this takes more time
is because of the generation process of RSMB. This process is different from earlier beliefs.
Hence, Subsection 7.1.4 uses an expected P&ID as original for the comparison.

1https://gitlab.com/wbos/spc/-/tree/main/resources
2https://gitlab.com/wbos/spc/-/blob/main/doc/Validation-Process-Manual.pdf
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Note that in all examples’ original P&IDs, the "RHR_T1_FAIL" and "leakage_group"
nodes visualize the location where the eventual TE can fail. Our examples fail when no
fluid reaches the end RHR_node.

Since there is only one SFT for each P&ID, there is also only one SFT in each RSMB
study and hence, in each RSPSA Project. There are two important differences between
the RSMB and RSPSA SFTs. The first difference is visible in the labels of the Gates and
BEs. RSPSA SFTs do follow the EXPSA metamodel naming scheme and emphasize TEs
with a grey background. The second difference is visible in the description: there is more
information about how the component fails.

7.1.1 Example 1

Figure 7.1 shows the original and resulting P&IDs of Example 1. Figure 7.2 shows the
generated and exported SFTs from RSMB and RSPSA for Example 1.

When comparing the P&IDs of Figure 7.1, there are two abstract components missing,
including their incident edges. So, the comparison violates the third property described in
Subsection 6.2.1. However, when only looking at physical components, the third property
is still valid. This is also the case for the other examples in the following two subsections
for examples two and three.

The resulting P&ID also shows the CLAs of the node components being capitalized.
Since node components are abstract components, capitalization of CLA matters less. Nev-
ertheless, the implementation needs to check whether this conforms to the EXPSA naming
convention.

For the seven properties, this means the comparison violates properties one and three.

Figure 7.1: Original and Resulting RSMB P&ID of Example 1
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Figure 7.2: RSMB and RSPSA SFTs of Example 1

7.1.2 Example 2

Figure 7.3 shows the original and resulting P&IDs of Example 2. Figure 7.4 shows the
generated and exported SFTs from RSMB and RSPSA for Example 2.

When comparing the P&IDs of Figure 7.3, there is one major difference visible (next
to the one already described in the previous subsection). The order of the components
now starts with the check valve, followed by the tank and then the pump. This is because
of two reasons. Firstly, the SPC tool works with lists and preserves the ordering. When
components are in a certain order under an OR gate, it assumes that this is also the order
in which the components should be placed in series within the P&ID. Secondly, RSMB
generates the SFT such that the BE of the check valve is on the left, the BE of the tank
in the middle and the BE of the pump on the right. Subsection 8.2.1 discusses further on
this.

For the seven properties, this means the comparison violates properties one, three, five
and seven.
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Figure 7.3: RSMB Original and Resulting P&IDs of Example 2

Figure 7.4: RSMB and RSPSA SFT of Example 2
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7.1.3 Example 3

Figure 7.5 shows the original and resulting P&IDs of Example 3. Figure 7.6 shows the
generated and exported SFTs from RSMB and RSPSA for Example 3.

When comparing the P&IDs, the issues of the first two examples are also visible here.
The same abstract components are missing in the resulting P&ID on the right side. Next
to that, the change in ordering is present again in the serial substructure.

For the seven properties, this means the comparison violates properties one, three, five
and seven.

Figure 7.5: RSMB Original and Resulting P&IDs of Example 3
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Figure 7.6: RSMB and RSPSA SFT of Example 3

7.1.4 Example 4

As mentioned at the start of this Section, it was impossible to find a suitable P&ID which
would generate the SFT of Example 4 within a reasonable timeframe. Instead, it is possible
to swap around the AND and OR gates in the RSPSA SFT of Example 3 within RSPSA.
This then results in the SFT of Example 4, without changing the order of components w.r.t.
the SFT of Example 3. Now, the SPC can work with this SFT to retrieve the resulting
P&ID. Unfortunately, this means there is no original P&ID. Instead, this subsection
compares the resulting P&ID to an expected P&ID.

Figure 7.7 shows the expected and resulting P&IDs of Example 4. Figure 7.8 shows
the RSPSA SFT for Example 4.

Just like the other examples, the same two issues are visible. Now, the ordering is that
the parallel structure comes at the start of the overall serial structure, instead of in the
middle.

For the seven properties, this means the comparison violates properties one, three, five
and seven.
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Figure 7.7: RSMB Original and Resulting P&IDs of Example 4

Figure 7.8: RSPSA SFT of Example 4
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7.2 Case Study

This section focuses on a larger case study as input. The main emphasis is on the difference
with the four examples of the previous section.

Riskspectrum has an RSMB project with two studies based on the EXPSA metamodel.
This project represents a PSA model of a simplified Boiling Water Reactor (BWR) plant.
Johan Gustafsson [31, Figure 9] describes the PSA model in their Masters’ thesis back in
2012. The model contains the following features;

• Individual trains, which consists of a series of components

• Redundant (parallel) trains

• Dependencies to support systems and electric supply

• Common Cause Failures (CCFs)

• Maintenance and Operator Actions

• Configuration Management

Because the model contains these features, they are representative for larger, real-life mod-
els. Hence, it is possible to use the model:

1. For demonstrating the capabilities of RSMB and RSPSA

2. As case study for research purposes.

The P&IDs in the RSMB project show the structure of the thermohydraulic systems within
the example plant. Since the EXPSA metamodel already defines failure mode(s) of com-
ponents, P&IDs contain this information by default. For full system failures, abstract
components are visible, similar to the ones of the previous section. The case study con-
tains a simplified model (and hence P&IDs) since:

1. The original P&IDs of nuclear power plants are classified because of national security,
and;

2. Simpler P&IDs are easier to explain and reason about. It is easier to remember a
shorter list of BEs and/or Components

As a consequence of this:

1. P&IDs with more components, links and failure modes use similar structures, and;

2. The scalability of the algorithm for bigger P&IDs is out of scope;

The model consists of two RSMB studies with seven P&IDs in total. Two KBE files
(rsmb_expsa_demo.kbe and rsmb_expsa_mfw_demo.kbe) for these studies are available
in the SPC repository in the resources/PIDs_original directory3.

Subsections 7.2.1 until 7.2.3 and Appendix D show all RSMB P&IDs of the case study.
The P&IDs show the following systems:

• Main Feed Water System (MFW)
Injects coolant into the inner part of the reactor (the Reactor Pressure Vessel).

3https://gitlab.com/wbos/spc/-/tree/main/resources/PIDs_original
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• Emergency Feed Water System (EFW)
Injects coolant into the Reactor Pressure Vessel (RPV) when the MFW system
fails. The EFW uses water from a separate Demineralized Water Storage container
(DWST) as the coolant source.

• Depressurization System (DPS)
The EFW and MFW systems inject coolant under high pressure. When both fail,
the cooling circuit needs to be depressurized for the next safety systems to work.

• Emergency Core Cooling System (ECC or ECCS)
Injects coolant into the RPV when both the MFW and EFW systems fail. It usually
requires depressurization of the cooling circuit by the DPS to work.

• Residual Heat Removal System (RHR)
Removes heat from the coolant which the DPS and ECC systems use. This coolant
is water taken from a pool present in the outer part of the reactor (the Reactor
Containment).

• Component Cooling Water System (CCW)
Support system for the EHW, EEC and RHR systems to cool components.

• Service Water System (SWS)
Support system for the CCW system to provide water.

There is another system present in this case study, for which no original graphical sys-
tem description exists within the RSMB project. This system is the AC Power System
(ACP). Usually, Single-Line Diagrams (SLDs) visually show the electrical systems, instead
of P&IDs. Section 10.4 shortly discusses SLDs as potential future work.

For the original P&IDs, it is possible to generate 30 SFTs, export them to RSPSA and
generate the RSA files. However, the SPC uses an RSPSA Project with a different set of
SFTs for internal system tests. This set is based on the same case study and contains only
20 SFTs. When comparing the resulting P&IDs of both inputs, it was initially impossible
to compare them. The reasons for this were:

1. Component labels and BE fault codes diverged from the naming convention.
Two examples are 1) using ECCS as system name instead of ECC and 2) using MA
as maintenance group failure code instead of M.

2. There were more failure modes defined within components.
This still causes some CCW, ECC, EFW and SWS systems’ components to have
fluid pipes with the same source and destination component (see Subsection 8.2.2).
This also probably causes a difference in the amount of generated SFTs and their
sizes.

3. Because there were more failure modes, it is possible to define more SFTs of one
system, with different TEs for different parts of a system.
This was the case for the ECC, EFW and RHR systems.

The workaround for the first issue was to simply change the component labels so that they
conform to the naming convention. For the third issue, it was sufficient to simply delete
the extra SFTs. Each of the ECC, EFW and RHR systems had two redundant SFTs. After
this, the structure of the resulting P&IDs (see Appendix F) is recognizable and comparable
with the ones of the RSPSA EXPSA case study. There are still some differences between
the results. These can be found in:
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• The order of components in the CCW system (see also Section 8.2.1).

• A missing substructure in the ECC system (see also Section 7.2.3).

• A couple of redundant extra nodes and fluid pipes adjacent to these nodes in the
MFW system. The expectation is that this is because of the unaddressed second
issue.

Because of these differences and time limitations, this section continues elaborating on the
SFTs and resulting P&IDs based on using the RSPSA Project with 20 SFTs as input for
the SPC. Note that RiskSpectrum manually created this set of SFTs based on the original
P&IDs. As a side effect, this represents the actual problem (see Chapter 1) more closely.

The rest of this section focuses only on the Residual Heat Removal System (RHR),
Main Feed Water System (MFW) and Emergency Core Cooling System (ECC) systems.
This is because these systems show the most interesting comparisons between P&IDs at
the end of this subsection. More specifically, the RHR P&IDs will be fairly equivalent,
the MFW system is interesting because of a VOT gate, and the ECC P&IDs will show
an interesting difference. The original P&IDs, SFTs and resulting P&IDs of the other
systems can be found in Appendices D and E. Furthermore, the RSA files of the original
30 SFTs (rsmb_expsa_demo.rsa and rsmb_expsa_mfw_demo.rsa) are available in the
SPC repository in the resources/SFTs directory4. There, the RSA file of the 20 SFTs
of the RSPSA project (rspsa_expsa_examples.rsa) is also available. Because the main
difference between RSMB SFTs and RSPSA SFTs is clear from the previous section, this
section will only focus on the RSPSA SFTs. Note that for the RHR, MFW and ECC
systems, there are three SFTs each.

7.2.1 RHR

The RHR system consists of thirteen components and ten fluid pipes. Figure 7.9 shows the
original and resulting P&IDs for the RHR system. The first P&ID is the original P&ID,
displayed above the resulting P&ID.

4https://gitlab.com/wbos/spc/-/tree/main/resources/SFTs
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Figure 7.9: Original and Resulting P&IDs of the RHR System

When comparing the original and resulting P&IDs of the RHR system, the issue of
missing abstract components also persists here. This also happens for the MFW and ECC
systems in the following subsections. An exception is visible for the maintenance groups in
the resulting P&ID for the RHR system. The method does recognize this type of abstract
component based on the fault code in the BE ID.

These maintenance group components are, however, not linked to their respective series
of components. This is also visible in the last node; instead of two nodes, there is now one.
Where the original P&ID clearly shows that each series has separate failure tests at the
end nodes, this information is missing in the resulting P&ID. Subsection 8.2.3 elaborates
further on this.

For the seven properties, this means the comparison violates properties one, three and
seven.

Figure 7.10 show the SFTs for the RHR system. The first SFT with TE @RHR-1 has
an AND gate with two children @RHR-4 and @RHR-3.
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Figure 7.10: SFTs of the RHR System

Below the @RHR-3 OR gate, there are only two children. The first child is a BE,
which is a full system recovery failure nonspecific to one component. The second child is
a transfer event to the ACP system which – as mentioned earlier in this section – is out of
scope.

Below the @RHR-4 AND gate, there are two transfer events to the other SFTs with
TEs @RHR-1-1 and @RHR-2-1. Both SFTs are similar in structure with exception to
the BEs and Gate related to the maintenance group components. The first child of both
SFTs consists of an OR gate to two BEs. Each SFT only has the two BEs related to
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one of the pumps, and both BEs only have a different fault code. The other children
either are BEs related to component failures or gates leading to such BEs. Note that the
SFT starting with TE @RHR-1-1 only has BEs concerning the components RHR_PM01,
RHR_VM02, RHR_VC01, RHR_HX01 and RHR_TR01. Furthermore, the SFT starting
with TE @RHR-2-1 only has BEs concerning the components RHR_PM02, RHR_VM04,
RHR_VC03, RHR_HX02, RHR_TR01 and RHR_TR02. Hence, when ignoring the main-
tenance group components, each SFT covers a set of components which is in series in the
original P&ID.

7.2.2 MFW

The MFW system consists of nine components and ten fluid pipes. Figure 7.11 shows the
original and resulting P&IDs for the MFW system. The first P&ID is the original P&ID,
displayed above the resulting P&ID.

Figure 7.11: Original and Resulting P&IDs of the MFW System

For the MFW system, note that RSMB can the failure criteria in a P&ID such that
two out of three pumps must fail. This can be done by altering the MFW_P node’s
configuration. As a result, there will be a VOT gate in the SFTs for the MFW system.

Note that the original P&ID uses electrical valve symbols instead of check valve sym-
bols: this is a graphical error. Since the CLA still uses VC, the resulting P&ID is correct
in determining the component type.

When comparing the original and resulting P&IDs of the MWF system, there are
significantly more nodes visible in the resulting P&ID. This happens because two BEs,
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which map to the same component, are placed below an AND gate. The algorithm hence
sees this single component as “being in parallel” with itself. Subsection 8.2.2 elaborates
more on this issue.

Again, one abstract component is missing, in line with other comparisons. For the
seven properties, the comparison violates properties one, three, six and seven.

Figure 7.12 shows the SFTs for the MFW system. The first SFT with TE @MFW-1
has an OR gate with two children @MFW-PUMP and @MFW-ISOL. These children are
transfer events to the other two SFTs.

Figure 7.12: SFTs of the MFW System

The SFT with TE @MFW-ISOL-1 has an AND gate with two more OR gates as
children, which each has in turn two OR gates as children. Each OR gate has a BE and
a new type of node as a child. This type of child is a House Event. House Events can be
used to configure a system, such that only a part of the SFT is relevant in a given state
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of the system. For the MFW system, this is out of scope. In the next subsection, House
Events do have an impact on the resulting P&ID.

The SFT with TE @MFW-PUMP-1 has a VOT gate where 1/3 children can fail. Each
child is an AND gate with two more OR gates as children. The structure here is similar
to the @MFW-ISOL-1 SFT and now covers three pumps instead of the two check valves.

Currently, the extra safety information of the VOT gate is ignored. No visible compo-
nent shows that 1/3 children can fail. However, it would be beneficial if this information
can be kept. Subsection 8.2.4 discusses this improvement.

7.2.3 ECC

The ECC system is very similar to the RHR system. Figure 7.13 shows the original and
resulting P&IDs for the ECC system. The first P&ID is the original P&ID, displayed
above the resulting P&ID.
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Figure 7.13: Original and Resulting P&IDs of the ECC System

There is one big difference between the original P&IDs of the ECC and RHR systems.
The difference lies in the missing heat exchanger components. Furthermore, the failure
modes are different, which is visible in the SFTs.

In the resulting P&ID, the left part shows two parallel motor-driven pumps ECC_PM01
and ECC_PM02. Note that ECC_NODE5 and ECC_NODE4 show a smaller parallel
structure within the bigger one started by ECC_NODE3 and ended by ECC_NODE6.
Furthermore, a link goes from ECC_NODE4 to ECC_NODE5. After the motor-driven
pumps, there are two motor operated valves (EXPSA_MO_valves) and two check valves.
Again, two components of the same type are in parallel, just like the pumps. Note that
there are now two series of a pump and two valves. Just like the RHR system, two
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maintenance groups are visible.
When comparing the original and resulting P&IDs of the ECC system, there are three

things standing out. The first two things are repeating issues:

• The same abstract components are missing in the resulting P&ID — again.

• The resulting P&ID shows the maintenance groups just like the one of the RHR
system. This also comes with the same issue of missing nodes, as well as missing
links between the maintenance groups and these nodes.

Lastly, the resulting P&ID contains extra nodes and links around the pumps. This is where
House Events have an impact on the resulting P&ID.

Figure 7.14 shows the SFTs for the ECC system. These SFTs are similar to the SFTs
of the RHR system. The first SFT with TE @ECC-1 has an OR gate with two children
@ECC-3 and @ECC-9. These children are both AND gates.
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Figure 7.14: SFTs of the ECC System

The @ECC-3 gate’s descendants consist mostly of OR gates, BEs related to the con-
densation pool, a house event and transfer gates to other systems. Note that there are
two BEs as descendants of the @ECC-3 gate, describing failures of both pumps. Hence,
the resulting P&ID shows these pumps in parallel. This is different from the RHR system
where this structure is missing.

The extra structure and the added house events cause our method to add an extra
parallel structure in the resulting P&ID. The way in which the algorithm traverses the
SFT is clearly visible when looking at the node labels. First, it starts with the smaller
structure, creating ECC_NODE3 and ECC_NODE4 and making sure that ECC_PM01
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and ECC_PM02 are in parallel. Then, the algorithm continues with the bigger structure,
which structurally is similar to the resulting P&ID of the RHR system (ignoring the heat
exchanger of the RHR system). Lastly, it connects both structures by creating a fluid pipe
from ECC_NODE4 to ECC_NODE5. Subsection 8.2.5 discusses this issue further.

For the seven properties, the comparison violates properties one, three, six and seven.
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Chapter 8

Discussion

This chapter further discusses and evaluates the results. The first section focuses on
the accomplishments of the presented approach. After that, the three remaining sections
elaborate on limitations on and future improvements for respectively the methodology, the
implementation and the verification & validation process.

8.1 Accomplishments

Based on the results, it is clear that the SPC Tool can recognize the CLAs and CTs
of physical components correctly from SFTs. Furthermore, the methodology successfully
infers an initial topology. The physical components which are in series in the original
P&ID are also in series in the resulting P&ID and preserve ordering. The algorithm
also recognizes two parallel substructures of the original P&ID correctly. In general, the
approach is useful because it offers:

1. An initial, formal method to infer basic P&IDs from SFTs given the EXPSA meta-
model;

2. Insight into the formal relationship between SFTs and P&IDs when both are defined
as graphs and;

3. A first step towards inferring P&IDs from SFTs within other domains.

Of the three systems discussed in Section 7.2, the approach handles inferring a P&ID
for the RHR system (see Subsection 7.2.1) the most successful. Both in the RHR and
ECC systems, the SPC Tool recognizes the maintenance_group component type. While
initially out of scope, it was necessary to support this because the topology of the resulting
P&ID differs significantly when the algorithm ignores this abstract component type. Now
that it is supported, the resulting P&IDs show that there are maintenance related safety
concerns which need attention. It also gives perspective to improve the methodology using
fault codes in general for component type recognition, as well as improving the topology
of the resulting P&ID (see Subsection 8.2.3)

8.2 Methodology

This section elaborates on limitations and improvements with respect to the methodology.
First, it focuses on the order of BEs and the impact on the resulting P&IDs. One subsec-
tion follows discussing a phenomenon where a gate has two children BEs concerning the
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same physical component. After that, the third subsection discusses maintenance group
components. Subsection 8.2.4 evaluates VOT gates. The fifth subsection elaborates on
multiple resulting P&IDs when house events in SFTs can result in multiple configurations
for one P&ID. Lastly, two subsections discuss 1) transfer gates within SFTs referring to
other systems and 2) scalability when the size and/or number of SFTs increase.

8.2.1 Ordering of Basic Events

Section 7.1 shows that the ordering of BEs in SFTs is important. This is because the
method is based on a Post-Order Depth-First traversal of the SFT. It preserves the order
of traversing BEs (and thus, their corresponding components) in the resulting P&IDs.

One way to improve the order is to alter the order of components which are in series.
This can be done by improving either pre-processing SFTs or post-processing resulting
P&ID(s). For this, additional knowledge on hydraulic systems is necessary, which is cur-
rently not present in SFTs. In the case of the EXPSA metamodel, usually the flow goes
from tanks to pumps, followed by check valves and then heat exchangers. This gives a
simple heuristic to 1) recognize which components are in the wrong order and 2) reorder
components in the correct order. The heuristic could be implemented either in the SPC
Tool itself, or by using another tool (e.g. Groove1). There are three options for this situa-
tion:

• Keep the current resulting P&ID;

• The SPC tool chooses one of a range of different orderings, or;

• The SPC tool offers the user a choice between different orderings;

A more drastic change can be to change the algorithm which determines the topology
of the resulting P&ID. Instead of using a Post-Order Depth-First traversal of the SFT, a
different method may offer an initial topology with the correct order of components when
placed in series.

8.2.2 Self-loops & Parallel Single Components

It is common for an SFT to have two or more descendant BEs under an OR gate which
concerns the same physical component. The IDs of these BEs then contain a different
fault code. For sibling BEs, this is not a problem as visible in the SFTs and P&IDs of
the SWS system (see Figures E.4 and D.4). However, this changes once these BEs are
descendants (e.g. by adding a gate between the BE and its parent). Our algorithm then
links this physical component to itself in the resulting P&ID, causing self-loops. Examples
are visible in Figures F.5 and F.3. This can be solved by removing self-loops in post-
processing.

The same phenomenon can happen with AND gates. In that case, our method places
a component ‘in parallel’ with itself, creating extra nodes around a single component.
Subsection 7.2.2 shows an example of this in the resulting P&ID of the MFW system.

A better way to solve both issues is to take fault codes into account when reducing
SFTs. After the step of removing maintenance groups (see Section 4.3), the additional
information fault codes give is redundant. The IDs of BEs can be stripped of their fault
codes and SFT reduction then removes the duplicate BE descendant.

1https://groove.ewi.utwente.nl/
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8.2.3 Maintenance Group Components

The algorithm currently only recognizes maintenance group components and places them
in the P&ID without linking them to any other component. After that, it removes all BEs
related to maintenance groups from the SFT such that the PODF algorithm can infer a
correct topology. An advantage is that the resulting P&ID now can contain maintenance
related components. Unfortunately, the disadvantage is that these components do not
show in what way maintenance impacts the system.

In the resulting P&IDs visible in Section 7.2, no type of link exists to connect main-
tenance group components. The links visible in the original P&IDs are abstract relations
between components instead of physical ones (see Definition 2.2.1). However, if the def-
inition includes these types of links, determining to which components the maintenance
groups should link is non-trivial, especially when using the PODF traversal algorithm.
Multiple questions need answering:

• How to retain the serial and parallel structures of physical components?

• Would using a look-ahead be sufficient in finding a component to link the maintenance
group to?

• If a look-ahead is sufficient, how big is that look-ahead?

• Can a maintenance group be incident to more than one component?

• Without reducing SFTs, gate recursion may occur. What does this mean with respect
to the topology of maintenance groups?

The SFTs of both the RHR and ECC systems (see Figures 7.10 and 7.14) may help with
providing answers, since they suggest a pattern. For each train (series of components) a
maintenance group exists. Hence, it would make sense to connect a maintenance group to
one of the components within that train. However, the SFT with TE @ECC-2-1 includes
both maintenance groups. Here, one maintenance basic event is negated, which suggests
both maintenance groups having an impact on this train. This expresses that simultane-
ous maintenance of both trains is impossible. Automatic modelling this in the resulting
P&ID would improve the methodology. In that case, the algorithm first could ignore the
maintenance group, to later link them to one of the physical components. The challenge
here lies in determining which component to link to. It may be an option to leave this
choice to expert judgement.

8.2.4 VOT Gate Details

Currently, the methodology does not differentiate between AND and VOT gates when
applying PODF traversal. In an ideal scenario, since this is safety-relevant information, the
resulting P&ID should represent the VOT threshold. The implementation of the SPC tool
does already support importing the VOT gate value from an RSA file (see Subsection 5.4.2.
Furthermore, the data structure of a P&ID also supports a node containing this value.

However, the conversion itself is still non-trivial. This is because:

1. The algorithm currently creates nodes after traversing the SFT and,

2. The recursive PODF function currently only supports BE IDs;
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In other words, the algorithm knows it needs to create a node, but not whether this node
is linked to a VOT or an AND gate. One option with which this can be solved is to alter
the method by returning component objects in tuples, instead of strings.

When implementing the solution, special attention needs to go towards importing and
exporting information relevant to the VOT gate. RSMB and RSPSA both use a different
definition of a VOT gate, where k/n children must not fail. Hence, an implementation
should invert this value (so; k′ = n − k). The SPC tool does not do this yet because of
the structure of the RSA files. An RSA file respresents the VOT gate value k at the gate
definition. After that, the children follow and thus, n only is known after defining all the
children.

The inversion of the k is also part of the reason why the SPC tool does not support
the KBI export yet. For future work, Listing 8.1 shows how KBI files represent VOT gate
information.

1 <Objet Action="CREER" Desc="MFW Pumps" Nom="MFW_P" Page="Main_page" Type="node">
2 <Pos i t i on X="366" Y="314"/>
3 <Af f e c t a t i on Nom="number_of_trains_required" P r o f i l="MAIN" Valeur="2"/>
4 </Objet>

Listing 8.1: VOT gate information representation in KBI files

8.2.5 P&ID Configurations & House Events

Another issue showing from the results of the case study is related to house events and
configurations. This is especially visible in the comparison of the ECC P&IDs. Here,
setting house events to True or False can offer two configurations. This is visible in the
resulting P&ID of the ECC system: there are two substructures, as described in Subsec-
tion 7.2.3. The first configuration only includes the pumps in the resulting P&ID. The
second configuration offers the full resulting P&ID without the extra parallel substructure
visible around the pumps.

Improving the SFT reduction based on graph transformation rules by Junges et al. [37]
can be considered. A Python library tool called dftlib2 exists which may help with this.
This then fully removes house events and, hence, removes the parallel substructure. How-
ever, the disadvantage is that sometimes, this information must be retained. Therefore,
there are three other options:

• Keep the current resulting P&ID;

• The SPC tool chooses one of the substructures as resulting P&ID or;

• The SPC tool offers the user a choice between the resulting P&ID or one of its
substructures;

8.2.6 Transfer Gates

Currently, the methodology does resolve internal transfer gates (see also Subsection 5.4.4).
This is visible in the results of the case study in Section 7.2. What the SPC tool still
ignores are transfer gates in SFTs referring to other SFTs about different systems. The
SFTs of the ECC system (see Subsection 7.2.3) show an example of this. Here, there are
a couple of transfer gates linking to the CCW-1 SFT.

A naive way to show a link between these systems is to add a node showing that this link
exists. Slightly more complex is to link components between two systems using interfaces,

2https://github.com/volkm/dftlib
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which is the way in which RSMB supports this functionality. This would mean 1) parsing
the EXPSA metamodel within the SPC Tool and 2) an extension of the P&ID definition
since support for power-related systems is necessary. Lastly, combining all SFTs of all
systems into one big SFT as a pre-processing step may be an option to support external
transfer gates. The PODF algorithm then only has to traverse one big SFT, which results
in multiple P&IDs.

8.2.7 Scalability

While the algorithm works for easy examples and a simple case study, it is yet unclear
what the performance is for bigger examples. In other words, it is necessary to look at the
scalability, both in the size of SFTs and the amount of SFTs for one system. Both time
and space complexity are interesting to measure for different parts of our methodology.
The expectation is that the complexity of a PODF algorithm is similar to the complexity
of a Depth-First Search algorithm for graphs: O(V + E). Since the current approach
only traverses SFTs – and hence, DAGs – research relevant to parallel DFS for DAGs is
interesting here [54].

8.3 Implementation

Currently, there is one major limitation concerning the implementation of the SPC Tool.
This limitation concerns the initial positioning of a P&ID (and its components) in RSMB.

8.3.1 P&ID Visualization

At the moment, the SPC Tool places P&IDs within an RSMB Study into three columns (see
Section 5.4.3). It does the same for the components of each P&ID. This means that user
effort is necessary to get to the visualization of the resulting P&IDs in Chapter 7. Despite
that, the effort is lower than a situation in which all P&IDs (and hence, the components of
a P&ID) are in one location. Unfortunately, with the current implementation, scalability
still will become an issue because some manual positioning remains necessary.

One way to improve the visualization is to take the ordering of the components into
account (see also Subsection 8.2.1). In the case of the EXPSA metamodel, tanks can then
be displayed on the left side, pumps in the middle and check valves on the right. An
automatic graph layout algorithm could offer a solution here. Enright and Ouzounis [22]
describe an automatic graph layout algorithm for similarity visualization. Additionally,
Böhringer and Paulisch [12] elaborate on using constraints to achieve stability in automatic
graph layout algorithms.

Another improvement can be made by using coordinates for links. While the positions
of links are determined by the source and target components, RSMB does support rerouting
the links. The KBI file format allows for coordinates in links to visualize them differently.
Figures 7.9 and 7.11 already show the difference this can make.

8.3.2 Importing and Exporting Graphs

Section 5.4 discusses importing SFTs from RSA files, as well as exporting P&IDs to KBI
files. When generalizing this to graphs, it is useful to also support exporting and importing
them to the DOT language developed by the Graphviz project3. Currently, the SPC Tool
already contains a file (src/model_io/graph_io.py) with methods offering this support.

3https://graphviz.org/doc/info/lang.html
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There are already a range of tools available for further processing of graphs described in
DOT files, which warrant further exploring.

8.3.3 SFT Pre-processing

Subsection 5.4.4 elaborates on the implementation of the methodology. Here, an SFTCon-
troller exists which first reduces the SFTs, before checking whether internal SFT transfer
gates exist. After checking — and possibly getting the union of two SFTs — it might
be necessary to again reduce the resulting SFT. The current validation process shows no
need for this yet, but proof is necessary, showing that the union of two completely reduced
SFTs results in another completely reduced SFT. If no proof exists, efficiently reducing
the resulting SFT needs to look at the method of merging the two original SFTs.

8.3.4 P&ID Post-processing

When looking at P&ID post-processing, the current implementation uses the union of two
P&IDs as method to merge them (see Subsections 4.1.1 and 5.4.4). An advantage of this is
keeping all the information of the two P&IDs, meaning merging is lossless. However, when
dealing with bigger SFTs and P&IDs, the size of the resulting P&ID could become an issue.
In this case, taking the disjoint union (PIDA + PIB) or intersection (PIDA ∩ PIDB) of
both P&IDs may offer a better solution.

8.4 Method Validation

There are also limitations and suggestions for improvements concerning the validation of
the methodology. The subsections below divide the limitations into three parts: P&ID
Similarity, P&ID Quality and SFT Similarity. With P&ID Similarity, the first subsection
focuses on the Graph Isomorphism Problem and finding (or synthesizing) a benchmark of
P&IDs. After that, the second subsection focuses on Expert Judgement, Model Checking
and A/B Testing. The third subsection looks at comparing SFTs as another validation
method.

8.4.1 P&ID Similarity: Graph Isomorphism Problem

An alternative to system tests is to treat the comparison of two P&IDs as a graph isomor-
phism problem (assuming that the order of a sequence stays the same, see Subsection 8.2.1).

Babai proposed a quasi-polynomial time algorithm back in 2015 to solve this problem
for all graphs [4]. However, a P&ID may fall into a specific class of graph for which a
lower complexity algorithm may work as well. This will probably depend on the P&ID’s
metamodel; not every type of P&ID will fall into one or more specific classes of graphs.
Given the planar nature of the P&IDs in this thesis, the recommendation is to look at
algorithms for planar graphs. Furthermore, P&IDs may have restricted bounds on graph
parameters. Hence, algorithms for other bound-parameter graphs are another topic for
future research.

Next to the graph isomorphism problem, it is necessary to assemble and/or synthesize
a benchmark of P&IDs.

Benchmark of P&IDs

Currently, the amount of P&IDs for a proper benchmark is limited. This is partly because
of the heterogeneous nature of P&IDs. Furthermore, within the domain of nuclear power
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plants, the designs of these plants are usually state secrets. Section 3.2 already refers to
a paper from Palawi et al. describing a dataset of 500 P&IDs [57]. A challenge with this
dataset is that:

• The dataset must be converted to work with the EXPSA metamodel first or;

• The validation process must be adapted to work with the metamodel of the P&IDs
in this dataset.

As an alternative, it may also be possible to synthesize a bigger set of P&IDs based on
different metamodels. One option is to use example P&IDs from the DEXPI standard (see
Section 10.3), available on GitLab4. The implementation of the SPC does contain a script
to interpret a single P&ID of this dataset. Section 5.3 discusses this script and

8.4.2 P&ID Quality

Next to the similarity between original and resulting P&IDs, it is necessary to look at the
quality of the resulting P&ID. This subsection suggests three methods of evaluating this:
Expert Judgement, A/B Testing [81] and Model Checking.

Expert Judgement & A/B Testing

With expert judgement, it is possible to retrieve direct feedback from experts on the quality
of a resulting P&ID. There is a variety of structured and unstructured methods for this,
e.g. through a survey or with interviews. For a more structured approach, it is possible to
use a framework which also measures software system quality attributes. Chen et al. [18]
give examples of those attributes.

Another approach is A/B Testing. Here, two versions of the SPC can output two
different P&IDs. An expert then can give feedback on which of the two they prefer and
why. Young [81] elaborates more on using A/B Testing as a user experience research
methodology. An example company which uses A/B Testing is Spotify5

Model Checking

Model-checking provides a formal way to measure the quality of a P&ID. Instead of asking
Experts their objective opinion, model-checking looks at features of graphs and/or P&IDs
and measures these. Future work is necessary to determine which features are interesting.
There are multiple sources providing inspiration for the Model Checking approach. Khan
et al. [41] presented a probabilistic model-checking tool for Figaro. Rensink et al. [66]
compares two approaches to model-checking graph transformations. Rensink [65] also
worked on model-checking graph grammars.

8.4.3 SFT Similarity

Another approach to validate the methodology is to:

1. Generate a P&ID with the SPC from an SFT;

2. Use RSMB to generate a new SFT;

3. Compare the resulting SFT with the original one and;
4https://gitlab.com/dexpi/TrainingTestCases/-/tree/master/dexpi%201.3/example%20pids
5https://engineering.atspotify.com/2020/10/spotifys-new-experimentation-platform-part-1/
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4. Compare both SFTs’ minimal cut sets.

Measuring the similarity of two SFTs is fundamentally the same as measuring the similarity
of two P&IDs, as discussed in Subsection 8.4.1. One difficulty lies in the implementation
of the SPC. At the moment, the SPC cannot define mission failures within P&IDs. This
means information is missing for RSMB to determine how to generate an SFT from the
imported P&ID. Once the SPC offers this functionality, it would be possible to use this
as another validation method. In that case, the Formal Methods and Tools group of
the University of Twente offers FFORT; a collection of fault trees gathered from scientific
literature and open industrial reports 6. Here, it might be possible to retrieve a benchmark
of suitable SFTs (assuming a corresponding P&ID metamodel exists).

6https://dftbenchmarks.utwente.nl/
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Chapter 9

Conclusion

This thesis proposes an initial algorithm which infers Piping and Instrumentation Diagrams
(P&IDs) from Static Fault Trees (SFTs). The algorithm achieves this by Post-Order Depth-
First traversal of the SFTs. A first implementation of this algorithm is available as a Python
tool: the SFT to P&ID Converter (SPC). This tool provides a first step towards validating
algorithms with the purpose of inferring P&IDs from SFTs. The validation process uses
five inputs for the SPC: four basic examples covering basic SFT structures and a case study
provided by RiskSpectrum. Visually comparing the original P&IDs of these inputs with
the resulting ones from the SPC:

1. Shows that the algorithm can be used as an initial formal method to infer basic
P&IDs from SFTs within the domain of nuclear power generators;

2. Provides the insight that P&IDs defined as graphs provide a way to formally show
the relationship between SFTs and P&IDs, and;

3. Offers a first step towards inferring P&IDs from SFTs within other domains.

However, the algorithm also comes with limitations concerning: the ordering of Basic
Events, Self-Loops, Parallel Single Components, Maintenance Group Components, VOT
Gate Details, P&ID Configurations, Transfer Gates and Scalability. Despite the SPC
offering a first validation method through visual comparison, this is only possible for smaller
SFTs and smaller sets of SFTs.

9.1 Research Questions

Subsection 1.4 defines two main research questions, both having two sub-questions. Below,
this section first gives an answer to RQ 1 and then to RQ 2.

RQ 1: Is it possible to formally define a P&ID?

RQ 1.1: How can we use graphs as a formal structure to define P&IDs?

RQ 1.2: How does the EXPSA metamodel relate to a formal definition of a P&ID based on a
graph structure?

Section 2.2 discusses an initial, formal graph structure for P&IDs and hence answers RQ
1.1. Here, the components of a P&ID form the vertices of a graph, and the links are the
edges.
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An answer to RQ 1.2 is more complex. On a detailed level, Subsection 5.4.3 elaborates
on the transformation of the internal P&ID graph datastructure in Python to a KBI file.
While this file can be imported into RiskSpectrum ModelBuilder (RSMB) – and hence the
KBI file essentially contains a P&ID based on the EXPSA metamodel – this is still on a
detailed level.

Now, Section 2.3 does elaborate more on the EXPSA metamodel. Furthermore, Defi-
nition 2.2.1 takes the EXPSA metamodel into account with a limited amount of types for
its elements. Hence, at the moment, the EXPSA metamodel mostly specifies and limits
the used definition of a P&ID as a graph. Future work is necessary to determine whether
a P&ID definition can represent all parts of the EXPSA metamodel (see Section 10.1).

The second RQ and its sub-questions are as follows:

RQ 2: To what extent can we infer P&IDs from (manually created) SFTs?

RQ 2.1: To what extent can we determine what type of P&ID node we need to create?

RQ 2.2: What information do we need to infer relationships or connections between nodes in
P&IDs and how can we use that information?

Section 8.1 shows that the proposed algorithm can successfully recognize component types
of physical components. The naming scheme related to the EXPSA metamodel is crucial
here. However, this is within the domain of nuclear power generators only. If a naming
scheme exists for other domains, then the SPC could implement functionality supporting
these naming schemes. So, the answer to RQ 2.1 is that it is possible to determine it within
domains where naming scheme exists.

Section 4.4 discusses the part of the proposed algorithm which synthesizes the topology
of a P&ID. Since this currently uses Post-Order Depth-First traversal, it needs the whole
SFT, if not multiple ones. More specifically and answering RQ 2.2: it uses the structure of
SFTs to infer relationships or connections between the components of a P&ID. However,
Section 8.2 elaborates on significant limitations to this approach which warrant further
improvements, in particular the ordering of components.

This means that with respect to RQ 2, the proposed algorithm offers an initial method
to infer P&IDs from (manually created) SFTs within the domain of nuclear power gen-
erators. It gives promising results, but comes with significant limitations which warrant
further improvements.
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Chapter 10

Future Work

This last chapter discusses future work regarding five research directions. It starts with a
section on the EXPSA metamodel, shortly discussing:

• Minimal Cut Sets (MCSs),

• Involving another Figaro feature,

• Finding interesting features for model-checking as validation method,

• Exploiting Fault Tree symmetries to infer P&IDs and,

• Determining a complete representation of the EXPSA metamodel in the P&ID defi-
nition.

Then, three sections follow on using different types of source models, using an intermediate
model and targeting other P&ID metamodels. The last section suggests involving Artificial
Intelligence (AI) given the recent trend towards data-driven solutions.

10.1 EXPSA

There are a couple of things warranting future work regarding the current translation
from SFTs to P&IDs when using the EXPSA metamodel, next to the points present in
Chapter 8. Section 3.3 already refers to using Minimal Cut Sets (MCSs) for Fault Tree
Analysis (FTA). Since an MCS also is one way to represent the structure of an SFT,
existing algorithms to determine the MCS of an SFT might be quicker than the proposed
algorithm in this paper. On the other hand, the list of MCSs could become large quickly.

Next to that, Subsection 2.3.3 describes Figaro’s feature concerning Occurrence and
Interaction Rules. Future work lies in investigating how Interaction Rules can provide
information to improve the results of the current methodology.

Another recommendation is to look at Model Checking as a formal way to measure
the quality of a P&ID. Section 8.4.2 looks at determining the quality of a resulting P&ID
when comparison with an original P&ID is impossible. As a first step, it is necessary
to determine which features of graphs (or P&IDs) are interesting with respect to Model
Checking.

Symmetry within SFTs might also be an approach to improve the quality of the result-
ing P&IDs. Jimenez-Roa et al. [36] already perform data-driven inference of Fault Tree
models by exploiting symmetries. An approach might be to use the same symmetries to
infer P&IDs from SFTs.
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Lastly, as discussed in Section 9.1, future work lies in determining whether a P&ID
definition can represent all parts of the EXPSA metamodel. The suggestion is to start
focussing on two aspects: the component type hierarchy (see also Appendix A), and rep-
resenting Occurrence and Interaction rules.

10.2 Different Source Models

As mentioned in Chapter 1, a variety of FTs exist. Each FT type and extension is a
possible source model that may be interesting to infer P&IDs from. Examples are DFTs,
BDMPs, Repairable FTs and Fuzzy FTs. Next to that, Codetta-Raiteri [60] and Khan et
al. [40] focus on a translation from DFTs and BDMPs (resp.) to Generalized Stochastic
Petri Nets (GSPNs) [50, Section 5] and Continuous Time Markov Chains (CTMCs) [51].
GSPNs will probably be a major challenge because of the dynamic interactions between
components. A first step here can be to check whether a GSPN complies with rules of a
certain P&ID metamodel or Knowledge Base. The same approach could be an option for
Event Trees [23], which show a range of possible consequences of a failure.

Note that inferring P&IDs in this case probably only makes sense if the source model
has some connection to P&IDs. In general, not everything (e.g. a model of a banana) is
suitable for inferring P&IDs.

10.3 Using an Intermediary Model

Another area in which future work is possible is applying the concept of Intermediate
Representations (IRs). Chow [19] reports on the increasing significance of IRs within the
field of compiler construction. Since both other sections both recommend different source
and target models, it seems that this concept is also applicable with respect to P&IDs and
FTs.

One suggestion for an IR — or in this case, Intermediary Model — is to use Reliability
Block Diagrams [17]. Catelani et al. [16, 15] already use an approach with RBDs to
perform reliability assessment on P&IDs. Distefano et al. [20] look at Dynamic RBDs
(DRBDs) versus Dynamic FTs (DFTs) and define a mapping of DFT elements into the
DRBD domain. Furthermore, they investigated the possibility to invert this mapping.

Another option is to look at the DEXPI1, which is an industry standard for exchanging
P&IDs. On GitLab, example P&IDs exist which could be useful2.

10.4 Different P&ID Metamodels

Different metamodels next to EXPSA already exist. Krčál et al. [44] and Bäckström et
al. [10] describe the existence of seven (three and four resp.) examples.

One of the examples is shared and has similarities with EXPSA; the “Spent Fuel Pool”
(SFP) metamodel. This metamodel exists for failures within a specific system in nuclear
power plants, where failure chains happen over longer periods of time, meaning weeks
instead of hours. It requires a more dynamic metamodel, which SFP provides.

Krčál et al. also describe metamodels for “Digital Instrumentation&Control” (DIC) and
“Heterogeneous Power Production” (HPP). Especially DIC is interesting, since it enables

1https://dexpi.org/
2https://gitlab.com/dexpi/TrainingTestCases/-/tree/master/dexpi%201.3/example%20pids
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creating models for detecting faulty input signals. When detected, it is possible to respond
properly, depending on the detected faulty input.

Bäckström et al. describe the following metamodels next to SFP and EXPSA:

• Miniplant
Focuses on systems in processing or production plants. Blocks within these systems
can differ in capacity and their reliability data. More generically, other metamodels
for availability analysis and/or process modelling also exist. Note that SFT genera-
tion may or may not be supported, depending on the metamodel.

• “Non-Repairable Mission System” (NRMS)
Focuses on systems which cannot repair failures while in operation. An example of
this is a submarine. Usually, cold spares of components add redundancy to these
kinds of systems as a way to improve reliability.

Another option is to look at One-Line (or Single-Line) Diagrams. Quite a bit of research
exists on these diagrams, which started back in the seventies [14, 48, 33, 80, 62]. The use
of these diagrams is common for electrical systems (see also Section 7.2), which makes it
interesting to also infer from SFTs.

10.4.1 Extending the P&ID Definition

The current graph definition of a P&ID takes the EXPSA metamodel into account. Hence,
the proposed algorithm currently cannot support links other than fluid pipes. Two com-
ponent types present in the EXPSA metamodel can – therefore – not be linked to other
components; the Basic_Event and the Diesel_Generator. Thus, the graph definition of a
P&ID must expand accordingly to support other metamodels.

10.5 Artificial Intelligence (AI)

Lastly, another option is to look at a data-driven approach. Recently, a trend is visible
towards such solutions and, more specifically, Artificial Intelligence (AI). With respect
to inferring P&IDs from SFTs, the following research directions for AI models could be
interesting:

• Generation of component labels;

• Classification of component types;

• Classification of link types;

• Regression estimation for the number of components and/or links in a P&ID;

• Generation of full P&IDs from a selection of SFT features with different weights;

One method which may be useful is model-based Reinforcement Learning [53]. This espe-
cially becomes interesting when a naming scheme is missing or incorrectly followed. When
a naming scheme exists and is correctly followed, the big drawback against RL is that it
cannot give hard guarantees about the quality of the resulting P&ID.

A challenge lies in the amount of available data to train and test models. Organizations
often classify their datasets as company (or state) secrets. Furthermore, the datasets often
concern a specific use case, which can result in overspecialization of an AI model.
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Appendix A

EXPSA Metamodel

This appendix shows an overview of the object types within the EXPSA metamodel. Sec-
tion 2.2 shows and discusses most object types with respect to the definition of a P&ID
as graph. Later in the same Chapter, Section 2.3 elaborates on Figaro and the EXPSA
metamodel.
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Figure A.1: Object types within the EXPSA metamodel
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Appendix B

Methodology Algorithm Exercises

Section 4.4.1 describes the SPC’s algorithm for determining the topology of a resulting
P&ID. This appendix provides extra example exercises to apply this algorithm on.

Figure B.1: Extra Example Exercises for Methodlogy Algorithm
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Appendix C

System Overview

This appendix shows an overview of the system for validating the methodology (see Sec-
tion 6.2). Figure C.1 shows UML-like relationship models for the whole system covering
entities within RSMB, RSPSA and the SPC. The yellow, red and purple boxes show enti-
ties within RSMB, RSPSA and the SPC respectively. The yellow, red and purple arrows
show actions or relations for which RSMB, RSPSA and the SPC are responsible (in that
order).
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Figure C.1: UML-Like System Overview
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Appendix D

Case Study: Remaining Original &
Resulting P&IDs

This appendix shows the original and resulting P&IDs of the remaining thermohydraulic
systems (see Section 7.2). The top P&ID in each figure is the original P&ID which is the
input for the SPC. The bottom P&ID in each figure is the resulting P&ID which is the
output of the SPC.

D.1 CCW System

Figure D.1: Original and Resulting P&IDs of the CCW System in the Case Study
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D.2 DPS System

Figure D.2: Original and Resulting P&IDs of the DPS System in the Case Study
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D.3 EFW System

Figure D.3: Original and Resulting P&IDs of the EFW System in the Case Study
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D.4 SWS System

Figure D.4: Original and Resulting P&IDs of the SWS System in the Case Study
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Appendix E

Case Study: RSPSA SFTs

This appendix shows the SFTs of the remaining thermohydraulic systems (see Section 7.2).
These SFTs correspond with the SFTs after step 2 visible in Figure 6.1.

E.1 CCW System

Figure E.1: SFTs of the CCW System
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E.2 DPS System

Figure E.2: SFTs of the DPS System
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E.3 EFW System
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Figure E.3: SFTs of the EFW System
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E.4 SWS System

Figure E.4: SFTs of the SWS System
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Appendix F

Case Study: Resulting P&IDs
RSMB Project vs. RSPSA Project

Section 7.2 elaborates on using a case study as input of the SPC to validate the methodol-
ogy. Here, one important detail is that the SPC uses a different set of 20 SFTs instead of
the 30 SFTs RSMB generates from the original P&IDs. This appendix shows the resulting
P&IDs of all thermohydraulic systems in the case study, for both sets of SFTs.

The top P&ID in each figure is the resulting P&ID of the set of 30 SFTs (the RSMB
Project), after applying the workarounds described in Section 7.2. The bottom P&ID in
each figure is the resulting P&ID of the set of 20 SFTs (the RSPSA Project). Subsec-
tions 7.2.1 until 7.2.3 and Appendix D use the bottom P&ID of each figure.
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F.1 CCW System

Figure F.1: Resulting P&IDs of the CCW System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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F.2 DPS System

Figure F.2: Resulting P&IDs of the DPS System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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F.3 ECC System

Figure F.3: Resulting P&IDs of the ECC System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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F.4 EFW System

Figure F.4: Resulting P&IDs of the EFW System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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F.5 MFW System

Figure F.5: Resulting P&IDs of the MFW System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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F.6 RHR System

Figure F.6: Resulting P&IDs of the RHR System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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F.7 SWS System

Figure F.7: Resulting P&IDs of the SWS System.
Above the version of the RSMB Project, below the version of the RSPSA Project.
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Appendix G

SPC: Directory Tree

This appendix shows the directory tree of the SPC repository1. Subsection 5.1.1 elaborates
further on the directory tree.

spc

doc

img
test_examples

resources
MCSs

rspsa_expsa_examples

PIDs_original
DigitizePID_Dataset

0

PIDs_result_generated

SFTs

src
controller

model

model_io

pid_dataset

util

test
controller

model

model_io

util

Figure G.1: The Directory Tree of the SPC Repository

1https://gitlab.com/wbos/spc
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Appendix H

SPC: Design Diagrams

This appendix shows the design diagrams of the SPC implementation (see Section 5.2).
Figure H.1 shows the Class Diagram of the SFTController. Section 5.4.4 explains the
SFTController in more detail.

Figure H.2 shows the Class Diagram of the SPC’s data model (see Section 5.4.1). Green
classes correspond to the generic Graph structure. Purple classes are specific for P&IDs.
Yellow classes are specific for SFTs.

Figure H.3 shows the Call Hierarchy Graph of sft_io.py, which imports RSA files and
converts them to SFTs. Blue methods focus on defining the SFTs. Green methods focus
on defining the Gates of the SFTs. Yellow methods focus on defining the Basic Events of
the SFTs. Green methods focus on linking Gate inputs to the correct Gates in the SFTs.

SFTController

_sfts : [SFT]

pre_process_sfts() : [SFT]

check_sfts_for_internal_transfer_gates() : void

check_sft_for_internal_transfer_gates([SFT], SFT, {str}, {str}) : void

reduce_sfts() : void

reduce_sft(SFT, bool) : void

delete_gates_without_children(SFT) : void

delete_gates_without_incidence(SFT) : void

delete_basic_events_without_incidence(SFT) : void

delete_basic_event(BasicEvent) : void

Figure H.1: Class Diagram of the SFTController class
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Graph

_graph_id : str

_directed : bool

_v : [Vertex]

_e : [Edge]

add_vertex(Vertex) : void

add_vertices([Vertex]) : void

add_edge(Edge) : void

add_edges([Edge]) : void

find_edge(str) : Edge

find_vertex(str) : Vertex

is_adjacent(Vertex, Vertex) : bool

del_edge(Edge) : void

del_vertex(Vertex) : void

Vertex

_graph : Graph

_id : str

_incidence : dict

attributes : dict

degree() : int

neighbours() : [Vertex]

incidence() : {Edge}

is_adjacent(Vertex) : bool

add_incidence(Edge) : void

remove_incidence(Edge) : void

Edge

_id : str

_head : Vertex

_tail : Vertex

other_end(Vertex) : Vertex

incident(Vertex) : bool

Component

_component_type : ComponentType

_node_vot_gate_value : int

Link

_head : Component

_tail : Component

ComponentType

_component_type_enum : ComponentTypeEnum

ComponentTypeEnum

BASIC_EVENT

CHECK_VALVE

DPS_PRESSURE_RELIEF_VALVE

EXPSA_MO_VALVE

HEAT_EXCHANGER

MAINTENANCE_GROUP

MANUAL_VALVE

MFW_ISOLATION_VALVE

MOTOR_DRIVEN_PUMP

NODE

TANK

TURBINE

Gate

_gate_type : GateType

_graph : SFT

_k_value : int

BasicEvent

_faultcode : FaultCode

GateType(Enum)

AND

OR

VOT

FaultCode(Enum)

A

B

C

D

H

M

T

U

X

PID

_v : [Component]

_e : [Link]

find_component(str) : Component

SFT

_sft_attributes : SFTAttributes

add_gate(Gate) : void

add_gates([Gates]) : void

delete_gate(Gate) : void

delete_gate(str) : void

find_gate(str) : void

add_basic_event(BasicEvent) : void

add_basic_events([BasicEvent]) : void

delete_basic_event(BasicEvent) : void

delete_basic_event(BasicEvent) : void

find_basic_event(str) : void

update_te_gate_type(GateType) : void

update_te_k_value(int) : void

update_te_gate_type_and_k_value(int) : void

SFTAttributes

_gates : [Gate]

_top_event : Gate

_basic_events : [BasicEvent]

Figure H.2: Class Diagram covering the SPC’s data model
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Figure H.3: Call Flow Graph of sft_io.py (which imports RSA files and converts them to SFTs within Python)
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