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Abstract

INAT is a tool for the interactive analysis of signalling pathways dynamics in living cells developed at the University of Twente. This report presents an analysis of the tool’s usage scenario’s to determine which features are good directions for further investigation. Based on the analysis a reimplementation of the tool’s front-end in the biological workbench Cytoscape is presented. Finally, continuing on the analysis, the design for model element annotations is presented. The annotations are intended to take the role of lab journal for in-silico experiments.
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Chapter 1

Introduction

The research presented in this report was done as a master’s thesis within the Human Media Interaction master programme at the University of Twente. The research continues upon Wim Bos’ work on INAT [4].

The continuation of work on INAT by myself and Stefano Schivo coincided with the start of a multi-disciplinary group of colleagues and students, the Executive Biology group. At the time of writing the executive Biology group consists of: Ricardo Urquidi Camacho, Marcel Karperien, Rom Langerak, Jaco van de Pol, Janine Post, Stefano Schivo, Jetse Scholma, Paul van der Vet and Brend Wanders.

Concurrent with my work, Stefano Schivo has been working on the formal models supporting the tool and a paper is in the making by this group, primarily written by Stefano Schivo and Jetse Scholma, with contributions from the whole group. As the tool is close to being published, and therefore publicly known, the group has decided to rename the tool ‘Animo’.

1.1 Previous Work

1.1.1 INAT

Wim Bos’ tool INAT allows users to model signalling pathways. Such a model is an abstraction of the biological signalling networks that are active within living cells. The behaviour of signalling networks can be simulated, producing in-silico measurements and allowing the user to inspect the simulation results. The simulation is based on the formalism of timed automata.

Signalling pathways are one of the methods used by cells to communicate. A signalling pathway is based on a chain of reactions that either activate a protein or inhibit activation of a protein. A protein’s activation is affected by a catalyst, the activated protein will then act as a catalyst for the next step in the chain and so on. Some of the steps in the chain may act as inhibitors, preventing or slowing down the activation of the protein they inhibit. More information on signalling pathways can be found in [1].
Timed automata are finite-state machines extended with channels and clocks. Clocks are used to enable or disable certain transitions based on conditions relating to time. Channels allow the synchronisation of multiple timed automata by enabling certain transitions only when both automata make use of the same channel. More information on timed automata can be found in [2].

The INAT tool offers basic interaction and operations. It allows for the creation and modification of networks with simple reaction and reactant parameters. The tool can display the results of a simulation by letting the user create slides of the state of the network at certain points in time. It is also possible to export a movie that displays network state over time as an animated sequence.

INAT leverages UPPAAL [13] to simulate the models. UPPAAL as a state-of-the-art tool for the analysis of timed automata. Translation from the user-drawn model in INAT to the formal model required by UPPAAL is done by INAT when a simulation is requested by the user, so now knowledge of UPPAAL or the formalism is required from the end-user.

1.1.2 Other tools

Although this work is mainly based on INAT, it is important to be aware of other efforts1. There are many different ways to model biological systems, each with its own strong points. It is possible to distinguish among modeling approaches by looking at which formal method they employ.

By doing so, we arrive at two large groups: one includes approaches based on ordinary differential equations (ODEs), while the other encompasses all methods based on concurrent systems. This distinction captures the main peculiarity of concurrent systems, which allows one to describe a system by specifying its components in isolation, and then define the interaction rules; on the other hand, a method based on ODEs will need to explicitly list and precisely define every possible interaction between the various components of the system.

Models based on ODEs are usually easier to understand, because of their strong connection with the actual chemical reaction laws which govern the evolution of a system, while an approach based on concurrency will usually add a layer on top of the canonical description of chemical reactions, requiring the user to acquire some practice before being able to fully profit from the paradigm.

Tools that allow models directly based on ODEs include COPASI [16], E-Cell [25] and GNA [8]. Among these tools, COPASI in particular allows the user to define models based not only on ODEs, but also on a hybrid between ODEs and stochastic models. The employment of stochastic dynamics is useful in those cases in which the number of molecules of a chemical species is particularly low, and the use of a purely analytical method can lead to unexpected results [10]. The E-Cell tool also allows the user to define different types of simulation approaches, so that the model can be implemented as a stochastic process, using ODEs, or via Differential-Algebraic Equations.

1This section is largely taken from the paper in the making. Some parts have been rephrased, restructured or removed altogether to fit this report.
Methods relying on concurrent systems, such as BlenX [9], Bio-PEPA [6], Cell Illustrator [18] or Statecharts [12], generally allow the user to define the features of each entity involved in a model, and then specify the ways in which these entities can interact. Such methods can be divided into two subgroups: qualitative and quantitative, the distinction being the possibility to add to the model numerical (quantitative) information such as speed of reactions, concentration of species, volume of solution.

INAT places itself among the quantitative methods based on concurrent systems. Differently from many tools in the same class, INAT allows the user to decide on specific levels of precision and granularity for each part of the modelled network.

Nevertheless, INAT has its downsides: for example, it has currently no support for widespread modelling languages and formalisms such as ODEs or SBML, both of which are supported by BlenX, Bio-PEPA and E-Cell, among others. These tools allow the user a possibility to employ more than one single formalism, exploiting the strong points of each one.

Moreover, the graphical output capabilities of INAT still have a margin for improvement: while it is possible to observe the state of the system at any point in time in a colour-coded fashion directly on the modelled network, the animation capabilities of COPASI, Cell Illustrator or Statecharts offer more possibilities.

1.2 Research Focus

This research explores how the INAT tool can continue its evolution to become a serious game. To this end, the following question has been asked: “Now that we have this model, what do we want with it and what can we do with it?”.

To continue development into a serious game, we need to have a playing field, we need to know what moves to make available, and we need to know what kinds of bookkeeping are necessary to have the user benefit from playing our game.

In this work, the playing field is represented by the front-end of the tool, as the front-end is the way the user views the model and the front-end is used to issue commands. The moves are represented by the actions the user wants to take, and the effect these actions have upon the model or the state of the tool itself: in short, the user interaction with the tool. The bookkeeping should offer accumulated information to the user, and allow her to look back on her work and present it to others without the need to add additional documents or do manual bookkeeping.
Chapter 2

Analysis & Design

This chapter presents six usage scenario’s and analyses them to determine what features would make strong improvements. These features need a solid framework in which they can be implemented. Following the usage scenario’s is the design of tool’s integration with Cytoscape. Cytoscape \[21\] is a well-known and commonly used biology workbench focused on visualisation. The chapter is concluded by the design of annotations.

2.1 Scenario’s

This section presents the analysis of the tool’s intended usage. The first part of this section, 2.1.1, contains a description of those features that are important in all scenario’s. The rest of this section contains the analysis of the usage scenario’s. Though the analysis of usage scenario’s follows directly after the generic features, the Cytoscape integration (see 2.2) enables future implementation of the features in this section.

The analysis of usage scenario’s is both a result of this research, and a starting point for further work. The scenario’s are discussed from the viewpoint of one or more users of the tool. Six usage scenario’s have been defined:

- Creation: creating a new model from scratch.
- Refinement: adapt an existing model to fit new information.
- Collaboration in meetings: multiple users discuss and modify a model.
- Review: peer-review or progress review of a model.
- Exploration: playing around with the model to see how it behaves.
- Integration: combining multiple models into one.

Each scenario gives rise to a few desired features of the tool. Some features may have some overlap in other scenario’s, but have been categorised with the scenario that benefits from them most.
2.1.1 Miscellaneous

Some features are desirable, but not clearly defined by any one of the usage scenarios. The features presented in this section are important in all scenario’s.

Visualisation of information The tool contains large amounts of information, too much to visualise at once. Since not all information is relevant at all times the tool should allow the user to determine what information she wishes to be visualised, and what information to display only on demand.

The tool should allow the user to store and recall such visualisation settings. This allows the user to define multiple views of the model to be selected at will. Care should be taken to allow the user to quickly customise these views on the fly, and still retain her personal presets.

A last option would be to allow the exchange of views, allowing multiple users to use the same view when collaborating.

Works like [27] and [20] offer a starting point for further work on visualisation.

Selection strategy The selection of model elements is a vital part of the tool, as most operations are only available once the user has indicated on which elements she wants to operate. Users of the tool do not consider each element apart, they group model elements in semantic divisions.

The selection strategies offered by the tool will have to match these divisions of the model to allow the user to quickly indicate those elements of interest to her. To this end, the model should allow at least the following selection strategies:

- Upstream reactants: adds all reactants upstream of the current selection,
- Downstream reactants: adds all reactants downstream of the current selection,
- Upstream reactions: adds all reactions upstream of the current selection,
- Downstream reactions: adds all reactions downstream of the current selection.

Further testing should be done to see if the users frequently use other selection patterns, and whether they wish to filter their selection to narrow it down.

Group operations During alterations of the model a lot of parameters have to be set. This can easily become tedious manual work.

The tool could assist the user by allowing her to set common parameters for all applicable elements in the selection. By showing only those parameters common to all selected elements in the parameter area of the tool, the user can quickly see which variables she can edit for the whole selection.
**Copy & Paste**  Users have come to expect programs to offer extensive copy and paste functionality, reducing amount of work involved in the duplication of patterns.

Care should be taken to make sure that the tool lives up to the user's expectations in this regard. Model elements should be copied with a complete set of parameters and meta-data like relative positions intact. If at all possible, the copied model elements should carry with them some means of identifying their source.

### 2.1.2 Creation

The creation scenario puts a user to the task of creating a model from scratch. Creating a model from scratch is hard, so the user should be able to access other data sources.

Even if the user does not create the model from scratch, the features described here allow her to take advantage of external data sources and allow the tool to assist in the extension of existing models.

**Published pathway importing** Published pathways are pathways on which a lot of data has been published. Some of these are widely accepted, while others are considered tentative. A lot of information is available about these published pathways.

Allowing the import of published pathways allows quick creation of a base model. After import of a pathway, the user can change the pathway by extending it, or cutting out the non-relevant parts. Some possible sources for import are: a public database (see 2.1.2), SBML files, research group repositories, and personal archives.

The tool should allow the user to extend her own personal archive with pathways she created herself. The tool should allow the user to add a short description to any pathway she adds to her personal archive.

Adding new pathways to the personal archive carries the danger of making unproven or unverified pathways appear as accepted fact. This danger is mitigated by the fact that the tool is meant for exploration, and the user can add a description to entries in her personal archive.

**Database Connectivity** A lot of biological information is available in structured or semi-structured databases. Even though a lot of information is available, most databases contain information on protein interactions, and very little on reaction parameters.

The tool should disclose information in these databases to the user. This allows her to quickly add new reactants to the model that have an interaction with reactants already in the model. Since pathways consist of multiple reactants, adding a chain of reactions should work in the same fashion as adding a single reactant.
A first implementation could use only the directly referenced reactions from a single database, allowing the user to effectively cascade through the required reactions by hand. A display of reactions, aggregated from multiple databases, in which the user selects the reactants and reactions to import would be ideal.

The subject of aggregating and compounding information from multiple databases lies outside the scope of this research. An issue of note is the lack of standardised nomenclature for reactants, an example of this is the protein ELF3 also known as ESE1, ESX, ERT, or JEN [11, p. 208]. This issue can be solved in two ways: the nomenclature is standardised, or the tool supports aliases. The former appears to happen after time (i.e., 20 years or so) while the subject matures and is the better of the two solutions. The latter will be necessary to allow working with data from current research, and will most likely be the easiest approach.

**Initial parameter values** Two sets of parameters are available in the model: reactant parameters and reaction parameters. Both are required for the model to be executable.

The most influential reactant parameter is the concentration of reactant at \( t = 0 \). The tool should default the reactant parameters to predefined values based on common assumptions, and allow the user the change those assumptions based on personal preference.

Very little is known about reaction parameters [5]. The previously mentioned biological databases contain only sporadic information on reaction parameters.

Initial reaction parameters are dependent on a large amount of factors and biological background knowledge. The tool should offer the option to set initial parameters based on common assumptions about the reaction type, and the tool should allow the user to customise the assumptions to better fit her field of study or personal preference.

### 2.1.3 Refinement

Existing models are refined to offer a better match to reality. This scenario puts the user in the position of having to refine an existing model. During refinement a lot of small changes are made, based on the discovery of new information, either from literature or from empirical data, or just by way of trying out.

Refinement does not include the addition of new reactants or reactions. These issues are already covered in 2.1.2.

**Comparison to empirical data** The first step of refining a model with empirical data is the comparison of model predictions with the empirical data.

The empirical data must be made available within the tool to allow for computer-assisted methods of comparison. Therefore the tool should allow the user to import empirical data, and assign the loaded data to any value predicted by the model. At the time of writing the only predicted value is the concentration of activated reactant.
The actual comparison can be made visual by overlaying the graphs of the model prediction and the empirical data. The tool could emphasise the areas of the graph where prediction and measurement diverge outside of tolerance values.

Tolerance values are dependent upon multiple factors, one of which is the expected error in measurements. For the purposes of assisting the user in identifying discrepancies a customisable tolerance function could be introduced. Exact determination of functions usable in this context is outside the scope of the current research.

Most empirical data will contain information about multiple predicted values, and a graph with too much information quickly becomes difficult to read. Instead of presenting a confusing graph, the tool should assist the user by identifying the model elements participating in the discrepancy. A visual cue in the main display of the model will provide such assistance. Such a visual cue can be an emphasised and coloured border on a reactant, or an emphasised and coloured reaction.

Further work could be done to determine the viability of using biological common sense to assist the user in another way. For example, biological knowledge might be used to determine influencing reactions and reactants upstream that participate in the discrepancy even though they themselves are not measured.

**Parameter fitting** Once data is made available and discrepancies have been identified, the user will wish to change the model based upon this new information.

Although changing parameters by hand until a fit is reached probably improves the user’s insight in the modelled processes, this is time-consuming work. The tool can assist the user by allowing her to declare some parameters as free parameters, and having the tool run multiple simulations.

Multiple strategies for the fitting should be offered. More on parameter fitting can be found in [5].

**Advising on experiments** The tool could gain a lot of utility by assisting the user in defining experiments to run in the lab.

This is a complex feature that requires at least the entering of biological queries and support for multiple versions of the same model. Although the subject of advising on experiments should be detailed in further work, the author has some observations.

Ideally the assistance of the tool boils down to the following: the user enters a hypothesis, and the tool will then provide a set of possible experiments that together will verify or falsify the hypothesis.

Each added reactant could be a hypothesis in itself (i.e., “Does this reactant take part in the pathway as modelled here?”), but other hypotheses might require more data from the user. To provide uniformity in interaction the hypothesis should be entered in the same way that biological queries (see 2.1.6)
are posited. The tool should provide some way for the user to give preference to some types of experiments. This stems from the fact that some methods of measurement are more expensive than others (exactly which resources are used is immaterial, but examples include time, money and lab space).

Unless the advisory feature is taken very far, care should be taken to inform the user that the tool does not offer experiments that take reactants and reactions outside the model into account.

2.1.4 Collaboration in Meetings

The third scenario, Collaboration in Meetings, sees multiple users in the same room discuss and deliberate about the model.

During this discussion, changes to the model will be proposed and acted upon. The tool is available on a normal computer or laptop.

Attribution During the meeting multiple users suggest changes to the model and some of the changes will be decided upon by the whole group.

For later reference it will be necessary to trace back changes to the people that suggested them. Attributing each model modification to a single person (whether the modification was deliberated upon by multiple people or not) allows the tracking of responsibility.

This attribution is useful when explanation about the change is desired, or when the change has not been justified (for example, according to a reviewer).

Large visuals Two or three people can comfortably sit at a single computer screen, more viewers will become uncomfortable.

In a meeting it will be necessary for multiple participants to have a good overview of the model and any information relevant to the meeting. To this end, the tool should support a display mode for groups.

This group mode should support at least a beamer, to allow projection of the model onto a larger surface. This display mode should allow the users to set up the model display in such a way that information relevant to the meeting is emphasised while other information is still available.

The group collaboration might take advantage of previous and current work in the direction of collaboration and alternative displays such as touch tables [15].

2.1.5 Review

Models, just like papers and data sets, should be reviewed. This scenario puts a user to the task of reviewing a model.

Such a review will have to take into account that a model contains a large amount of assumptions and guesses.
**Record of evolution and creation**  Seeing how a model was created provides insight into the choices made during creation. To assist the user with this, the tool should keep a record of the actions taken to create the current version of the model.

Each change should be accompanied by some information about the change: the author of the change, and a short note about the change.

When reviewing the reviewer should be able to view previous versions of the model, and see how the current version evolved from it. This feature ties in with the Confidence and Multiple Versions features (both found in 2.1.6).

**Justification of model elements**  When modelling, the user has to make choices: which assumptions to use, what reactants to add, the parameters of a reaction, and so forth. These choices have to be recorded; this is usually done in a separate document.

The model has to be reviewed together with these choices, since the choices are part of the modelling process. The model can only be fully reviewed of this parallel document is available. To ease the review of this parallel document, the tool should allow the author of a model to include the justification of choices she made in the model itself.

By integrating the justification the author of the model is forced to think about the justification of her choices and make them explicit. Section 2.3 goes into more detail about the annotations themselves.

Having justification integrated with the model will also aid the publication of models, since a list of literature references and assumptions can be generated directly from the model, mitigating the problem of out-of-synch parallel documents.

The tool should offer at least an option to check whether all model elements are annotated with a justification. This feature will not be able to determine the validity of the available justification, but it can warn the author about lacking justification.

**2.1.6 Exploration**

The exploration scenario has the user playing around with the model. By changing the model, and seeing how the changes affect the model’s execution a user can explore the different facets of the model.

Exploration of the model and its dynamics increase the insight of the user. Therefore, playing with the model should be supported in an intuitive way, as the user’s exploration should not be hindered by clumsy interaction.

**Confidence**  The user must have confidence that the tool will not allow her work to be lost. To this end, it must be clear to the user that all her changes can be undone, to retrieve the starting model. The tool should allow the user to undo any changes, and in this way retrieve previous versions of the model.
Preferably the changes should be stored with the model. This allows her to send the model somewhere else, or continue working on it another day and still go back to old versions.

Small changes are best handled by the familiar undo/redo functionality available in many programs. Large changes are best handled as revisions in a version management system; this allows the user to add some note justifying the change.

Previous work has already been done on the handling of revisions of data, though these focused on handling plain text [24, 22, 7, 14, 19]. Concepts and methods from these version control systems still apply to the versioning of the model. Notes for further work can be found in section 6.3.

**Multiple versions** When trying out new things it is useful to quickly look back at other versions of the model. Having multiple versions of the model allows the user to compare them and see how they react differently. The tool should support multiple versions of the same model to support the user in her exploration of the model.

Model execution data could be compared to other versions in much the same way that empirical data is compared to non-empirical data (see 2.1.3).

Multiple versions of the model also allows collaborators to quickly branch of the ‘main’ version of the model to create a variant for demonstration or testing. These branches can later be reviewed in the same way as the original model, and multiple variants of the model may support differing hypothesis.

**Biological queries** Having the ability to change the model and see the results of simulating the new model gives the user insight into the model’s behaviour.

Trying to reach a certain goal is difficult this way, since a complex model might well show unexpected behaviour. The option of querying the model for the occurrence of certain states allows the user to focus on interesting behaviour.

Determining how the user inputs and executes biological queries is beyond the scope of this work. [17] offers a good start for further work on this subject.

### 2.1.7 Integration

Models on the same subject but by different people will vary. The same goes for models from different projects created by the same person. This scenario puts a user in the situation in which she wishes to integrate two models.

The integration of models allows users to join their work, and create a more complete model. This might offer new insights as the models need to be reconciled and changed to fit.

**Recognition of matching network elements** By assisting the user in the recognition of matching model elements the tool helps to speed up the laborious parts of integration, allowing the user to focus on the actual problems of the integration.
The tool should allow the user to integrate by either importing (part of) a model from another file, or by pasting (part of) a model into the current model.

After the addition of the model fragments to be integrated the user makes a selection of those elements she wishes to match automatically. The tool can then try to find matching model elements. This matching is useful at the structural level, so reactions and reactants need to be matched, while the actual parameters should be reconciled afterwards.

The visual layout of a network is irrelevant to the semantics, but the structure can be used to find common components. The common component search could be aided by using the reactant name as an indicator of equality, this will increase the number of correct matches. As already noted in 2.1.2, care must be taken as a single reactant can have multiple names depending on the author(s) of the model.

After the tool has determined matching model elements it should offer these matches to the user so she can determine which matching she wishes to use, and which to discard. The tool will then merge the accepted matches, and defer to the user on the method of reconciling the parameters of the matched elements.

The exact biological implications of applying such a merging strategy for the model element parameters still need investigated.

A first implementation might use only exact naming or alias match, and offer the choice of using one of the unchanged parameters, or an average of both.

**Record of integration** Multiple models will most likely mean multiple authors. It is necessary to keep track of the origin of integrated model elements to allow reviewers and collaborators to quickly determine whom to contact should they wish to discuss the model.

If possible, the creation history of the integrated model should be added to the history of the current model, since this allows reviewers to see the development of both parts of the integrated model.

This feature should be considered together with the Record of evolution and creation (see 2.1.5 and 2.1.6).

### 2.2 Cytoscape Integration

The analysis of the usage scenario’s points out a lot of possible features for the tool. However, before these features can be implemented, the tool should be integrated into a more robust framework.

The primary users of the tool are biologists, so integrating the tool in a well-known biology workbench allows them to start working with the tool in a familiar environment.

This section of the chapter describes the choice of visualisation workbench, and the design of the integration with this workbench.
2.2.1 Choice of Visualisation

A well-known and commonly used biology workbench is Cytoscape [21]. Cytoscape is a network visualisation workbench providing only visualisation and generic network editing capabilities. Although other visualisation workbenches exist, such as PathVisio [26], Cytoscape has been chosen because it appears to be the de facto standard.

Cytoscape’s visualisation framework is flexible enough to change almost every aspect of the visualisation based on the parameters of the network elements (i.e., nodes and vertices).

Since there are hundreds of plugins available for Cytoscape there is a lot of documentation, albeit in the form of examples. One example is Cerebral [3]. Cerebral is mentioned specifically because it has functionality for displaying data that change over time and functionality for laying out networks while taking into account the location of the network’s components in a cell. The visualisation facet of Cerebral comes close to what our tool should offer by way of visualisation.

2.2.2 Two-tier model generation

The formal model used by UPPAAL needs to be generated from the network in Cytoscape. However, the Cytoscape network does not contain the required information in a readily useable format, so a conversion is required.

This conversion is designed as a two-tier process. The Cytoscape model is first converted into an intermediate model, and this intermediate model is then converted into a UPPAAL model. This two-tiered approach adds flexibility to the conversion process. Among the advantages of the two-tiered approach is the possibility to replace either the Cytoscape front end, or the UPPAAL back end without having to rewrite large parts of code.

Another advantage is the ability to create other tools, such as analysers or possibly a summary generator, that use the same intermediate format. These tools should not have to handle the Cytoscape network, which is not specific enough, or the UPPAAL model, which is too specific.

2.2.3 Time Slider

The previous version of the tool, INAT (see 1.1), offered time-based display through snapshots. Such a display of the changes over time offer less insight into the dynamics of the model, as the user is constantly switching back and forth between two static images.

To allow the user to view the dynamics of the model herself the tool should offer her the option of seeing the dynamics of the model unfold. This is facilitated with the time slider.

The time slider represents the complete span of time of the simulation. Whenever the user positions the cursor of the time slider, the visualised model is updated to reflect the reactant activation at the indicated time point. This
direct visual feedback allows the user to move back and forth in time to see the interaction of the different reactants.

This interaction is familiar to the user because most multimedia programs use the same form of interaction to allow the user to slide to a different point in time in a video or audio stream. Due to time constraints the familiar play/pause, rewind and stop buttons have been left out. These could be added to heighten the users’ familiarity and provide a more direct way of navigating the time span.

Notes on the implementation of the Time Slider can be found in 3.3.

2.3 Annotations

This last section of the chapter presents the design of annotations. As described in section 2.1.5 annotations are used to justify model elements.

The annotations in a model are used as a lab journal. They describe why model elements exist, and how their parameters were determined.

Annotations are also useable as a method of communicating with collaborators. They allow a user to communicate her intent and reasoning about the annotated model element.

All model elements, including the parameters of reactions and reactants, are candidates for annotation. Each model element can have multiple annotations, but annotations are not shared among model elements. The implications of this will be discussed in 4.2.

2.3.1 Dimensions

The annotation dimensions presented here are inspired in part by the annotation scheme in [23].

Each annotation consist of four fields: Source, Type, Reference and Statement & Note. A fifth field, Confidence, was considered, but has been left out (see 4.3 for a short discussion on this). The addition of a confidence feature is a good direction for further work (see chapter 6).

Source The source of the knowledge referenced with this annotation. The source dimensions are as follows:

• Literature: the knowledge is attributed to a paper, book, or other form of peer-reviewed work.

• Database: the knowledge is attributed to a database of biological knowledge.

• Other: the knowledge is attributed to something else, such as a person or the current study.

Most databases contain justifications such as references to previous work. The inclusion of the ‘database’ source allows the user to indicate this.
The ‘other’ type is included to allow the user to refer to the current study, a colleague’s conjecture, or some other source of information not included in the given dimensions.

**Type**  The type dimension indicates the type of statement this annotation references. This dimension indicates the type of statement as the author of the statement intended it. The type dimensions are defined as follows:

- Conjecture: the statement is based on conjecture,
- Hypothesis: the statement is a hypothesis,
- Measurement: the statement is a measurement,
- Assumption: the statement is an assumption,
- Fact: the statement is well-established knowledge.

The type dimension aids the user in determining the weight of the knowledge. A justification based on a fact is a stronger justification than one based on conjecture. Due to time constraints, a dimension for the subjective judgement of the annotator has been left out of this design. More on this can be found in section 4.3.

**Reference**  The reference dimension is the actual reference to the knowledge. The reference can be given in any form, but will be most useful when given in a recognisable and consistent form.

Structured input of the reference would be more useful for exporting of references. However, most users seldom appreciate the lack of freedom when entering data that can take on many different formats.

**Statement & Note**  The statement and note dimension is used to indicate how the knowledge is used in the model.

A summarised statement allows the user, and any other users, to quickly glean the knowledge referenced in this annotation. The statement field can also be used to note how the referenced knowledge is used in the model.
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Implementation & Result

The integration with Cytoscape is aimed at providing an extensible framework for later work. All work presented in this chapter was done by the author, unless mentioned otherwise. Where possible the implementation takes advantage of facilities provided by Cytoscape. The integration with Cytoscape consists of three major components (figure 3.1 offers an overview of these components):

1. The intermediate model, described in detail in 3.1, which connects the Cytoscape model with the UPPAAL model (displayed in the top half of figure 3.1).

2. The UPPAAL invocation and interpretation of the results, described in 3.2 (seen in figure 3.1 in the bottom-right corner).

3. The time slider control to allow users to view different time points in the simulation (part of the ‘Plugin’ element in in figure 3.1).

Next to the basic facilities of Cytoscape (e.g., saving and loading of models, simple model editing operations), one advanced facility of Cytoscape is heavily used by the integration: the visual style mapper also known as the VizMapper. The VizMapper determines the visual styling of nodes and edges based on the attributes of those elements.

To allow the largest amount of freedom to users, no programmatic changes are made to the visual styling. This offers users the greatest amount of freedom when determining how to display their model.

The presented implementation can be found in a Subversion repository located at http://hmisvn.ewi.utwente.nl/ExBio/projects/inat/. At the time of writing this repository does not allow public access.

3.1 Intermediate model

The intermediate model is the ‘in between’ translation from Cytoscape to UPPAAL. The model offers a simple data structure to allow easy operations on the
model (see 2.2.2).

### 3.1.1 Structure

The intermediate model is structured as a set of model entities (reactants and reactions) contained in a model object. It is very simple. A model entity is any element of the model that can exist independently of other model elements. Each model entity has a unique identifier. At the time of writing reactants and reactions are the only existing model entities.

The model object itself and every entity in the model has a set of properties. The set of allowed properties is not constrained, and the meaning of a property’s value is left to the clients of the model object.

To ease the use of the intermediate model implementation each property is implemented as a simple object. The properties are implemented as distinct objects to provide type-safety at runtime. Thus, each property is defined by a \((key, type, value)\) pair. At the time of writing the allowed types are limited to: strings, booleans, integers, floats and two-dimensional arrays of integers (represented by a custom table type).

The type-safety of the model is implemented by using assertions to execute the type checks. This is viable since most of the type errors will occur during development of the tool. Once a stable and tested version has been created the assertions can be disabled.

### 3.1.2 Relation to Cytoscape model

To enable other tools to process the model created in Cytoscape (the ‘Drawn Model’ in figure 3.1) it has to be converted to the intermediate model format. To convert the Cytoscape model to the intermediate model, the following steps are taken:
1. All model parameters are checked for validity. This is important for parameters like the maximum number of activation levels. If any of the checked values is unset, or does not correspond to the correct value, an exception will be thrown.

2. An intermediate model object is created and all model-wide properties are set on the intermediate model.

3. Each node in the Cytoscape model corresponds to a single reactant and is converted by creating the reactant entity, setting the required properties on it (i.e., the name and initial concentration) and adding it to the intermediate model.

4. Each edge in the Cytoscape model corresponds to a single reaction. It is converted by looking up the reactant identifiers (one for self-reactions, two for reactions involving two reactants), creating the reaction entity, setting the required properties on it (i.e., the reaction type, the identifiers of the involved reactants, the reaction timing table and whether the reaction is activating or inhibiting), and finally adding the reaction to the intermediate model.

During the last step of the conversion the reaction timing tables are filled based on the information in the Cytoscape model.

3.1.3 Relation to UPPAAL model

Once the Cytoscape model has been converted into an intermediate model, the intermediate model is converted into an UPPAAL model by application of the model transformer (the ‘Model Transformer’ in figure 3.1).

Since the conversion into an UPPAAL model is not trivial, this step is abstracted by using a transformer interface. This interface allows one to quickly change transformer implementations. UPPAAL models are written in a mix of XML structured data and character data for declarations and definitions. More on this can be found in [4, appendix B].

The basic model transformer implements the conversion to the variables model. The variables model was designed by Stefano Schivo. This model uses variables to store the reactant activation levels instead of relying on the model’s structure to allow activation level manipulation. The following steps are taken when the model is transformed with this transformer:

1. The preamble of the XML document is written. This includes the correct encoding (utf-8), the doctype declaration, the opening of the declarations element, and the declaration of a global clock.

2. The requisite constants, channels and variables are written. This includes channels for each reaction in the intermediate model, and variables for each reactant.
3. The declarations element is closed, and all UPPAAL templates that will be used in the composition of the final system are written.

4. The template instantiations for both reactants and reactions are written, as well as the process coordinator instantiation.

5. Finally the final system composition containing all instantiated processes is written and the XML document is closed.

A number of utility functions handle the conversion of time values, and the determination of reaction identifiers. The time conversion takes into account the fact that a constant signifying the ‘infinity time’ is embedded in the templates. Reaction identifiers are based on the involved reactants and whether the reaction is inhibiting or activating.

### 3.2 UPPAAL invocation

After the intermediate model is converted into an UPPAAL model, it is handed over to UPPAAL for further analysis. The UPPAAL invocation itself is exactly as described in [4, appendix A.2], and generates output according to appendix C.2 of the same.

The UPPAAL output is analysed by a result interpreter (the ‘Result Interpreter’ in figure 3.1). The result interpreter is an abstract interface that accepts the intermediate model and the UPPAAL output and produces a results object. Currently the only result interpreter available accepts results as produced by the UPPAAL invocation and interprets these as levels of activation over time.

The only implemented results parser is one that creates an activation level results object, this object is described in 3.2.1. The UPPAAL output is parsed by setting up a temporary data structure for bookkeeping and analysing each line of the UPPAAL output as follows:

1. Any line that does not, by itself, define a state is ignored.

2. The first line of the UPPAAL output that constitutes a state is taken as the initial state. All reactants found in this line are assumed to participate in the rest of the results and are added to the temporary data structure.

3. All following lines that constitute a state are accepted. A regular expression is used to extract the time information from the line. Once the time indication has been retrieved, the line is searched for reactant activation levels and the intermediate results structure is updated.

After all lines have been analysed, the activation level results object is created from the bookkeeping data. If at any time a line is found that constitutes a state, but does not indicate a global time value an exception is thrown.
3.2.1 Activation level results object

The result parser returns a result object (seen with the same name in figure 3.1). This object contains information on the activation levels of all reactants in the model. The results object is can be queried for the activation level of a single reactant at any point in time within the span of the simulation.

Internally the results object represents this information by only storing the level of activation of a reactant at the point in time at which it changed to that level. This compresses the amount of required memory, especially for simulations over a long time span while still allowing quick interrogation of the results object.

3.3 Time slider

As described in 2.2.3, the time slider is the user interface control allowing users to slide through the time window of the simulation results.

The implementation of the time slider leverages the flexibility of Cytoscape’s VizMapper. When the user manipulates the time slider, the node attribute of each node corresponding to a reactant available in the activation level results object is updated with the activation level at the indicated point in time.

By changing a node attribute in the Cytoscape model to reflect the concentration of the reactant at the point in time indicated by the slider, the actual method of displaying the time-based concentration information is dictated by the visual styling set by the user.
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Discussion

4.1 Cytoscape Integration

Cytoscape has been designed as a workbench to view and modify graph-based networks, and to let plugins handle analysis and other algorithms operate on these networks. The Cytoscape plugin structure was created with the idea that plugins should concentrate on modifying or augmenting the network data. Due to this clear focus on communication through the data, Cytoscape lacks the flexibility to really change the way the user interacts with the model.

The Cytoscape integration is implemented as a plugin, and not as a modification of Cytoscape itself to stay compatible with other Cytoscape plugins. However, during implementation it became clear that the current version of Cytoscape does not allow a lot of freedom in modifying the user interaction with the workbench.

Since the Cytoscape integration of the tool requires multiple interaction changes, it will be difficult to continue implementation in the current version of Cytoscape. A new version of Cytoscape is in the making, and this version may support the modification of user interaction on a higher level, but this is not certain. To obtain complete control over the user interaction with the tool it might be necessary to steer away from Cytoscape, and offer a specialised user interface.

Remote simulation The current method of integration with Cytoscape has the benefit of providing an exchangeable backend. This can be used to exchange the current backend with a backend that uses a remote machine to execute the actual simulation.

Such a remote backend allows for quicker installation of the plugin, since none of the normal UPPAAL software needs to be installed on the user’s workstation. When used outside of a single institution this kind of remote execution brings with it all kinds of legal and security issues, so this subject should be approached with care and consideration.
While the concept of remote simulation is intriguing, the legal and technical pitfalls could prove to be out of proportion with respect to the utility the tool gains from further development in this direction. It is, of course, possible to mitigate legal and security issues by implementing the remote not as a service, but as a dedicated server that needs to be set up by the end-user (or their technical department).

**Progress Indication** During the execution of the simulation the user is presented with a dialogue containing a progress bar. The Cytoscape plugin structure intends for this progress bar to show the progress of the current task. To show the amount of progress one would need to know the total of amount of work, and the progress over this amount. Thus the determination of progress should be possible as the current implementation only uses a reachability query, which boils down to querying whether a certain point in time can be reached.

However, due to the way UPPAAL executes the simulation no information on the current level of progress is available until the simulation has finished, effectively disabling the use of the progress bar as intended by Cytoscape. This means that the user has no indication of the progress of the simulation.

**4.2 Duplicate Annotations**

The current annotation design does not take into account that annotations might have to be duplicated among multiple model elements. This duplication could have been prevented by allowing a model element to reference previously added annotations. Allowing a single annotation to be referenced by multiple model elements would also require more complex annotation management, something that might deter from the user’s desire to use annotations.

However, the current design encourages the user to add duplicate annotations. Having duplicate annotations will result in redundancy of information. This not only increases the amount of work that needs to be done manually, but having duplicate annotations makes the automation of annotation tasks (such as exporting a list of assumptions, or the generation of a list of referenced literature) more complex.

It is clear that the current situation, which requires the user to create duplicate annotations, is not desirable. Determining how to solve this problem, and how much of the annotation management might be automated is something for the future.

**4.3 Annotation Confidence**

During the design of the annotations (see section 2.3) the issue of confidence came up. One of the main goals of the tool is to enable collaboration; the issue of annotation confidence should not be disregarded. However, confidence has been left out of the current annotation design due to time constraints.
Unlike the other dimensions, confidence is greatly dependent upon the annotator. Since the level of confidence the annotator has in any single annotation is highly subjective, any form of confidence should take into account the possibility of multiple opinions by different collaborators. Even if the confidence dimension were structured to contain a single scalar confidence per collaborator, there is no clear-cut way to reconcile these different opinions into a single confidence verdict for the annotation. Section 6.6 indicates directions for further work.

### 4.4 User Guidance

Section 2.1.5 highlights the importance of justifying the choices that were made during the creation and modification of the model. The annotations take on part of the role of a lab journal in an actual laboratory because they also allow the user to record notes and add clarifications to the model while it is being created. Because of this importance the interaction with the tool should encourage the user to add annotations to the model.

The user will be annoyed if the tool forces her to add an annotation for each change she makes in the model. But such interactions as adding a new reactant or reaction should certainly provoke the user into adding a justification to the newly created model element. Unless the new version of Cytoscape allows plugins to modify the way networks are created and altered this kind of interaction might not be feasible in Cytoscape.

### 4.5 Limitations on User Interaction

A last point of discussion is the dependency of user interaction upon the chosen data model, and the dependency of the data model upon the user interaction. This dependency is distinct from the used visualisation framework or execution backend, and holds regardless of the chosen visualisation or backend.

The current tool was created for the visualisation and analysis of kinase networks. This implies a certain way of displaying information: the diagrams drawn in the tool do have a mapping to the actual chemical formulae, but this mapping is not trivial. Should the user wish to model a different kind of chemical network, this will require changes to the data model.

As the data model is changed, this might change the way the network is displayed, which in turn changes the user’s perception of what is ‘upstream’. This change in perception of the user requires that interaction based on the notion of ‘upstream’ model elements is revised to correspond to the changed model. Because user interaction is the glue between the data model and the user, it is dependent upon the data model and the user’s perception of this model.

This dependency works both ways. If, for example, the user wants to interact with the tool in a way that does not require her to add duplicate annotations, this will imply a change in the data model to accommodate this changed in-
teraction. This will of course provoke changes in other interactions as the data model is changed to accommodate. In this way the data model is dependent upon the user interactions, because the data model itself would be meaningless to the user if her interaction with the tool would not result in a perceptible change in the data.

With both dependencies in place we can conclude that further development on either the tool’s user interaction or the tool’s data model will require attention to both.
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Conclusions

Through analysis of the tool’s probable usage scenario’s I have derived a list of features that would increase the usefulness of the tool. The derived features offer a good way to determine which directions further work could explore. The following features are of special note because they seem to be good direction for immediate further work and implementation:

- Pathway imports and database connectivity (2.1.2),
- Comparison to empirical data (2.1.3),
- Record of evolution and creation and multiple versions (2.1.5 and 2.1.6),
- Justification of model elements (2.1.5) and the annotation structure (2.3),
- Selection strategy and group operations (2.1.1).

Secondly, I have integrated the tool with Cytoscape. This integration opens up a larger audience to the tool, and allows the use of an impressive array of Cytoscape plugins. The display of the simulation results (i.e., the time-dependent activation level) of the old tool has been replaced with the time slider. The time slider has been received with enthusiasm at the International Symposium on Integrative Bioinformatics 2011 (IB2011) in Wageningen.

And finally, an annotation structure has been designed that allows users to justify elements of the model without using an external document. While this annotation structure has not yet been implemented, a first implementation should be straightforward.
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Further Work

6.1 Features

The features mentioned in chapter 2 are not implemented, and most will require further research before they can be implemented in full. Although all of these features have been presented in the chapter 2, a short overview is given here categorised by usage scenario.

Miscellaneous  Features that are important in all scenario’s.

- Visualisation of information (2.1.1). The tool contains a large amount of information. This information needs to be visualised for consumption by the user, preferably in a user-customisable way.
- Selection strategy (2.1.1). Implementing different selection strategies allow the user to expand or contract selections based on the biological meaning of the elements in the model.
- Group operations (2.1.1). By making certain operations capable of affecting a group of model elements the user is assisted in making large modifications to the model.
- Copy & Paste (2.1.1). By allowing familiar copy and paste operations without losing associated data or meta-data the user is assisted in the creation of repeated patterns.

Creation  Creating a new model from scratch.

- Published pathway importing (2.1.2). Allowing the use of a pathway repository, either remote or local, and the import of SBML files.
- Database Connectivity (2.1.2). Retrieving relevant data from biological databases. This feature focuses on the retrieval of small parts of a pathway, either with or without downstream reactants.
Initial parameter values (2.1.2). Determining the initial values for the reaction parameters is a complex issue requiring background knowledge on the biological relevance of these reactions.

**Refinement**  Adapting an existing model to fit new information.

- Comparison to empirical data (2.1.3). The comparison of simulation data with empirical data can be made accessible in a number of ways.
- Parameter fitting (2.1.3). Fitting reaction and reactant parameters to the measured data by hand is time-consuming.
- Advising on experiments (2.1.3). By using biological knowledge the tool can suggest experiments to test a hypothesis posed by the user.

**Collaboration in Meetings**  Multiple users discuss and modify a model.

- Attribution (2.1.4). Changes and additions during a collaborative meeting should be attributed to the user that suggested them.
- Large Visuals (2.1.4). The visual representation of the model during collaborative meetings should be adapted to beamers or other media used during such meetings.

**Review**  Peer-review or progress review of a model.

- Record of evolution and creation (2.1.5). During the creation and alteration of the model a record of the steps taken by the user should be created to allow for reviewing not only the model itself, but its creation as well.
- Justification of model elements (2.1.5). By adding an annotation to each model element, the user can justify the choices she made during the creation of the model.

**Exploration**  Playing around with the model to see how it behaves.

- Confidence (2.1.6). The tool should behave in a predictable way and offer a robust system to make sure the user does not lose any work while playing around. This includes, but is not limited to, implementing a undo/redo system.
- Multiple versions (2.1.6). Supporting multiple version of the same model allows the user to quickly try out different things without fear of losing a version, or the hassle of manual file management.
- Biological queries (2.1.6). Allowing the user to pose questions about the model’s behaviour enables her to explore the model in different ways.
**Integration** Combining multiple models into one.

- Recognition of matching network elements (2.1.7). By recognising which model elements in a selection actually refer to the same thing in biology will allow for assisted integration when combining two or more models from different sources.

- Record of integration (2.1.7). Keeping a record of where model elements came from allows the user (and her reviewer) to identify the source of model elements even after further modifications.

The selection strategy and group operations feature (2.1.1) and the record of evolution and creation and multiple versions (2.1.5 and 2.1.6) features are good candidates for immediate implementation. This is also true of the implementation of the visual cues for comparison of empirical data as described in section 2.1.3.

### 6.2 Selection strategy and group operations

Selection strategies are described in 2.1.1. Four strategies have been outlined there that will prove easy to implement.

The current version of Cytoscape allows group operations in a fashion. The data display pane will show all data of the selected model elements, but this information is in an unfriendly format.

Both the selection strategy and the group operations have a straightforward implementation in the current version of the tool. This will allow for a quick increase in usability. However, further research could be done to hone these features to the point of becoming natural operations for the user.

### 6.3 Record of evolution and creation

Much work has been done on the subject of versioning. Well known versioning systems include CVS [22], Subversion [7], Mercurial [19] and Git [14]. Of these systems, CVS and Subversion have a server-client model, which adds technical dependencies. Mercurial and Git are based on a distributed model.

When working on this feature, one should keep in mind the difference between model semantics and file semantics. It is important that the chosen versioning system understands the relevance of different model objects.

### 6.4 Specialised user interface

Should the path of a specialised user interface be chosen (as discussed in section 4.1), this interface will need to fulfil certain requirements. Determining these requirements and implementing the framework of the new user interface will require further research and design.
Care should be taken to ensure that the new user interface allows quick modifications of most graphical parts while maintaining a strict and well-defined structure.

6.5 Publishing annotations

The current format of annotations (2.3) allows for much freedom of input. Should the reference dimension of the annotations be set in a more structured format, this will pave the way for tooling that allows the extraction of annotation information.

Such tooling can be used to publish or extract a list of referenced literature as an appendix to the model. Further work should be done on this facet of the annotations and the uses that can be made of having more structured reference information in the model.

6.6 Annotation confidence

Section 4.3 discusses the subject of annotation confidence. The current design offers the Statement & Note dimension, in which a rudimentary confidence level can be recorded.

A simple solution would be to add the Confidence dimension to the annotations. This dimension is structured as a list of (collaborator, confidence level) pairs and records the confidence verdict of each collaborator.

Further work should be done on this to determine whether this kind of confidence measure is adequate, and how this should be presented to the user.

6.7 User Studies

To tune the user interaction with the tool’s multitude of features we need more information on the workflow used by users of the tool. The same is true for the prioritisation of possible features and their exact implementation.

Further work on the development of features should at least include a regular cycle of implementation and feedback. Those features that still require further research will benefit greatly from a user study to determine how users interact with the tool.
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